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Preface

This book is intended to empower you with knowledge of API design principles and best
practices, such that you will be ready to design highly scalable, reusable, adaptable, and
secured RESTful APIs. This book also introduces some common and some emerging
patterns in the most indispensable domain of RESTful AP]Is.

RESTful patterns impact various layers of web services that span across multiple functions,
such as CRUD operations, databases, presentation layers, applications, and infrastructure
layers. Other prominent and dominant patterns in the RESTful domain include
communication, integration, orchestration, security, management, software deployment,
and delivery. This book will help you become familiar with the most significant patterns,
such as client/server discovery, API gateways, API compositions, circuit breakers,
enterprise security, content negotiation, endpoint redirection, idempotent capability, API
facades, and many more essential patterns.

While this book predominantly covers medium-level to advanced-level topics about
RESTful APIs, it covers a few basics of service-oriented architectures and resource-oriented
web service architectures as well, to help you gain a better understanding of what's being
covered more quickly.

Who this book is for

This book is for anyone who needs a comprehensive yet simple-to-understand resource to
help them with their RESTful API design and development skills and expose them highly
adoptable RESTful APIs that give insights into best practices and key principles, along with
proven RESTful API design patterns.

What this book covers

Chapter 1, Introduction to the Basics of RESTful Architecture, intends to refresh your
understanding of a few fundamental concepts of the web, its architecture, and the way it is
evolving, hoping to lay a firm foundation for RESTful service designs and applications. We
will discuss World Wide Web layers and architecture, web API development models, and
REST-based service communications. You will also be introduced to service-oriented and
resource-oriented architecture principles and characteristics, then move on to the
foundations of REST's principles, constraints, qualifiers, and goals.
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Chapter 2, Design Strategy, Guidelines, and Best Practices, discusses a few essential API
design guidelines, such as consistency, standardization, reusability, and accessibility
through REST interfaces, aiming to equip API designers with better thought processes for
their API modelling. Also, this chapter intends to introduce a few practices for better REST
API implementations, along with a few common, but avoidable, mistakes of API strategies.

Chapter 3, Essential RESTful API Patterns, provides both information about the concepts
and also practical code examples to do with common and fundamental design patterns of
RESTful APIs, so that you can better understand and power your RESTful API services. As
part of this chapter, you will learn a few common and essential API design patterns, such as
content negotiation, URI templates, pagination, Unicode, and more, along with the code
implementation of those patterns. Each pattern addresses the RESTful constraints, and
helps you to ensure that these essential patterns are accounted for in your API designs and
implementations.

Chapter 4, Advanced RESTful API Patterns, is the second part of our look at API design
patterns, and intends to discuss a few advanced design patterns, versioning, backend for
frontend, authorization, idempotence and its importance, and how to power APIs and
delight customers with bulk operations APIs.

Chapter 5, Microservice API Gateways, mainly talks about the crucial contributions of API
gateway solutions to making microservices vital to producing enterprise-scale, mission-
critical, cloud-hosted, event-driven, production-grade, and business-centric applications.
We discuss popular API gateway solutions in this chapter and also look at the
implementation of an aggregation service through the API gateway.

Chapter 6, RESTful Services API Testing and Security, intends to take you on an API testing
journey, looking at types of API tests, challenges in API testing, and security in API testing.
You will get a glimpse of various API testing tools, API security tools, and frameworks, and
also learn how you can expose any security issues and API vulnerabilities as part of API
testing, quality, and security measures.

Chapter 7, RESTful Service Composition for Smart Applications, is specially crafted to tell you
all about the contributions of the RESTful services paradigm toward designing, developing,
and deploying next-generation microservices-centric and enterprise-scale applications. It
looks at how RESTful services that are capable of finding and binding with one another
results in process-aware, business-critical, and people-centric composite services. You will
understand the need for service composition, various compositions methods such as
orchestration and choreography, and also the use of hybrid versions of orchestration and
choreography for smarter applications.

[2]
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Chapter 8, RESTful API Design Tips, discusses the design patterns and best practices
needed for building competent and compatible REST APIs that can easily keep up with
technological and business changes. This chapter deals with the importance of APIs; API
design patterns and best practices; API security guidelines; the various tools and associated
platforms of API design, development, integration, security, and management; and trends
in the API-driven digital world.

Chapter 9, A More In-depth View of the RESTful Services Paradigm, focuses on conveying the
emerging techniques and tips for producing RESTful services and their corresponding
APIs. We discuss methodologies such as software-defined and driven world, and emerging
application types that help in quick and easy deployments of APIs. Also, this chapter
discusses topics such as the REST paradigm for application modernization and integration,
RESTful services for digital transformation and intelligence, and the best practices for
REST-based microservices.

Chapter 10, Frameworks, Standard Languages, and Toolkits, introduces you to a few
prominent frameworks that can come in handy when deciding on the right framework for
your API development needs. It discusses a few prominent frameworks for app developers
who want to kick-start their RESTful APIs and microservices with their acquainted
programming languages. This chapter is an attempt to provide you with information on a
few programming language-friendly frameworks so that you can pick the most suitable
framework for your RESTful API development needs. Also, this chapter has a reference
table for various frameworks and their supported languages, along with their prominent
features.

Chapter 11, Legacy Modernization to Microservices-Centric Apps, discusses how microservices
architectures (MSAs) are the way forward for modern applications that are highly nimble,
versatile, and resilient. This chapter provides the reasons for legacy application
modernization, delineating why applications have to be modernized to be migrated and
run in cloud environments, discussing how the combination of microservices and
containers is the best way to achieve legacy modernization, and detailing legacy
modernization methodologies.

To get the most out of this book

As this book presents many web services and RESTful services concepts, there are no
specific requirements for you to follow; however, if you want to run and execute the code
samples provided in the book (which you should), then you need a basic understanding of
Java programming languages, Maven, or knowledge of any build tools.

[3]
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The chapters with sample code have clear explanations of how to run and test the samples,
and come with the build and run scripts as well.

Download the example code files

You can download the example code files for this book from your account at
www . packtpub. com. If you purchased this book elsewhere, you can visit
www . packtpub.com/support and register to have the files emailed directly to you.

You can download the code files by following these steps:

Log in or register at www.packtpub.com.
Select the SUPPORT tab.
Click on Code Downloads & Errata.

Enter the name of the book in the Search box and follow the onscreen
instructions.

L e

Once the file is downloaded, please make sure that you unzip or extract the folder using the
latest version of the following software:

e WinRAR/7-Zip for Windows
e Zipeg/iZip/UnRarX for Mac
e 7-Zip/PeaZip for Linux

The code bundle for the book is also hosted on GitHub at https://github.com/
PacktPublishing/Hands—-On-RESTful-API-Design-Patterns—and-Best-Practices. In case
there's an update to the code, it will be updated on the existing GitHub repository.

We also have other code bundles from our rich catalog of books and videos available
athttps://github.com/PacktPublishing/. Check them out!

[4]


http://www.packtpub.com
http://www.packtpub.com/support
http://www.packtpub.com/support
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/Hands-On-RESTful-API-Design-Patterns-and-Best-Practices
https://github.com/PacktPublishing/
https://github.com/PacktPublishing/
https://github.com/PacktPublishing/
https://github.com/PacktPublishing/
https://github.com/PacktPublishing/
https://github.com/PacktPublishing/
https://github.com/PacktPublishing/
https://github.com/PacktPublishing/
https://github.com/PacktPublishing/
https://github.com/PacktPublishing/

Preface

Conventions used

There are a number of text conventions used throughout this book.

CodeInText: Indicates code words in text, database table names, folder names, filenames,
file extensions, pathnames, dummy URLSs, user input, and Twitter handles. Here is an
example: "The four basic HTTP operations: GET, POST, PUT, and DELETE."

A block of code is set as follows:

@GetMapping ({"/vl/investors","/vl.1/investors","/v2/investors"})
public List<Investor> fetchAllInvestors ()
{

return investorService.fetchAllInvestors();

}

When we wish to draw your attention to a particular part of a code block, the relevant lines
or items are set in bold:

public interface DeleteServiceFacade {
boolean deleteAStock (String investorId, String stockTobeDeletedSymbol);
boolean deleteStocksInBulk (String investorId, List<String>
stocksSymbolsList) ;
}

Any command-line input or output is written as follows:

$ mkdir css
$ cd css

Bold: Indicates a new term, an important word, or words that you see onscreen. For
example, words in menus or dialog boxes appear in the text like this. Here is an example:
"The Pipeline entity is entirely responsible for orchestrating control and data flows"

Warnings or important notes appear like this.

Tips and tricks appear like this.

[5]



Preface

Get in touch

Feedback from our readers is always welcome.

General feedback: Email feedback@packtpub.com and mention the book title in the
subject of your message. If you have questions about any aspect of this book, please email
us at questions@packtpub.comn.
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Introduction to the Basics of
RESTful Architecture

A web service is a software service or a software functionality provided by one set of
computing devices to another set of computing devices. These devices communicate using
established or standardized communication protocols through the World Wide Web
(WWW).

This chapter intends to refresh your understanding of a few fundamental concepts of the
web and its architecture, and the way it is evolving, hoping to lay a firm foundation for
RESTful service designs and applications. The following topics are covered in this chapter:

e A brief history of the WWW and its evolution

e WWW layers and architecture

e Web API development models and REST-based service communication
¢ A brief introduction to service-oriented architecture

¢ Resource-oriented architecture principles and characteristics

e Introduction to REST

e REST constraints

e RESTful qualifiers

e REST architecture goals
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Technical requirements

As this book deals with intermediate to advanced topics of RESTful design patterns, we
expect you to have a good understanding of web service concepts and their unique
functions. As mentioned earlier, this chapter is an attempt to refresh your understanding of
various fundamental concepts of the WWW, its evolution, and the types of web services it
offers, so there are no formal technical requirements for this chapter.

Evolution of web technologies

Generally, the aim of this book is to provide more elaborate RESTful patterns; however, this
section intends to give you a quick introduction to web services and their evolution since
the early 1990s, giving you exciting facts about Web 1.0 through to Web 3.0, and then
moving on to details about service-oriented architecture (SOA) and resource-oriented
architecture (ROA).

As you are aware, today's web is a universe in itself, with a massive amount of interlinked
web-based apps, images, videos, photos, and various interactive content. Which web
technologies have made this possible, where did it start, how has it evolved over time, and
how does it enable web app developers to develop amazing and interactive web
experiences?

The following diagram provides a brief overview of the WWW and its evolution over time.
Please note that each web version has its enabling technologies mentioned in the
corresponding box:
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Let's discuss Web 3.0 more and focus on web services and their evolution as part of the
third generation.

Learning about Web 3.0

The following sections focus on Web 3.0 and the evolution and history of web services.

Web 3.0 is generally referred to as executing semantic web, or read-write-execute web. Web
3.0 decentralizes services such as search, social media, and chat applications that are
dependent on a single organization to function. Semantic and web services are the primary
constituents of Web 3.0.
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The following diagram depicts layers of typical Web 3.0 constructs. The semantic web
layers are Static Web, Translations, and Rich Internet Applications (RIA) or Rich Web
built on top of the internet:

The layered structure of Web 3.0

This data-driven web adjusts according to the user's searches, for instance, if a user
searches for architecture patterns, the advertisements shown are more relevant to
architecture and patterns; it even remembers your last search and combines the last
searched queries as well. Interesting isn't it?

What you see in the following diagram is a Web 3.0 stack, with various building blocks as
URI, Unicode representations, syntax (XML/JSON), RDFS taxonomies, and so on; they
constitute a Web 3.0 stack:
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Introduction to the Basics of RESTful Architecture

Chapter 1

/ User Interface & Applications \

Established Trusts

Trusted Source (Proof)

Unified Logic

Ontologies Rules
RDF Query (owt) (RIF/SWRL)
Language
(SPARQL) Taxonomies (RDFS)

Data Interchange (RDF)

Semantics (XML / JSON)

Character Set (Unicode)

(subis 1enbig) Aydesboydiin

&esource Identifiers(URI)

=/

Hypertext Web
Technologies

Standardized Semantic
Web Technologies

Ideas / Not Yet Stanbdardized
to realize semantic Web

Web 3.0stack Ref: Nt tps://www.w3.0rg/DesignIssues/w3.0rg )

Let's move on to the web service architecture, the specifications, and the communication
protocols, as they are the fundamentals before we move to ROA, SOA, and

Representational State Transfer (REST) or RESTful services.

Learning about web service architecture

Web services are a method of communication between two computing devices over a
network, and the communication happens in standardized ways (and specifications) for the
integration of heterogeneous web applications using XML/JSON, SOAP, WSDL, and UDDI.
XML/JSON is the data format that provides metadata for the data that it contains; SOAP is
used to transfer data; WSDL is used for defining available services to be consumed, and

UDDI will have the list of services available.
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Web services architecture (WSA) mandates the presence of certain characteristics, and
suggests a few optional ones, when developing any web service.

WSA consists of three significant roles, as you can see in the following diagram, and they
are as follow:

e Service Provider
e Service Consumer
e Service Broker

This is shown in the following diagram:

WSDL WSDL
Service Service
SOAP - PrDVider

The Service Requestor finds the Service Provider through UDDI, and contacts the
provider using the Simple Object Access Protocol (SOAP). The Service Provider then
validates the service request and responds to the requestor with XML/JSON as a service
response.

Discussing the web API

So far, we have discussed the fundamentals of the client-server/web services paradigm, and
the way they communicate with standard protocols; however, we are yet to touch upon
REST-based communication and after all, that's what this book is about. This section will
cover the introduction of web APIs, and how a web APl is a development model for web
services. The communication between the devices is REST-based. RESTful APIs do not
use/require XML- based web service protocols, such as SOAP or WSDL, to support their
interfaces, but they use simplified representations instead.

[12]
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The following diagram depicts the web API and their simplified representations as the
client side and the server side are exposed to each other through high-level interfaces:

Client Side APl Code interface access Server Side AP| Code
API API

Browser Web Server

Physical Connection

So the web API, as shown in the preceding diagram, is available on both the client side and
the server side. The client-side interfaces are generally exposed as JavaScript or browser
plugins, and the server-side interfaces are generally exposed through the web as
JSON/XML. Some of the key terminologies that we will come across concerning web APIs
are endpoint, uniform resource identifier (URI), and resources.

The web APl is an application programming interface (API) for either a web server or for a
web browser. So, Web APl is a concept or methodology for accessing any API (available
over the web) through the HTTP protocol. There are many categories of APIs, SOAP, XML-
RPC, JSON-RPC, REST, and so on. APIs can be developed with any programming language
such as Java, .NET, and many more.

So now you have got an idea of what is a Web APl is and where REST API development fits
into the Web API landscape, let's move on and see more details of SOA, ROA, REST,
RESTful APIs, and their key constituents in the following sections.

Learning about service-oriented architecture

Service-oriented architecture is an architectural style of web services. It defines some
standards and lays down best approaches to design and develop a web service. Any web
service is the logical representation of repeatable business activities that have a specified
outcome, such as retrieving a weather report for a particular city, accessing stock prices for
a given stock, updating a record to an inventory service, and so on. SOA is self-contained,
and also provides guidelines to combine a service with other services as well. Another fact
about SOA is that it is a black box (or abstract) to the service consumer who consumes it.
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In short, SOA is essentially a collection of services, those services communicate with each
other, and a service is an operation or a function that is well defined, self-contained, and
independent of other service contexts and states. Services are applications hosted on
application servers and interact with other applications through interfaces.

SOA is not a technology or a programming language; it's a set of
principles, procedures, and methodologies to develop a software
application.

Learning about resource-oriented architecture

Resource-oriented architecture is a foundation of the semantic web (please refer to the Web
3.0 section of this chapter). The idea of ROA is to use basic, well-understood, and well-
known web technologies (HTTP, URL and XML) along with the core design principles.

As we all know, the primary focus of web services is to connect information systems, and
ROA defines a structural design or set of guidelines to support and implement interactions
within any connected resources. Any business entity can be represented as a resource, and
it can be made accessible through a URL

For example, in an organization's human resource system, each employee is an entity, and
salary, employee details, and profiles are associations (descriptors) of that entity.

The following is a quick comparison table for object-oriented and resource-oriented
concepts, and it gives a quick insight as to what ROA is:

Obijects in object-oriented architecture [Resources in ROA

Every entity is defined as an object Entities are services

An object has attributes and actions A service has descriptions and contracts

Interacts over the network with a defined
location or address

Objects need to maintain state to interact

Resource-oriented design

The resource-oriented design section intends to walk you through the ROA design
guidelines, design principles, and characteristics, along with its properties as well. Having
introduced ROA properties, we will look at REST architecture in subsequent sections.

[14]
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ROA-based web services describe a self-discoverable entity, and modeling is based on its

logical form (unlike services, as they are based on the technical form).

Let's look at the basic blocks of ROA such as resources, representations, and so on in the

following diagram:

Provide accessto
other Services

Real (resources)
reoresentations

Resource

Representation

Hosts Resource

Provider

|dentifies

The blocks in the preceding diagram represent the typical structure of ROA and give an
idea of how resources are consumed by the service consumers.

Let's briefly consider the concepts and properties of ROA, as follows:

* Resource providers: Resource providers expose the resources for the service
consumers to invoke the services with HTTP methods. Microsoft Azure and
Amazon AWS are simple examples of resource providers.

* Resource: A resource is an explicit reference to an entity that can be identified
and assigned and, most importantly, referenced as a resource. Some examples of
resources could be servers, devices, web pages, JavaScript, or the latest version of
software, the latest defect in software, a directory or list of information about an

organization, and so on.

* Resource name: The resource name is the unique name or identification for the
resource. So, no two resources can point to the same data. For instance, the latest

version of software is 2.0.9.

¢ Resource representation: Resource representation is the useful information
about the current state of a resource, specified with a specific format, in a specific

language.

[15]




Introduction to the Basics of RESTful Architecture Chapter 1

Resource link and connectedness: Represents (linkage) another resource or the
resource itself. Connectedness is all about how reliable and relevant the
resource's links are.

Resource interface: The resource interface is an interface for accessing the
resource and handling its state.

Addressability: Addressability is exposing datasets or functionalities as a
resource, and the addressability of a resource happens through URIs.
Statelessness: Statelessness is maintaining the isolation and independence of
client and server states. Every request from the client should be self-contained.
The uniform interface: Every service needs to use the HTTP interface the same
way, such as GET, POST, PUT, DELETE, and so on. The uniform interface simply

means using some common nomenclature that is interpreted the same way
across the web. For example, GET does mean get (read) something.

The following table summarizes the HTTP operations that can be used to implement an

ROA-based web service:

HTTP operation Description

GET Read the resource representations

PUT Create a new resource

DELETE Delete the resource (optionally linked resource as well)
POST Modify the resource

HEAD Meta information of the resource

The preceding table shows the HTTP methods to implement ROA.

The benefits of ROA

The following are the benefits of ROA:

¢ Independent of client contracts: Free from interface agreements/contract
formulations, that is, no need to formulate the contact as the entire web is based
on HTTP operations.

o Explicit state: As the resource itself represents states, servers won't receive
unknown application specific payloads; the server does not have to keep track of
the client who called the server, and also the client doesn't need to know which
server it has talked to.
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e Scalability and performance: Scalability with ROA is shown by characteristics
such as no contract boundaries, explicit states, and freeing up the clients from the
server's stickiness(session). The performance improvement regarding response
time for the ROA caching, load-balancing, indexing, and searching play a
significant role in improving performance.

A process of creating an affinity between a client and a specific server by a
load balancer is called session stickiness.

A contract or agreement is fundamentally a collection of metadata that
defines many aspects of an underlying software program.

Beginning with REST

So far, we have looked at ROA and a set of guidelines, such as statelessness, resources,
addressability, uniform resources, and so on. Those guidelines are the fundamental
implementation of REST architecture. As this book is all about RESTful patterns, we are
going to explore more about the REST architectural style in this section.

The REST concepts were submitted as a PhD dissertation by Roy Fielding. The fundamental
principle of REST is to use the HTTP protocol for data communication (between distributed
hypermedia systems), and it revolves around the concept of resources where each and
every component considered as a resource, and those resources are accessed by the
common interfaces using HTTP methods:

T HTTP (GET)

Browser Consumer

JMS Read

O
Respohse

Queue

JMS Consumer

Resource Oriented Platform

Hre & |

2]

Queue

G

REST Service
OU RI

IMS {,

An example implementation of an ROA/REST service
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The preceding diagram shows you where REST stands in the ROA architecture and how it
can be accessed by different consumers.

REST is an architectural style and not a programming language or technology. It provides
guidelines for distributed systems to communicate directly using the existing principles
and protocols of the web to create web services and APIs, without the need for SOAP or
any other sophisticated protocols.

The REST architecture is simple and provides access to resources so that the REST client
accesses and renders the resources on the client side. In REST style,URI or Global IDs helps
to identify each resource. As you know REST uses several resources representations to
represent its type such as XML, JSON, Text, images and so on.

REST architecture style constraints

There are design rules that are applied to establish the different characteristics of the REST
architectural style, which are referred to as REST constraints:

Cacheable .
T Uniform Interface
GET, POST,
. PUT, DELETE i
Client w
= = o
T Ells Server o
=] = b
All and Explicit é @ g
) Information - 2
Client (=]
URI
Client

REST architectural style constraints

The preceding diagram depicts REST constraints in a typical web/internet-based
application. The following are the REST constraints:

e Client-server
e Statelessness
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e Cacheable

¢ Uniform interface
e Layered systems

e Code on demand

Beginning with client-server
The client-server architecture or model helps in the separation of concerns between the user
interface and data storage:

Client

Client
(Service-Consumer)

(Service-Consumer)

Server
Service-Provider

Client
'en Client

(Service-Consumer) )
(Service-Consumer)

The client and server

Let's discuss the client and server in the context of ROA as follows:

e Client: It is the component that is the requestor of a service and sends requests
for various types of services to the server
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e Server: It is the component that is the service provider and continuously
provides services to the client as per the requests

Clients and servers typically comprise distributed systems that communicate over a
network.

The client in client-server architecture

There is no upper bound on the number of clients that can be serviced by a single server. It
is also not mandatory that the client and server should reside in separate systems. Both
client and server can reside in the same system, based on the hardware configuration of the
system and the type of functionality or service provided by the server. The communication
between client and server happens through the exchange of messages using a request-
response pattern. The client basically sends a request for a service, and the server returns a
response. This request-response pattern of communication is an excellent example of inter-
process communication. For this communication to happen efficiently, it is necessary to
have a well-defined communication protocol that lays down the rules of communication,
such as the format of request messages, response messages, error handling, and so on. All
communication protocols that are used for client-server communication work in the
application layer of the protocol stack. To further streamline the process of client-server
communication, the server sometimes implements a specific API that can be used by the
client for accessing any specific service from the server.

The service in client-server architecture

The term service used in the context of client-server architecture refers to the abstraction of
a resource. The resource could be of any type and based on the one provided by the server
(service); the server is named accordingly. For example, if the server provides web pages, it
is called a web server, and if the server provides files, it is called a file server, and so on. A
server can receive requests from any number of clients at a specific point in time. But any
server will have its own limitations about its processing capabilities. Often, it becomes
necessary for a server to prioritize the incoming requests and service them as per their
priority. The scheduling system present in the server helps the server with the assignment
of priorities.

Client-server benefits are in addition to separation of concerns and help with the following:

e Improving the portability of the user interface
e Improving scalability by simplifying server implementations
¢ Developing with standalone, independent testable components

[20]
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Understanding statelessness

The statelessness constraint helps services to be more scalable and reliable. Statelessness, in
the REST context, means that all the client requests to the server carry all the information as
explicit (stated), so that the server understands the requests, treats them as independent,
and those client requests keep the server independent of any stored contexts. Keeping the
session state within the client is important to manage this constraint in the services.

The following diagram shows the Service Consumer (client) and the Service States are
independent and managed within the client and server respectively:

REST Service

Service Consumer— Service {
| Components

Queue i . ) )
active Operations (state)

) R Quetie -
Service Consumer m
|

Statelessness (managing states independently)

The statelessness constraint imposes significant restrictions on the kind of communications
allowed between services and consumers, to achieves its design goals. The following are
the restrictions to achieve statelessness:

e It is the complete responsibility of the client to store and handle all the
application states and the related information on the client side.

e The client is responsible for sending any state information to the server whenever

it's needed.
¢ No session stickiness or session affinity on the server for the calling request

(client).
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The server also needs to include any necessary information that the client may
need to create a state on its side.

HTTP interactions involve two kinds of states, application state and resource
state, and statelessness applies to both. Let's see how the statelessness constraint
is handled in each state:

e Application state: The data that is stored on the server side and
helps to identify the incoming client request, using the previous
interaction details with current context information

¢ Resource state: This is referred to as a resource representation, and
it is independent of the client (the client doesn't need to know this
state unless it is available as response is needed), and this is the
current state of the server at any given point in time

The statelessness constraint of REST applies to the application state, that
is, being free only on the application state and nothing to do with resource
state. Twitter's API is the best example of a stateless service (GET:
https://api.twitter.com/1.1/direct_messages.json?since_id
=xxx&amp; count=x).

Advantages and disadvantages of statelessness

The following are some advantages of statelessness:

As the server does not need to manage any session, deploying the services to any
number of servers is possible, and so scalability will never be a problem

No states equals less complexity; no session (state) synchronize logic to handle at
the server side

As the service calls (requests) can be cached by the underlying application, the
statelessness constraint brings down the server's response time, that is, it
improves performance with regard to response time

Seamless integration/implementation with HTTP protocols is possible as HTTP is
itself a stateless protocol

Improves visibility as each request is its own resource and can be treated as an
independent request

Improves reliability as it can recover from partial failures
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The following are some disadvantages of statelessness:

e Increase per-interaction overhead

¢ Each request of webservices needs to get additional information so that it get
parsed (interpreted) so that the server understands the client state from the
incoming request and takes care of the client / server sessions if needed

Caching constraint in REST

Caching is the ability to store frequently accessed data (a response in this context) to serve

the client requests, and never having to generate the same response more than once until it
needs to be. Well-managed caching eliminates partial or complete client-server interactions
and still serves the client with the expected response. Obviously, caching brings scalability

and also performance benefits with faster response times and reduced server load.

As you can see in the next diagram, the service consumer (Client) receives the response
from the cache and not from the server itself, and a few other responses are directly from
the server as well. So, caching helps with the partial or complete elimination of some
interactions between the service consumers and so helps to improve efficiency and
performance (reduced latency time in response):

Cache
Implementation

Llient Server

cachefserve

Service {l

Client

O

cache/serve

Client
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There are different caching strategies or mechanisms available, such as browser caches,
proxy caches, and gateway caches (reverse-proxy), and there are several ways that we can
control the cache behavior, such as through pragma, expiration tags, and so on. The
following table gives a glimpse of the various cache control headers one use to can fine-
tune cache behaviors:

Headers Description Samples

Header attribute to represent date/time
Expires after which the response is considered
stale

Expires: Fri, 12 Jan 2018 18:00:09
GMT

A header that defines various
directives (for both requests and
responses) that are followed by caching
mechanisms

Cache-control Max age=4500, cache-extension

Unique identifier for server resource

E-Tag states

ETag:ugv2309u324klm

Response header helps to identify the |Last-modified: Fri, 12 Jan 2018

Last-modified time the response was generated 18:00:09 GMT

For more about cache-control directives. Please refer
tohttps://tools.ietf.org/html/rfc2616#section-14.09.

Benefits of caching

Obviously, there are a lot of benefits to caching frequently accessed data, and the following
are the significant ones:

¢ Reduced bandwidth

¢ Reduced latency (faster response time)

¢ Reduced load on the server

¢ Hide network failures and serve a client with the response

The cache constraint builds upon the client-server and stateless ones, with the requirement
that responses are implicitly or explicitly labeled as cacheable or non-cacheable.

[24]


https://tools.ietf.org/html/rfc2616#section-14.9

Introduction to the Basics of RESTful Architecture Chapter 1

Understanding the uniform interface

As we mentioned earlier in the uniform interface section as part of ROA, REST-based
services can use the HTTP interface, such as GET, POST, PUT, DELETE, and so on, to
maintain uniformity across the web. The intention of a uniform interface is to retain some
common vocabulary across the internet. For example, GET does mean to get (read)
something from the server. The services can independently evolve as their interfaces
simplify and decouple the architecture, and the uniform interface brings a uniform
vocabulary to those resources as well. The following diagram depicts the combination of
HTTP Methods and the Resource Names for Uniform Interfaces:

Methods ‘ Names Interfaces

There are four guiding principles suggested by Fielding that constitute the necessary
constraints to satisfy the uniform interface, and they are as follows:

e Identification of resources

e Manipulation of resources

e Self-descriptive messages

¢ Hypermedia as the engine of application state

We will see each constraint in detail in the following sections.

Identification of resources

As we have seen in earlier sections, a resource represents a named entity in a web
application, and it is usually a Uniform Resource Locator (URL). So, an entity can be
identified and assigned as a resource by an explicit reference to it.

A URL in a web application is usually a link, and it is in fact a URI. For example, a home
page URL https://developer.twitter.com, uniquely identifies the concept of a specific
website's root resource. In REST constraints, the URIs we use are described as follows:

¢ The semantics of the mapping of the URI to a resource must not change. For
instance, Twitter's https://api.twitter.com/1.1/statuses/retweets/:id.Jjson
as a URI may never change, and of course the contents or values will keep
improving, according to the latest updates.
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e Resource identification is independent of its values so two resources could point
to the same data at some point, but they are not the same resource.

e For example, URI
1, https://api.twitter.com/1.1/statuses/retweets/:id.json, returns a
collection up to 100 of the most recent retweets of a tweet (specified by the ID).

e The other URI

2, https://api.twitter.com/1.1/statuses/retweeters/ids.json, responds
with a collection of 100 user IDs (maximum) belonging to users who

have retweeted the tweet (specified by the ID parameter).

The second method offers similar data to the first method
(statuses/retweets) and may produce the same results or combinations,
but both methods certainly represent a different resource.

¢ URISs bring benefits such as only one way to access a resource, dynamic media
types for resource responses (serve the media type at the time it is requested)
with the help of the Accept headers, and clients accessing those dynamic
resources do not need to change any identifiers if any change is made in the
response content type.

Manipulation of resources

Resources, once identified, can be returned by the server in a different format, such as
JSON, XML, HTML, PNG, SVG, and so on. These formats are a representation of the
identified resources, and the client will understand the list of possible well-defined formats
or media types (also called Multipurpose Internet Mail Extension (MIME)) from the
headers.

The resource's representation is manipulated or processed by clients. The application needs
to support more than one representation of the same resource and the same URI; in other
words, the same exact resource is represented by different clients in different ways.

Let's take an example; a document might be represented as JSON to an automated
program, but as HTML to a web browser. The purpose of these representations is to
provide a way to interact with the resource, and so the clients can indicate the intended
representations they wish to receive.
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The preceding conceptual distinction allows the resource to be represented in different
ways without changing its identifiers. It is possible with the HTTP header (Accept) getting
passed to the server by the clients in each request. The resources are updated or added by
sending representations from the client by the RESTful application. The following diagram
is a sample representation format, captured for a sample request from my Postman tool:

So, the decoupling of the resource's representation from the URI is one of the crucial aspects
of REST.

The following list shows various content-type representation formats (as headers) that one
can use in the request or response:

e Text/HTML, text/CSS, text/JavaScript
e Application/ XML, application/JSON, application/x-www-form-urlencoded
e Image (SVG, JPG, PNG, and so on)

Postman is a tool that helps us to interact with REST APIs. It offers a very
friendly user interface that can quickly test the APIs by constructing
requests and reading responses. Chapter 6, RESTful Services API Testing
and Security of this book provides more information about the Postman
tool and its wider abilities to test RESTful APIs.

Self-descriptive messages

A client's request and server's response are messages; those messages should be stateless
and self-descriptive. They can have a body and metadata. RESTful applications operate on
the notion of constrained message types (GET, HEAD, OPTIONS, PUT, POST, and DELETE) and
they are fully understood by both the server and the client.
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A resource's desired state can be represented within a client's request message. A resource's
current state may be embodied within the response message that comes back from a server.
As an example, a wiki page editor client may use a request message to transfer a
representation that suggests a page update (new state) for a server-managed web page
(resource). It is up to the server to accept or deny the client's request.

Self-descriptive messages may include metadata to convey additional details regarding the
resource state, the representation format and size, and even the message itself. An HTTP
message provides headers for organizing the various types of metadata into uniform fields.
The following diagram depicts a sample request and its headers, and the server response
for the same request along with its headers:

Client / Request / Headers Server / Response / Headers

A HTTP/1.1200 OK
POST /services/jwt/issue/adfs HTTP/1.1 Access-Control-Allow-Methods:GET, PUT, POST, DELETE, HEAD, OPTIONS
Host: federation-xooxx.com Access-Control-Allow-Origin:*
Cache-Control: no-cache Cache-Control:no-cache
Postman-Token: 0d891f9d-9523-67d0-c173-912c52abal17 Content-Encoding:gzip
Content-Type: application/x-www-form-urlencoded Content-Length:1165
Content-Type:application/json; charset=utf-8
<<JSON REQUEST BODY>> Date:Sun, 18 Feb 2018 06:40:14 GMT
Expires:-1

Pragma:no-cache
Server:Microsoft-115/10.0
Servername:xxxxxx
Vary:Accept-Encoding,Accept-Encoding
V X-AspNet-Version:4.0.30319

So a self-descriptive message in REST style is all about not maintaining state between client
and server, and needs to carry enough information about itself or explain with explicit
states. So in the following table, you can see the self-descriptive messages with examples:

Resource GET PUT POST DELETE

Get all Replace

resources .P Delete the

belonging to with Create the whole
booktitles.com/resources ging another collection )

the . collection

) collection

collection

Lookup for [Modify rCreati ne;/v Delete title
booktitles.com/resources/titlel8|title 18 title 18 t'etTOI;S(je s 18

itle
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Hypermedia as the Engine of Application State

Hypermedia as the Engine of Application State (HATEOAS) is one of the most critical
constraints; without addressing it, services cannot be termed RESTful services. However,
before we get into the details of HATEOAS, let's get a brief idea about the Richardson
Maturity Model (RMM) as it is an essential reference and serves as a guide to any RESTful
services to follow the HATEOAS constraints.

The RMM is a model developed by Leonard Richardson, and it breaks down the principal
elements of the REST approach to Resources, HTTP Verbs, and Hypermedia Controls. The
following diagram depicts the RMM's four levels, and those levels are used to grade the
APIs; that is, the better the API adheres to these constraints, the higher the scores are:

Level-3: Hypermedia Controls
e Level 2+HyperMedia
e RESTful Services

Level-2: HTTP Verbs
e Many URIs, many Verbs
e CRUD Services

Level-1: Resources
e URI Tunnelling
e Many URIs, Single verb

Level-0: Swamp of POX
e Single URI
e SOAP/XML/RPC
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So, an APl is fully qualified to be a RESTful API only when it scores Level-3. We will see
more guidelines for how APIs can be RESTful APIs later in this chapter. However, now you
know why we touched on the RMM here before we move on to HATEOAS.

Once the client gets the initial response to its resource request from the server, it should be
able to move to the next application state by picking up hyperlinks from the same received
response.

Let's take an example to explain the preceding statement. Say a client will POST a
representation of a new TODO item to the server, then the state of the Task Manager
application will change by growing the list of the TODO item and both POST and GET are
accomplished via hypermedia links.

Resource representations are shared by sending self-descriptive messages to any identified
resources. Then, they change the state of the application, and the client with the received
hypermedia links will move to the next application state.

In an HTML browser, GET methods are accomplished by clicking on anchor tags (<a>) that
have an HREF attribute, and HREF contains a resource URL POST methods are achieved by
pressing the Submit button within a <form> tag that has an action URI attribute. The
anchor (<a>) and form (<form>) tag elements were sent to the client as part of the
representation of the client requested resource.

The web contracts (sharing representations) are expressed regarding media types; a client
that calls the service would know the media types and how to process the content as well.
So the application enables the server to inform the client of possible ways to change its
application state via hypermedia.

Some media types work well (in harmony) with the web, and they are called hypermedia
formats. The formats that host URIs and links are hypermedia formats.

Plain old XML is not hypermedia-friendly as it doesn't carry the links and
protocols.
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The following diagram depicts a sample JSON response from a server without and then
With HATEOAS (with links and HREFs):

Without HATEOAS: With HATEOAS:

Request: Request:

[Headers] [Header:.?]

user: jim user: jim

roles: USER roles: USER

GET: /items/1234 GET: /items/1234

Response: Response:

HTTP 1.1 200 HTTP 1.1 268

{
“id” : 1234, “id” : 1234,
“description” : “FooBar TV”, “description” : “FooBar TV,
“image” : “fooBarTv.jpg”, “image” : “fooBarTv.jpg”,

“price” : 5@.80, : 50.00,
“owner” : “jim” { [
“rel” . “modify”,
“href” : “/items/1234”

1
{
“rel” : “delete”,
“href” : “/items/1234”
)3

Before we conclude this section, let's have a recap of HATEOAS:

e HATEOAS means an application state representation (resource) that includes
links to related resources. The absence or presence of a link on a page is an
essential part of the resource's current state and so is essential for the RESTful
APIs.

e A URl s a differentiator of REST architectural style, and defining the URIs is
really critical, as it will be around for a very long time. So it is crucial to evaluate
the links (when they change), keeping their future in mind, or put it in a simpler
way, the URI should stay the same regardless of the many changes its representations go
through. There is an interesting read about this at
https://www.w3.org/Provider/Style/URI.html.en; it supports this point in
great detail, and we encourage you to have a look.
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Layered systems

In general, a layered system consists of layers with different units of functionality. The
essential characteristics of layered systems are that a Layer communicates by means of pre-
defined interfaces and communicate only with the layer above or layer below, and the
layers above rely on the layers below to it to perform its functions. Layers can be added,
removed, modified, or reordered as the architecture evolves. Consider the following

diagram of layers:

Layer

Layer

Layer

So, let's start with an example. The REST style allows services to make use of a layered
system architecture where we deploy the REST APIs on server A, store data on server B,
and authenticate with server C. The client calling the REST API doesn't have any

knowledge of the servers the services use:

P

Client

*(_

Client

Interim

@ Server
cache
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The REST architectural style suggests services can consist of multiple architectural layers.
The layers will have published service contracts or intermediaries. The logic within a given
layer cannot have knowledge beyond the immediate layers above or below it within the
solution hierarchy.

Intermediaries are the layers present between the client and the server and
can be added or removed, more importantly, without changing the
interfaces between components.

The intermediaries have the following properties:

¢ Intermediaries can be event-driven middleware components to establish
processing layers between consumers and services

e They can be proxies (selected by the client to provide interfaces with data
translation services, enhanced performance, or security protections)

e They can be gateways as well (chosen by the server or the network, and used for
data translation, security enforcement, and performance enhancements)

A client may not be able to tell whether it is connected to the services directly with the
server endpoint, or to an intermediary before reaching the actual server. Intermediary
servers help to attain improved system scalability by having load balancers and shared
caches. Layers may also enforce security policies for their calling clients.

It would be helpful for us to understand a few applications of layered systems (design), so
let's look at the following points:

¢ Enables the service clients to invoke the services; the service that is called by the
client doesn't reveal any information about other services it's using to process the
client requests. In other words, the service consumer (client) only knows about
the service it directly calls and doesn't know about other services consumed by
the called service to process its requests.

¢ The messages between the client and the server are processed by
intermediaries helping to free the clients from the runtime message processing
logic and making them unaware of how those messages are processed in other
layers as well.
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e It's very critical for stability and scalability to add or remove layers in the layered
system without any changes to the service consumers.

¢ Request and response messages won't divulge any details to the recipients about
which layer the message comes from.

While layered systems bring additional latency and overhead as a drawback, there are
trade-offs that are the benefits of layers and layered system designs, as follows:

¢ Encapsulates legacy services
e Introduces intermediaries

e Limits system complexity

e Improves scalability

Code on demand

In distributed computing, code on demand (COD) is any technology that enables the
server to send the software code to the clients to be executed on the client computer upon
request from the client's software. Some well-known examples of the COD paradigm on the
web are Java applets, the Adobe ActionScript language for the Flash player, and JavaScript.

The following can also be called the advantages of COD:

e COD is the optional constraint of REST and intends to allow business logic
within the client web browser, applets, JavaScript, and ActionScript (Flash). I
think video on demand sites are good examples of COD, as the video data files
are downloaded and played according to the client system's specifications.

¢ Only one optional constraint according to REST architectural style and it is COD.
COD allow it clients to be flexible because the server that decides how specific
items need to be handled on the client side. For instance, with COD, a client may
download action scripts such as JavaScript, Applets (not widely used these days),
Flex scripts to encrypt the client-server communication, so the underlying servers
won’t aware of any specific encryption methods used in the process.

e COD can also be applied to services and service consumers. For instance, service
design can enable the servers to dynamically defer some portions of logic to the
service client programs. This approach of delaying code execution to the client
side is justifiable when service logic can be executed by the consumer more
efficiently or effectively.
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e RESTful applications may very well be able to utilize clients that support COD.
For instance, web browsers can allow servers to return scripts or links that can be
executed at the client side. This sort of additional code execution helps to expand
the capabilities of the client, without needing the user to install new client
software.

¢ In the COD style, a client component has access to a set of resources, but not the
know-how of how to process them. It sends a request to a remote server for the
code representing that know-how, receives that code, and executes it locally.

However, the down side of using COD is reduces the visibility of the underlying API, and
not every API prefers these kind of flexibility.

COD is classified as optional; architectures that do not use this feature can
still be considered RESTful.

RESTful service mandates

In one of the online discussion forums, Roy Fielding recorded his frustration about a
service that claims to be RESTful, but that service is a mere HTTP-based interface. The
service was not fulfilling all the necessary REST architecture constraints. He even said that
if the Engine of Application State (and hence the API) is not being driven by hypertext, then
it cannot be RESTful and cannot be a REST APL

With that said, any services that need to be termed RESTful must strictly adhere to the
mandatory REST architecture constraints. Those constraints are design rules that are
applied to establish the distinct characteristics of the REST architectural style.

Roy, the founder of the REST style, enforces the following REST constraints as mandatory
for any web service to be qualified as RESTful. These mandatory constraints are as follows:

o Client-server

o Statelessness

e Cache

e Interface/uniform contract
e Layered system

¢ The optional REST constraint is COD (architectures that do not use this feature
can still be considered RESTful)
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Each constraint is a predetermined design decision and will have positive and negative
influences on the services. However, these constraints are meant to provide a better
architecture that resembles the web (perhaps positive impacts balanced with negative
consequences).

There may be a need for potential trade-offs when deviating from REST constraints. Ensure
those trade-offs don't weaken or eliminate the mandated constraints. If so, that architecture
may no longer conform to REST, or in other words, the services (architecture) are not
RESTful.

Architectural goals of REST

The REST architectural style brings a set of properties that help to establish the design goals
that are embedded in the application of REST constraints. These properties are as follows:

e Performance
¢ Scalability

e Simplicity

e Modifiability
e Visibility

¢ Portability

e Reliability

o Testability

The preceding properties signify a target state of software architecture and fundamental
qualities of the WWW. Adhering to REST constraints in design decisions helps to achieve
the preceding listed goals, and, of course, these properties can be further improved with
more design decisions that are not necessarily parts of REST. However, as quoted in the
RESTful services mandate section, a web service, to be called a RESTful service, should
adhere to the RESTful constraints.
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Summary

Let's summarize what we have covered in this chapter and what we can take away in the
context of the REST architectural style. We started with a brief history of the evolution of
the World Wide Web, its layers, and its architecture. Then we moved on to the web APL a
development model for web services, and how REST-based services communicate with
existing web protocols with simplified representations.

We looked briefly at SOA and also in more detail at ROA. We covered the purpose of ROA
(to use simplified, well-understood and well-known web technologies along with core
design principles), its principles, and its characteristics as well. After setting the ground
with ROA, we got introduced to the concept of REST; the mandatory constraints of REST
architecture, such as client-server, statelessness, cacheable, uniform interface, and layered
systems; and also the optional code on demand constraints.

As part of a uniform interface, we learned its four guiding principles, which are the
identification of resources, manipulation of resources, self-descriptive messages, and
HATEOAS, and we also touched upon the importance of the RMM to get a foundation for
building RESTful services.

This chapter described in detail the five mandatory constraints and how in Roy's view they
define an architectural style as RESTful. It is critical to understand what makes REST
RESTful and what does not.

We concluded this chapter with a quick introduction to the software architecture properties
of the WWW, and how REST constraints help to achieve the architecture goals of REST,
such as performance, scalability, and simplicity.

I hope you have enjoyed this chapter. In the next chapter, we will learn about API design
strategies, such as self-service enablement, resource collaboration, and how to address
security and scalability concerns along with RESTful API guidelines and constituents.
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Design Strategy, Guidelines,
and Best Practices

In the today's digitalized world, the challenges are about interconnecting various
heterogeneous devices with abundant software services available across the internet and
intranets. The application programmable interface (API) is one of the most promising
software paradigms to address anything, anytime, anywhere, and any device, which is the one
substantial need of the digital world at the moment. This chapter discusses how APIs and
API designs help to address those challenges and bridge the gaps.

This chapter discusses a few essential API design guidelines, such as consistency,
standardization, reusability, and accessibility through REST interfaces, which could equip
API designers with better thought processes for their API modeling.

The following are this chapter's objectives:

¢ Learning about REST API and its importance
Goals of RESTful API design
API designer roles and responsibilities

API design principles
RESTful API design rules

Also, this chapter intends to introduce a few traits and constituents of better REST API
implementations along with a few common, but avoidable, mistakes of API strategies.

Technical requirements

This chapter is primarily intended to introduce readers to various RESTful design concepts
involving design strategies and best practices; we expect that readers already have a basic
understanding of software design concepts, client-server architecture, and basic data
exchange formats, such as JSON and XML.
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We assume readers have a basic understanding of web architecture, HTTP methods,
headers, and related client-server concepts. However, we strongly encourage our readers to
refresh their knowledge of design principles such as SOLID, OO designs, enterprise
integration, SOA, and microservice architecture fundamentals.

Learning about REST API and its importance

In the first chapter, we learned about RESTful principles such as client-server, statelessness,
cacheable, and layered, and we'll recognize and apply those principles to the low-level yet
functional APIs in this chapter. Also, we will learn RESTful API design strategies and best
practices that can help us to meet the challenge of any time, anywhere, and any device.

Let's think of an example—assume you're going to an event, where along with other
activities there will be a screening of the film Solo (the latest in the Star Wars series), and
you know that some of your friends joining the party aren't familiar with Star Wars and the
earlier sequels. So being a tech geek, you wanted to help your friends with a simple mobile
application that can send search results to your WhatsApp group as messages with details
about Star Wars characters, lists of films, starships, and so on; also it sends messages when
any of your friends ask for any specific information.

But how can a standalone mobile application get data about Star Wars, how will it use
WhatsApp to reply, how can we integrate three different systems (mobile, messaging, and
data) and help your friends with their Star Wars queries?

Do we need to create a massive dataset of Star Wars by ourselves? How will the mobile app
leverage WhatsApp messaging abilities to send star wars information? How can the
message be a search string for our app? And we don't know yet how many more unknowns
that we need to solve as part of the development.

And you think it would be great if the Star Wars dataset was readily available and
searchable, and there should be an ability within WhatsApp to programmatically send
messages to your friends.

After some research say we found the following list of items that gave us the confidence to
build a mobile app within a short time:

¢ A readily available dataset about Star Wars at SWAPI (https://swapi.co/) that
the app can leverage, and, not only that, it also exposes a mechanism that we can
search and get responses, so we have a solution for the dataset/data store about
star wars
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e WhatsApp also provides out-of-the-box messaging capabilities that your
program can use to send the messages

With the preceding information, let's put the following cues in sequence to visualize the
app:

1. A friend is asking about Beru on Whatsapp, and so the app picks it up.

2. The app uses https://swapi.co/api/people/?search=beru.

3. The SWAPI REST API sends a response to the app's request. The app creates a
text with details about Beru from the received response.

4. The app builds a click chat API request and sends the message to the group.

5. https://api.whatsapp.com/send?text=<"Beru Whitesun Lars, born:
'47BBY', she belongs to Human Species and from Tatooine
Planet">

6. Your friend/groups receive the message—Beru Whitesun Lars, born:
"47BBY", she belongs to "Human" Species and from "Tatooine"
Planet.

So, by having all necessary details about those REST APIs, you gain confidence to build a
mobile app that helps you to send search results as a message to your WhatsApp group,
and you are ready to rock the party. Interesting, isn't it?

So, now you know SWAPI and click chat (http://api.whatsapp.com) are REST APIs and
can be consumed by any applications as your mobile app consumes those APIs. With our
example, can we say that the app is an attempt to address the digitization challenge of any
time, anywhere, and any device with RESTful APIs?

Google Maps and Locations, Apple iTunes, Google Books, UK police forces (https://data.
police.uk/api/forces), sunrise and sunset timings (https://sunrise-sunset.org/api),
and the British National Bibliography (http://bnb.data.bl.uk) are few examples of public
APIs.

The REST API examples that we have so far are more reading operations. However, in
reality, the APIs can do a lot more, and we will show how well we can design RESTful APIs
that can support create, read, update, and delete (CRUD) operations, pagination, filtering,
sorting, searching, and much more as you read through this book.

We encourage you to get to know various publicly available APIs, their purpose, response
formats, and so on as it will help you to understand and follow the further discussions in
this chapter.
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Goals of RESTful API design

From the API examples that we've seen so far, you might have observed that they're
straightforward, unambiguous, easy to consume, well-structured, and most importantly
accessible with well-known and standardized HTTP methods.

By now, we have a fair understanding of the APIs, and that they are one of the best possible
solutions for resolving many digitization challenges out of the box; with our earlier
examples, we also know who is consuming those APIs. Now let's ponder how we can
create such usable APIs and expose them for consumption. Are there any basic and
necessary principles for designing APIs that we must take into account even before we
delve into API design? What should the API allow the consumers to do with it? What do
the consumers want to do with it? To answer our questions, we will need to understand the
following API design goals:

¢ Affordance
¢ Loosely coupled
¢ Leverage existing web architecture

Let's discuss them in a bit more detail.

Affordance

Let's discuss a fundamental design concept called affordance as it can yield answers to the
various questions that we had. Affordance means how an object and its properties are
perceived by its design. Here it provides a clue about its operation:

The preceding diagram helps us to understand what affordance is in the design world that
we're talking about; among the switches that we see, the first one represents a swivel
operation, and another indicates an upward and downward operation. So, by merely
seeing those objects, we can perceive what it supports and how. In the case of API design,
affordance undoubtedly plays a crucial role, and it is an essential aspect of our API designs.
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Loosely coupled

As the whole purpose of an API is to connect heterogeneous clients with the same backend
code, it's inevitable that APIs should be as independent as possible and as loosely coupled
as possible with the calling clients.

In a loosely coupled design, APIs are independent, and modifications in one won't impact
the operation of consumers. Within an API, the components get added, modified, or
replaced. However, the loose coupling approach offers clients better flexibility and
reusability of APIs while its elements are added, replaced, or changed.

Having a loosely coupled architecture in REST API server designs facilitates the client and
server as both follow and respect common semantics. If the API modifies the meaning of its
response, then the client needs to be aware of it and act on those new responses
accordingly.

Well-designed APIs exhibit loose coupling and well-composed functionalities
across service boundaries to maximize scalability factors.

Leverage web architecture

Since its invention by Sir Tim Berners-Lee in 1989, the fundamentals of the web remain as
the foundations of all web architecture even today. As you all know, HTTP is the lifeline of
the web architecture, and it powers every single client request, server response, and
transfer of a document/content over all of the web. So, it is imperative that REST APIs
should embrace its bursting power by building interfaces that can be consumed by any
device or operating system.

RESTful APIs should use HTTP as a transport layer since the infrastructure, server and
client libraries for HTTP are widely available already.

RESTful APIs should take advantage of HTTP methods, or verbs, such as GET,
PUT and POST defined by the RFC 2616 protocol.

RFC 2616 (https://tools.ietf.org/html/rfc2616) defines Internet
0 standards for HTTP (the application-level protocol for distributed,

collaborative, and hypermedia information systems).
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API designer roles and responsibilities

Before we discuss API design goals, principles and practices, let's touch upon the primary
roles of a software architect, solution architect, software designer, or anyone who's ready to
take responsibility for designing RESTful APIs.

To produce successful APIs, an API designer should have or do the following:

¢ Be well-versed in REST fundamentals and API design best practices
¢ Be acquainted with API design patterns to create a modern API design

e Focus on the factors discussed in this chapter such as API design goals and best
practices that can improve the application developer's experience

¢ Translate the business domain into several APIs by having a clear understanding
of the business vision and its functions

¢ Closely work with API developers and help them with their day-to-day
constraints and to deal with their existing legacy architecture

e Set up feedback loops that involve developer feedback sessions, prototypes, beta
users, release, and versioning

e Use the feedback loops to incorporate acumens in their API design and move
faster with API development

¢ Create best-in-class documentation, reusable code libraries, sample codes, and
tutorials

Now that we understand the API designer's roles and responsibilities, let's move on to how
one can design successful APIs with some of the industry API best practices in the
following section.

API design best practices

Let's think about who the consumers of any web service APIs are. Will it be another system,
another software application, or an end-user? Mostly, the consumers of the APIs are
another software application or another system itself. So, we can conclude that the
customers of any API will be the app developers who give life to the software make it
purposeful and usable by their programming codes. So the APIs are heavily dependent on
the application developers or app developers.
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So application developers should be the primary focus of API design, and for them to
consume the APIs, there should be defined and accessible business functions. Please do
remember that without any application developer or app developers ready to use the AP,
the API will cease to exist.

The following is a list of best practices used by API designers to produce APIs that app
developers like to use:

Keep APIs simple and easy to use—simplified, friendly, and intuitive APIs
always attract APP developers (clients for our API), get the best out of the APP
developer, and make the APP developer's life more comfortable, less painful, and
more productive.

Expose well-defined and instantly recognizable business functions.

Make APIs accessible with any standard web browsers—exposing APIs with
existing web infrastructure (HTTPs GET, POST, PUT, and DELETE) and so
accessible through a standard browser makes underlying APIs platform
independent.

Abstract service internals and domain models—the best APIs expose only URIs
and payloads and not the service internals or domain models. An example

is https://www.googleapis.com/books/vl/volumes.

Ensure RESTful API payloads don't have any traces of SOAP payloads as the
clients are not the same (machines versus humans).

Be consistent—API implementations should be free from variation or
contradiction; carry consistency across APIs by setting clear standards to help
consumers with what to expect from the API, and implement similar behaviours
such as searching and filtering (or pagination and limits) in the same way.
Implement the standard URL pattern—an example of the standard URL pattern
is /collection/item/collection/item, and the /collection can be books,
dogs, events (plural), and so on.

Exercise standard terminology—following standard and meaningful elements in
the URI is critical for API success. An example of standard terminology would
be bookId, dogIdand eventId, and notbId, dIdand eId.

Be flexible—APIs are flexible to accept input from clients. An example would

be /planner/v1/tasks or /planner/vl/Tasks or

/planner/v1/TASKS; lowercase, uppercase, or camel case in the preceding
example should be acceptable and should behave in the same way.

Be stable—incremental modifications to the APIs are inevitable, but it should be
independent of the client applications. In other words, no forced amendments to
the clients who consume the APIs that undergo modifications.
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Say, /books/v1/volumes involves no changes to the clients and provide
additional benefits/defect fixes when the volume module goes through some
changes.

There should be a clear handle for errors and error messages—API
implementations shouldn't just provide better business functions; it is critical that
it handles the errors and error messages well to help clients with useful and
human-readable error messages, including diagnostic information that can be
understood by the app developer, as error messages give hints and assist the
APP developers to resolve issues that may otherwise result in an error.
Documentation—APIs are discoverable and documented, so publishing the API
documentation is a must. API documentation includes a getting-started guide,
sample codes, sample requests, sample responses, sample implementations,
elaborate explanations about authentication and error handling, information
about feedback avenues, and so forth.

Provide feedback and support mechanism for API users.

Would it be good to have API design practices so you can jump-start the API design? No,
not yet. We need to get to know about a few core API design principles, which we will
review next.

API design principles

To create flexible, scalable, and secure APIs, an API designer needs a set of guidelines. We'll
discuss the following essential principles:

Ubiquitous web standards
API flexibility

API standardization

API optimization

API granularity

API sandbox or playground

By doing so, we will be able to understand how following them will help us to design high-
quality RESTful APIs.
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Ubiquitous web standards

As we discussed in the Goals of RESTful API design section, API designers should embrace
the existing web standards and develop their API design and platforms, resulting in
ubiquitous communication between the RESTful APIs and clients.

Let's ask ourselves a few questions that will help us to derive better design principles for
our APIs:

e Who will be consuming our APIs?

e What are the business functions that the API needs to support?

e How granular should the API be?

e Should APIs always stick to the existing web standards and provide consistency?

The REST architecture style insists on embracing the existing web standards and so
leveraging those standards should be the primary focus of any API design. The following
diagram depicts a few common web methods, namely, GET, POST, PUT and DELETE , and
the interactions with REST API by the clients:

Application

CIientS HTTPS / OAUTH2.0 REST API

After web methods, there are few essential design aspects that APIs should adhere to, and
they address the questions about standardization, consumers of API, and API consistency
as well:

¢ Any application client should be able to use the API ideally without having to
refer to much documentation

¢ Use standard HTTP method call-outs, available on every language and platform,
to make requests and retrieve information from APIs

¢ Don't make any assumptions about the software development technologies used
by consumer applications

e Web protocol HTTP and responses such as JSON or ATOM help API clients to
find a library that connects to any language or platform

[46]



Design Strategy, Guidelines, and Best Practices Chapter 2

Flexibility
The data from the API should be independent of resources or methods. It implies REST API
should handle multiple types of calls and return various data formats, even with some

change in the structure representing hypermedia. In other words, the data of the API
response isn't tied to the resources or methods.

The GitHub API summary representations and detailed representations may be examples
of API flexibility. List of repository API GET /orgs/myorg/repos gets the summary
representation, and single repository API GET /repos/myorg/myhelloworld.rb fetches
the detailed description of the indicated repository.

The Salesforce API provides flexibility with its response formats, so API developers can
serialize the data in either XML or JSON format.

GraphQL endpoint implementation for API developers is another best example of API
flexibility. With GraphQL, developers can request the data that they want based on a
predefined schema and so the API can respond according to the predefined schema:

{
{ "data": {
book(id: "1000") { N "book":{
natr_ne 4 "name": "Architectural Patterns”,
rating "rating": 3.5
§ }
k }
1

The preceding screenshot reflects a sample GraphQL request (schema) for specific fields
(book name and rating) and response with specified fields.
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Granularity

Granularity is an essential principle of REST API design. As we understand business
functions divided into many small actions are fine-grained, then business functions divided
into large operations are coarse-grained. However, discussions about what level of
granularity that needs to be in APIs may vary; we will get distinct suggestions and even
end up in debates. Regardless, it is best to decide based on business functions and its use
cases, as granularity decisions would undoubtedly vary on a case by case basis.

In some cases, calls across the network may be expensive and so, to minimize them a
coarse-grained API may be the best fit, as each request from the client forces lot of work at
the server side and, in fine-grained APIs, many calls are required to do the same amount of
work at the client side.

Consider the following example. A service returns customer orders (say n orders) in a
single call; this is a coarse-grained API in action. In case of fine-grained, it returns only the
customer IDs, and for each customer ID, the client needs to make an additional request to
get details, so n+1 calls need to be made by the clients; these may be expensive round trips
regarding its performance and response times over the network.

In a few other cases, APIs should be designed at the lowest practical level of granularity,
because combining them is possible and allowed in ways that suit customer needs.

Now, check out this example, an electronic form submission may need to collect an address
as well as, say, tax information. In this case, there are two functions one is a collection of the
applicant's whereabouts, and another is a collection of tax details. Each task needs to be
addressed with distinct API and requires a separate service because an address change is
logically a different event and not related to tax time reporting, that is, why one needs to
submit the tax information (again) for an address change.

Level of granularity should satisfy the specific needs of the business functions or use cases.
While the goal is to minimize the calls across the network and for better performance,
understanding the set of operations that API consumers require and how they would give a
better idea of the right grained APIs in our designs is important.

Say internal services consumers for those who multiple calls to the API servers are
acceptable and those APIs can be designed as fine-grained, and the external consumers and
if they need to avoid several round-trips to the API then plan as coarse-grained.
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At times it may be appropriate that the API design supports both coarse-grained as well as
fine-grained to give the flexibility for the API developers to choose the right APIs for their
use cases.

The following points may serve as some basic guidelines for the readers to decide their API
granularity levels in their API modelling;:

e In general, consider services coarse-grained and APIs fine-grained.

¢ Maintain a balance between the amount of response data and the number of
resources required to provide that data will help to decide the granularity.

¢ The types of performed operations on the data should also be considered as part
of the design when defining the granularity.

¢ Read requests are normally coarse-grained. Returning all information as required
to render the page won't hurt as much as two separate API calls in some cases.

¢ On the other hand, write requests must be fine-grained. Find out common
operations clients need, and provide a specific API for that use case.

e At times, you should use medium-grained, that is, neither fine-grained or coarse-
grained. An example could be as seen in the following sample where the nested
resources are within two levels deep.

Consider the following snapshot that reflects a medium-grained API response:

GET /users/007
{
"id": "ee7",
"name": {
“first_name": "James",
"last_name": "Bond"
1
"address": {
"street": "New Bond Street",
"city": {
"name": "London",
"post code": "W1S 18"
}
)y
)y
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Let's conclude this section with a broad guideline that helps to determine the right service
granularity—identify the vital business entities that the service impacts and model the life
cycles accordingly; that is, there should be only one API operation for one business
outcome.

The preceding guideline may lead to a number of API deployment units, and this can cause
annoyances down the line. There are patterns, especially the API gateway, which brings a
better orchestration with those numerous APIs. Orchestrating the APIs with optimized
endpoints, request collapsing, and much more helps in addressing granularity challenges.

Optimized APIs

This section discusses adopting better optimization for the API. There's no concept of one-
size-fits-all. In the real world, multiple APIs may support the same service as that service
might be serving different types of users and use cases. As we quoted earlier in this
chapter, the API should be modeled after the design according to the use case it fulfils and
not by the backend services or applications it exposes.

So optimization applies to a specific business request in a particular context. Let's take an
example, a web service enables its mobile app consumers to clear electricity bills. In the
context of the mobile, the constraints of mobile application should be our primary
consideration, as a mobile app is sensitive to network latency, numerous network trips, the
size of the data compared to a standard web application, and so on. So, our API design
should focus on limiting the backend calls and minimize the size of the data returned.

Concerning granularity, let's consider the preceding example will consume few fine-
grained independently invokable APIs. On the other hand, to make the payment, the app
may need to use a coarse-grained API from another service (which, in turn, may have many
fine-grained APIs). So, our mobile app can use a few other fine-grained APIs directly to
fetch the due amount, get the user address, and access account details of the bank that the
user wants to use to pay the outstanding amount, and may even need more fine-grained
APIs to be incorporated in future and so on. So, designers should consider the layered or
tiered approach that we discussed in Chapter 1, Introduction to the Basics of RESTful
Architecture, to orchestrate and manage those fine-grained APIs.
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So, API designs can expose fine-grained APIs for consumers who can access them directly,
and coarse-grained services on top of them would support broader use cases, so that the
service clients may decide to call the fine-grained APIs directly, or they may decide to use
the coarse-grained APIs if they need the combined functionality of multiple fine-grained
API calls.
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The preceding diagram depicts a logical structure of APIs with their granularities and how
those APIs are consumed by the service clients, and it is an example of optimized APlIs for
the use case that we discussed earlier.

Functionality

This design principle suggests that the API design should support the full process of the life
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