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Preface

The philosophy of API development has been evolving over the years to serve the modern
needs of enterprise architecture, and developers need to know how to adapt to these
modern API design principles. Apps are now developed with APIs that enable easy
integration of a cloud environment and distributed systems. In this Spring book, you will
discover various kinds of production-ready API implementations with the REST API,
along with exploring async using the reactive paradigm, gRPC, and GraphQL.

You'll design evolving REST-based APIs supported by HATEOAS and ETags and develop
reactive async non-blocking APIs. Next, you'll focus on how to secure REST APIs using
Spring Security and how the developed APIs are consumed by the UI of the app. You
will continue with testing, deploying, logging, and monitoring your developed APIs. In
the concluding chapters, you'll explore more about developing APIs using gRPC and
GraphQL, as well as designing modern scalable architecture with microservices. You'll
also get up and running with a sample e-shopping app that will equip you with practical
implementation knowledge of modern APIs.

By the end of this Spring Framework book, you'll be able to develop, test, and deploy
highly scalable, maintainable, and developer-friendly APIs that can help your customers
to transform their business.

Who this book is for

This book is for inexperienced Java programmers, comp science, or coding boot camp
graduates who have knowledge of basic programming constructs, data structures, and
algorithms in Java but lack the practical web development skills necessary to start working
as a developer. Professionals who've recently joined a startup or a company and are tasked
with creating real-world web APIs and services will also find this book helpful. This book
is also a good resource for Java developers who are looking for a career move into web
development to get started with the basics of web service development.
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x Preface

What this book covers

Chapter 1, RESTful Web Service Fundamentals, drives you through the fundamentals

of RESTful APIs, or for short REST APIs, and their design paradigm. These basics will
provide a solid platform to develop a RESTful web service. You will also learn the best
practices while designing APIs. This chapter will also introduce the sample e-commerce
app that will be used across the book while learning about the different aspects of API
development.

Chapter 2, Spring Concepts and REST APIs, explores Spring fundamentals and features that
are required to implement RESTful web services using the Spring Framework. This will
provide the technical perspective required for developing a sample e-commerce app.

Chapter 3, API Specifications and Implementation, makes use of these two technologies to
implement the REST APIs. We have chosen the design-first approach for implementation.
You will make use of the OpenAPI specification to first design the APIs and later
implement them. You will also learn how to handle the errors that occurred during the
serving of the request. Here, the APIs of the sample e-commerce app will be designed and
implemented for reference.

Chapter 4, Writing Business Logic for APIs, helps you implement the API's code in terms
of business logic, along with data persistence. You will write services and repositories for
implementation. You will also add hypermedia and ETag headers to API responses.

Chapter 5, Asynchronous API Design, covers asynchronous API design, where calls will
be asynchronous and non-blocking. We'll develop these APIs using Spring WebFlux,
which is itself based on Project Reactor (https://projectreactor. io). First, we'll
walk through the reactive programming fundamentals and then migrate the existing
e-commerce REST APIs (the previous chapter's code) to asynchronous (reactive) APIs
to make things easier by correlating and comparing the existing (imperative) way and
reactive way of programming.

Chapter 6, Security (Authorization and Authentication), explains how you can secure these
REST endpoints using Spring Security. You'll implement token-based authentication and
authorization for REST endpoints. Successful authentication will provide two types of
tokens — a JSON Web Token (JWT) as an access token, and a refresh token in response.
The JWT-based access token then will be used for accessing secured URLs. A refresh
token will be used for requesting a new JWT if the existing JWT has expired. A valid
request token can provide a new JWT to use. You'll associate users with roles such as
Admin, User, and so on. These roles will be used as authorization to make sure that REST
endpoints can only be accessed if the user holds a certain role. We'll also briefly discuss
Cross-Site Request Forgery (CSRF) and Cross-Origin Resource Sharing (CORS).
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Chapter 7, Designing a User Interface, concludes the end-to-end development and
communication between different layers of the online shopping app. This UT app will be
a Single-Page Application (SPA) that consists of interactive components such as Login,
Product Listing, Product Detail, Cart, and Order Listing. By the end of the chapter, you
will have learned about SPA and UI component development using React and consuming
REST APIs using the browser's in-built Fetch API.

Chapter 8, Testing APIs, introduces manual and automated testing of APIs. You will learn
about unit and integration test automation. After learning about automation in this
chapter, you will be able to make both types of testing an integral part of the build. You
will also set up the Java code coverage tool to calculate the different code coverage metrics.

Chapter 9, Deployment of Web Services, explains the fundamentals of containerization,
Docker, and Kubernetes. You will then use this concept to containerize the sample
e-commerce app using Docker. This container will then be deployed in a Kubernetes
cluster. You are going to use Minikube for Kubernetes, which makes learning and
Kubernetes-based development easier.

Chapter 10, gRPC Fundamentals, introduces the gRPC fundamentals.

Chapter 11, gRPC-based API Development and Testing, implements gRPC-based APIs.
You will learn how to write a gRPC server and client, along with writing APIs based on
gRPC. In the latter part of the chapter, you will be introduced to microservices and how
they will help you to design modern, scalable architecture. Here, you will go through the
implementation of two services — a gRPC server and a gRPC client.

Chapter 12, Logging and Tracing, explores the logging and monitoring tool called the ELK
(Elastic Search, Logstash, Kibana) Stack and Zipkin. These tools will then be used to
implement the distributed logging and tracing of the request/response of the API calls.
Spring Sleuth will be used to inject the tracing information into API calls. You will learn
how to publish and analyze the logging and tracing of different requests and logs related to
responses. You will also use Zipkin for monitoring the performance of API calls.

Chapter 13, GraphQL Fundamentals, talks about the fundamentals of GraphQL - schema
definition language (SDL), queries, mutations, and subscriptions. This knowledge will
help you in the next chapter, where you will implement an API based on GraphQL.
During the course of this chapter, you will learn the basics of the GraphQL schema and
solving the N+1 problem.

Chapter 14, GraphQL API Development and Testing, explains GraphQL-based API
development and its testing. You will implement GraphQL-based APIs for a sample
application in this chapter. A GraphQL server implementation will be developed based on
the design-first approach.
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xii Preface

To get the most out of this book

Software/ hardware covered in the book OS requirements

Java 15 Windows, macOS and Linux (any)

Any Java IDE such as NetBeans, Intelli], or Eclipse
Docker

Kubernetes (Minikube)

cURL, Postman, or any REST client

An internet connection to clone the code and
download the dependencies and Gradle

Node.js 14.x with NPM 6.x
Visual Studio Code

React 17

ELK Stack (7.12.1)

Zipkin (2.23.2)

Each chapter will contain special instructions to install the required tools if applicable.

If you are using the digital version of this book, we advise you to type the code yourself
or access the code via the GitHub repository (link available in the next section). Doing
so will help you avoid any potential errors related to the copying and pasting of code.

Knowledge of intermediate-level Java programming and beginner-level Spring is required
to get the most out of this book, although this book also features a quick refresher on
Spring fundamentals to help you. No prior knowledge of RESTful web services, gRPC,
GraphQL, or microservices is expected.

Some of the code blocks included in the book are stripped for brevity. To run the entire
code with all the dependencies, please refer to the GitHub files.

Download the example code files

You can download the example code files for this book from GitHub at https://
github.com/PacktPublishing/Modern-API-Development-with-Spring-
and-Spring-Boot. In case there's an update to the code, it will be updated on the
existing GitHub repository.

We also have other code bundles from our rich catalog of books and videos available at
https://github.com/PacktPublishing/. Check them out!
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Preface xiii

Download the color images

We also provide a PDF file that has color images of the screenshots/diagrams used
in this book. You can download it here: https://static.packt-cdn.com/
downloads/9781800562479 ColorImages.pdf.

Conventions used

There are a number of text conventions used throughout this book.

Code in text:Indicates code words in text, database table names, folder names,
filenames, file extensions, pathnames, dummy URLs, user input, and Twitter handles.
Here is an example: "Once the Gradle project is available, you can modify the build.
gradle file to include the GDS dependencies and plugin.”

A block of code is set as follows:

}

type Tag {
id: String
name: String

}

When we wish to draw your attention to a particular part of a code block, the relevant
lines or items are set in bold:

generateJava {
generateClient = true
packageName = "com.packt.modern.api.generated"
typeMapping = ["BigDecimal": "java.math.BigDecimal"]

}

Any command-line input or output is written as follows:

$ gradlew clean build

Tips or important notes

Appear like this.
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xiv  Preface

Get in touch

Feedback from our readers is always welcome.

General feedback: If you have questions about any aspect of this book, mention the book
title in the subject of your message and email us at customercare@epacktpub. com.

Errata: Although we have taken every care to ensure the accuracy of our content, mistakes
do happen. If you have found a mistake in this book, we would be grateful if you would
report this to us. Please visit www . packtpub . com/support/errata, selecting your
book, clicking on the Errata Submission Form link, and entering the details.

Piracy: If you come across any illegal copies of our works in any form on the Internet,
we would be grateful if you would provide us with the location address or website name.
Please contact us at copyright@packt . com with a link to the material.

If you are interested in becoming an author: If there is a topic that you have expertise in
and you are interested in either writing or contributing to a book, please visit authors.
packtpub.com.

Reviews

Please leave a review. Once you have read and used this book, why not leave a review on
the site that you purchased it from? Potential readers can then see and use your unbiased
opinion to make purchase decisions, we at Packt can understand what you think about
our products, and our authors can see your feedback on their book. Thank you!

For more information about Packt, please visit packt . com.

WOW! eBook
www.wowebook.org


www.packtpub.com/support/errata
http://authors.packtpub.com
http://authors.packtpub.com
http://packt.com

Section 1:
RESTful Web
Services

In this section, you will develop and test the production-ready and evolving REST-based
APIs supported by HATEOAS and ETAGs. API specs will be written using OpenAPI
specifications (Swagger). You will learn the fundamentals of reactive API development
using Spring WebFlux. By the end of this section, you will be familiar with the
fundamentals of REST, best practices, and how to write evolving APIs. After completing
this section, you will be able to develop sync and reactive async non-blocking APIs.

This section comprises the following chapters:

Chapter 1, RESTful Web Service Fundamentals
Chapter 2, Spring Concepts and REST APIs
Chapter 3, API Specifications and Implementation
Chapter 4, Writing Business Logic for APIs
Chapter 5, Asynchronous API Design
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1

RESTful Web Service

Fundamentals

In this chapter, you will go through the fundamentals of RESTful APIs, or REST APIs for
short, and their design paradigms. We will take a brief look at the history of REST, learn
how resources are formed, and understand methods and status codes before we move on
to explore Hypermedia As The Engine Of Application State (HATEOAS). These basics
should provide a solid platform for you to develop a RESTful web service. You will also
learn the best practices for designing Application Programming Interfaces (APIs).

This chapter will also introduce a sample e-commerce app, which will be used throughout
the book as you learn about the different aspects of API development. In this chapter, we
will cover the following topics:

Introducing REST APIs

Handling resources and Uniform Resource Identifiers (URIs)

Exploring Hypertext Transfer Protocol (HTTP) methods and status codes
Learning HATEOAS

Best practices for designing REST APIs

Overview of an e-commerce app (our sample app)

WOW! eBook
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4 RESTful Web Service Fundamentals

Technical requirements

This chapter does not require any specific software. However, knowledge of HTTP is
necessary.

Introducing REST APIs

An API is the means by which a piece of code communicates with another piece of code.
You might have already written an API for your code or used one in your programs; for
example, in Java libraries for collection, input/output, or streams that provide a variety of
APIs to perform specific tasks.

Java's SDK APIs allow one part of a program to communicate with another part of a
program. You can write a function and then expose it with public access modifiers so that
other classes can use it. That function signature is an API for that class. However, APIs
that are exposed using these classes or libraries only allow internal communication inside
a single application or individual service. So, what happens when two or more applications
(or services) want to communicate with each other? In other words, you would like to
integrate two or more services. This is where system-wide APIs help us.

Historically, there were different ways to integrate one application with another - RPC,
Simple Object Access Protocol (SOAP)-based services, and more. The integration of
apps has become an integral part of software architectures, especially after the boom of
the cloud and mobile phones. You now have social logins, such as Facebook, Google,
and GitHub, which means you can develop your application even without writing an
independent login module and get around security issues such as storing passwords in a
secure way.

These social logins provide APIs using REST and GraphQL. Currently, REST is the most
widely used, and it has become a standard for writing APIs for integration and web app
consumption. We'll also discuss GraphQL in detail in the final chapters of this book (in
Chapter 13, GraphQL Fundamentals, and Chapter 14, GraphQL Development and Testing).

REST stands for REpresentational State Transfer, which is a style of software architecture.
Web services that adhere to the REST style are called RESTful web services. In the
following sections, we will take a quick look at the history of REST to understand its
fundamentals.
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Introducing REST APIs 5

REST history

Before REST adoption, when the internet was just starting to become widely known
and Yahoo and Hotmail were the popular mail and social messaging apps, there was
no standard software architecture that offered a homogenous way to integrate with web
applications. People were using SOAP-based web services, which, ironically, were not
simple at all.

Then came the light. Roy Fielding, in his doctoral research, Architectural Styles and

the Design of Network-Based Software Architectures (https://www.ics.uci.
edu/~fielding/pubs/dissertation/top.htm), came up with REST in 2000.
REST's architecture style allowed any server to communicate with any other server over
the network. It simplified communication and made integration easier. REST was made
to work on top of HT'TP, which enables it to be used all over the web and in internal
networks.

eBay was the first to exploit REST-based APIs. It introduced the REST API with selected
partners in November 2000. Later, Amazon, Delicious (a site-bookmarking web app), and
Flickr (the photo-sharing app) started providing REST-based APIs. In fact, Amazon Web
Services (AWS) took advantage of Web 2.0 (with the invention of REST) and provided
REST APIs to developers for AWS cloud consumption in 2006.

Later Facebook, Twitter, Google, and other companies started using it. Nowadays (in
2021), you will hardly find any web application developed without a REST API. Although,
the GraphQL-based API for mobile apps is getting pretty close in terms of popularity.

REST fundamentals

REST works on top of the HTTP protocol. Each URI works as an API resource. Therefore,
we should use nouns as endpoints instead of verbs. RPC-style endpoints use verbs, for
example, api/v1/getPersons. In comparison, in REST, this endpoint could be simply
written as api/v1/persons. You must be wondering, then, how can we differentiate
between the different actions performed on a REST resource? This is where HTTP
methods help us. We can make our HT'TP methods act as a verb, for example, GET,
DELETE, POST (for creating), PUT (for modifying), and PATCH (for partial updating).
We'll discuss this in more detail later. For now, the get Person RPC-style endpoint is
translated into GET api/v1/persons in REST.
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Note

The REST endpoint is a unique URI that represents a REST resource. For
example, https://demo.app/api/vl/persons is a REST endpoint.
Additionally, /api/v1/persons is the endpoint path and persons is
the REST resource.

Here, there is client and server communication. Therefore, REST is based on the Client-
Server concept. The client calls the REST API and the server responds with a response.
REST allows a client (that is, a program, web service, or UI app) to talk to a remotely (or
locally) running server (or web service) using HTTP requests and responses. The client
sends to the web service with an API command wrapped in an HTTP request to the web.
This HTTP request may contain a payload (or input) in the form of query parameters,
headers, or request bodies. The called web service responds with a success/failure
indicator and the response data wrapped inside the HTTP response. The HT TP status
code normally denotes the status, and the response body contains the response data. For
example, an HTTP status code of 200 OK normally represents success.

From a REST perspective, an HT TP request is self-descriptive and has enough context
for the server to process it. Therefore, REST calls are stateless. States are either managed
on the client side or on the server side. A REST API does not maintain its state. It

only transfers states from the server to the client or vice versa. Therefore, it is called
REpresentation State Transfer, or REST for short.

It also makes use of HTTP cache control, which makes REST APIs cacheable. Therefore,
the client can also cache the representation (that is, the HTTP response) because every
representation is self-descriptive.

The following is a list of key concepts in REST:
o Resources and URIs
e HTTP methods

A sample REST call in plain text looks similar to the following:

GET /licenses HTTP/1.1
Host: api.github.com

Here, the /1icenses path denotes the licenses resource. GET is an HTTP method. 1.1
at the end of the first line denotes the HT'TP protocol version. The second line shares the
host to call.
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GitHub responds with a JSON object. The status is 200 OK and the JSON object is
wrapped in a response body, as follows:

HTTP/1.1 200 OK

date: Sun, 22 Sep 2020 18:01:22 GMT

content-type: application/json; charset=utf-8

server: GitHub.com

status: 200 OK

cache-control: public, max-age=60, s-maxage=60

vary: Accept, Accept-Encoding, Accept, X-Requested-With,
Accept-Encoding

etag: W/"3cbb5a2e38ac6fc92b3d798667e828c7e3584af278aa3

14f6ebl1857bbf2593ba"
. <bunch of other headers>

Accept-Ranges: bytes

Content-Length: 2507

X-GitHub-Request-Id: 1C03:5C22:640347:81F9C5:5F70D372

[

{
"key": "agpl-3.0",
"name": "GNU Affero General Public License v3.0",
"spdx_id": "AGPL-3.0",
"url": "https://api.github.com/licenses/agpl-3.0",
"node id": "MDc6TGljZW5zZTE="

¥

{
"key": "apache-2.0",
"name": "Apache License 2.0",
"spdx id": "Apache-2.0",
"url": "https://api.github.com/licenses/

apache-2.0",

"node_id": "MDc6TGl]jZW5zZTI="

1

]
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If you take note of the third line in this response, it tells you the value of the content type.
It is good practice to have JSON as a content type for both the request and the response.

Handling resources and URIs

Every document on the World Wide Web (WWW) is represented as a resource in terms
of HTTP. This resource is represented as a URL, which is an endpoint that represents a
unique resource on a server.

Roy Fielding states that a URI is known by many names - a WWW address, a Universal
Document Identifier (UDI), a URI, a Uniform Resource Locator (URL), and a Uniform
Resource Name (URN).

So, what is a URI? A URI is a string (that is, a sequence of characters) that identifies a
resource by its location, name, or both (in the WWW world). There are two types of URIs

— URLs and URNS - as follows:

Figure 1.1 - The URI hierarchy

URLs are widely used and even known to non-developer users. URLSs are not only
restricted to HTTP; in fact, they are also used for many other protocols such as FTP,
JDBC, and MAILTO. Therefore, a URL is an identifier that identifies the network location
of a resource. We will go into more detail in the later sections.

The URI syntax
The URI syntax is as follows:

scheme: [//authoritylpath[?query] [#fragment]
As per the syntax, the following is a list of components of a URI:

o Scheme: This refers to a non-empty sequence of characters followed by a colon (:).
scheme starts with a letter and is followed by any combination of digits, letters,
periods (. ), hyphens (-), or plus characters (+).

Scheme examples include HTTP, HTTPS, MAILTO, FILE, FTP, and more. URI
schemes must be registered with the Internet Assigned Numbers Authority
(IANA).
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o Authority: This is an optional field and is preceded by / /. It consists of the
following optional subfields:

a. Userinfo: This is a subcomponent that might contain a username and a password,
which are both optional.

b. Host: This is a subcomponent containing either an IP address or a registered host
or domain name.

c. Port: This is an optional subcomponent that is followed by a colon (:).

 Path: A path contains a sequence of segments separated by slash characters (/). In
the preceding GitHub REST API example, /1icenses is the path.

 Query: This is an optional component and is preceded by a question mark (?). The
query component contains a query string of non-hierarchical data. Each parameter
is separated by an ampersand (&) in the query component and parameter values are
assigned using an equals (=) operator.

« Fragment: This is an optional field and is preceded by a hash (#). The fragment
component includes a fragment identifier that gives direction to a secondary
resource.

The following list contains examples of URIs:

o www.packt .com: This doesn't contain the scheme. It just contains the domain
name. There is no port either, which means it points to the default port.

« index.html: This contains no scheme nor authority. It only contains the path.

o https://www.packt.com/index.html: This contains the scheme, authority,
and path.

Here are some examples of different scheme URIs:

e mailto:support@packt.com
o telnet://192.168.0.1:23/
e ldap://[2020:ab9::9] /c=AB?0cbjectClass?obj

From a REST perspective, the path component of a URI is very important because it
represents the resource path and your API endpoint paths are formed based on it. For
example, take a look at the following:

GET https://www.domain.com/api/vl/order/1

Here, /api/v1/order/1 represents the path, and GET represents the HTTP method.
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URLs

If you look closely, most of the URI examples mentioned earlier can also be called URLs.
A URI is an identifier; on the other hand, a URL is not only an identifier, but it also tells
you how to get to it.

As per Request for Comments (RFC)-3986 on URIs (https://xml2rfc.tools.
ietf.org/public/rfc/html/rfc3986.html), the term URL refers to the subset
of URIs that, in addition to identifying a resource, provide a means of locating the
resource by describing its primary access mechanism (for example, its network "location").

A URL represents the full web address of a resource, including the protocol name (the
scheme), the hostname port (in case the HTTP port is not 80; for HTTPS, the default
port is 443), part of the authority component, the path, and optional query and fragment
subcomponents.

URNSs

URNSs are not commonly used. They are also a type of URI that starts with a scheme -
urn. The following URN example is directly taken from RFC-3986 for URIs (https://
xml2rfc.tools.ietf.org/public/rfc/html/rfc3986.html):

urn:oasis:names:specification:docbook:dtd:xml:4.1.2

This example follows the "urn: " <NID> ":" <NSS> syntax, where <NID> is the
NAMESPACE IDENTIFIER, and <NSS> is the Namespace-specific String. We are not
going to use URNs in our REST implementation. However, you can read more about them
at RFC-2141 (https://tools.ietf.org/html/rfc2141).

As per RFC-3986 on URIs (https://xml2rfc.tools.ietf.org/public/rfc/
html/rfc3986.html): The term URN has been used historically to refer to both URIs
under the "urn" scheme RFC-2141, which are required to remain globally unique and
persistent even when the resource ceases to exist or becomes unavailable, and to any other
URI with the properties of a name.

Exploring HTTP methods and status codes

HTTP provides various HTTP methods. However, you are primarily going to use only
five of them. To begin with, you want to have Create, Read, Update, and Delete (CRUD)
operations associated with HTTP methods:

o POST: Create or search
e GET: Read
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o PUT: Update
o DELETE: Delete
o PATCH: Partial update

Some organizations also provide the HEAD method for scenarios where you just want to
retrieve the header responses from the REST endpoints. You can hit any GitHub API with
the HEAD operation to retrieve only headers; for example, curl --head https://
api.github.com/users.

Note

REST has no such requirement that specifies which method should be used
for which operation. However, widely used industry guidelines and practices
suggest following certain rules.

Let's discuss each method in detail in the following sections.

POST

The HTTP POST method is normally what you want to associate with creating resource
operations. However, there are certain exceptions when you might want to use the POST
method for read operations. However, it should be put into practice after a well-thought-
out process. One such exception is the search operation where filter criteria have too many
parameters that might cross the GET call's length limit.

A GET query string has a limit of 256 characters. Additionally, the GET HTTP method is
limited to a maximum of 2,048 characters minus the number of characters in the actual
path. On the other hand, the POST method is not limited by the size of the URL for
submitting name and value pairs.

You may also want to use the POST method with HTTPS for a read call if the submitted
input parameters contain any private or secure information.

For successful create operations, you can respond with the 201 Created status, and for
successful search or read operations, you should use the 200 OK or 204 No Content status
codes, although the call is made using the POST HT TP method.

For failed operations, REST responses may have different error status codes based on the
error type, which we will look at later in this section.
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GET

The HTTP GET method is what you usually want to associate with read resource
operations. Similarly, you must have observed the GitHub GET /1icenses call

that returns the available licenses in the GitHub system. Additionally, successful GET
operations should be associated with the 200 OK status code if the response contains data,
or 204 No Content if the response contains no data.

PUT

The HTTP PUT method is what you usually want to associate with update resource
operations. Additionally, successful update operations should be associated with a 200
OK status code if the response contains data, or 204 No Content if the response contains
no data. Some developers use the PUT HTTP method to replace existing resources. For
example, GitHub API v3 uses PUT to replace the existing resource.

DELETE

The HTTP DELETE method is what you want to associate with delete resource
operations. GitHub does not provide the DELETE operation on the licenses resource.
However, if you assume it exists, it will certainly look very similar to DELETE /
licenses/agpl-3.0. A successful delete call should delete the resource associate with
the agpl-3. 0 key. Additionally, successful DELETE operations should be associated
with the 204 No Content status code.

PATCH

The HTTP PATCH method is what you want to associate with partial update resource
operations. Additionally, successful PATCH operations should be associated with a 200
OK status code. PATCH is relatively new as compared to other HTTP operations. In fact,
a few years ago, Spring did not have state-of-the-art support for this method for REST
implementation due to the old Java HTTP library. However, currently, Spring provides
built-in support for the PATCH method in REST implementation.

HTTP status codes

There are five categories of HT TP status codes, as follows:

 Informational responses (100-199)
o Successful responses (200-299)
o Redirects (300-399)
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o Client errors (400-499)
o Server errors (500-599)

You can view a complete list of status codes at MDN Web Docs (https://developer.
mozilla.org/en-US/docs/Web/HTTP/Status) or RFC-7231 (https://
tools.ietf.org/html/rfc7231). However, you can find the most commonly used
REST response status codes in the following table:

HTTP status code

Description

200 OK

For successful requests other than those already created.

201 Created

For successful creation requests.

202 Accepted The request has been received but not yet acted upon. This is used when the server accepts
the request, but the response cannot be sent immediately, for example, in batch processing.

204 No Content For a successful operation that contains no data.

304 Not Modified This is used for caching. The server responds to the client that the resource is not modified;
therefore, the same cache resource can be used.

400 Bad Request This is for a failed operation when input parameters are either incorrect or missing or the

request itself is incomplete.

401 Unauthorized

This is for a failed operation due to unauthenticated requests. The specification says it's
unauthorized, but semantically, it means unauthenticated.

403 Forbidden

This is for a failed operation when the invoker is not authorized to perform.

404 Not Found This is for a failed operation when the requested resource doesn't exist.
405 Method Not Allowed | This is for a failed operation when the method is not allowed for the requested resource.
406 Not Acceptable This is for a failed operation when the Accept header doesn't match.
You can also use it when dependent operations are a barrier to the request process. For
example, an order cannot be placed when a payment is rejected.
409 Conflict This is for a failed operation when an attempt is made for a duplicate create operation.
429 Too Many Requests This is for a failed operation when a user sends too many requests in a given amount of

time ("rate limiting").

500 Internal Server Error

This is a failed operation due to a server error. This is a generic error.

502 Bad Gateway

This is for failed operations when the upstream server calls fail. For example, when an app
calls a third-party payment service but the call fails.

503 Service Unavailable

This is for a failed operation when something unexpected has happened at the server, for
example, an overload or a service fails.

Learning HATEOAS

With HATEOAS, RESTful web services provide information dynamically through
hypermedia. Hypermedia is a part of the content that you receive from a REST call
response. This hypermedia content contains links to different types of media such as text,

images, and videos.
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Hypermedia links can be contained either in HT'TP headers or the response body. If you
take a look at GitHub APIs, you will find that GitHub APIs provide hypermedia links in
both headers and the response body. GitHub uses the header named "Link" to contain the
paging-related links. Additionally, if you look at the responses of GitHub APIs, you'll also
find other resource-related links with keys that have a postfix of "url". Let's take a look
at an example. We'll hit the GET /users resource and analyze the response:

$ curl -v https://api.github.com/users
This will give you the following output:

HTTP/1.1 200 OK

date: Mon, 28 Sep 2020 05:49:56 GMT

content-type: application/json; charset=utf-8

server: GitHub.com

status: 200 OK

cache-control: public, max-age=60, s-maxage=60

vary: Accept, Accept-Encoding, Accept, X-Requested-With,
Accept-Encoding

etag: W/"6308a6b7274dblflffa377aeeb5359a015£69fa6733298938
9453c7£20336753"

x-github-media-type: github.v3; format=json

link: <https://api.github.com/users?since=46>; rel="next",
<https://api.github.com/users{?since}>; rel="first"

. <Some other headers>

"login": "mojombo",

D™y i,

"node id": "MDQ6VXNlcjE=",

"avatar url": "https://avatars0.githubusercontent.com/
u/l?v=4",

"gravatar id": "",

"yrl": "https://api.github.com/users/mojombo",

"html url": "https://github.com/mojombo",

"followers url": "https://api.github.com/users/mojombo/

followers",
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"following url": "https://api.github.com/users/mojombo/

following{/other user}",
"gists url": "https://api.github.com/users/mojombo/
gists{/gist_id}",
"starred url": "https://api.github.com/users/mojombo
/starred{/owner}{/repo}",
"subscriptions url": "https://api.github.com/users/
mojombo/subscriptions",
"organizations url": "https://api.github.com/
users/mojombo/orgs",
"repos url": "https://api.github.com/users/
mojombo/repos",
"events url": "https://api.github.com/users/mojombo
/events{/privacy}",
"received events url": "https://api.github.com/users
/mojombo/received events",
"type": "User",
"site admin": false

"login": "defunkt",
malcl@g 2,
"node id": "MDQ6VXNlcjI=",

. <some more data>

1

In this code block, you'll find that the "Link" header contains the pagination

information. Links to "next" page and "first" page are given as a part of the

response. Additionally, you can find many URLs in the response body, such as "avatar

url" or "followers url", which provide links to other hypermedia.
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REST clients should possess a generic understanding of hypermedia. Then, REST clients
can interact with RESTful web services without having any specific knowledge of how to
interact with the server. You just call any static REST API endpoint and you will receive
the dynamic links as a part of the response to interact further. REST allows clients to
dynamically navigate to the appropriate resource by traversing the links. It empowers
machines, as REST clients can navigate to different resources in a similar way to how
humans look at a web page and click on any link. Put simply, the REST client makes use of
these links to navigate.

HATEOAS is a very important concept of REST. It is one of the concepts that differentiate
REST from RPC. Even Roy Fielding was so concerned with certain REST API
implementations that he published the following blog on his website in 2008: REST APIs
must be hypertext-driven.

You must be wondering what the difference between hypertext and hypermedia is.
Essentially, hypermedia is just an extended version of hypertext. As Roy Fielding states:

"When I say hypertext, I mean the simultaneous presentation of
information and controls such that the information becomes the affordance
through which the user (or automaton) obtains choices and selects actions.
Hypermedia is just an expansion on what text means to include temporal

anchors within a media stream; most researchers have dropped the
distinction.

Hypertext does not need to be HTML on a browser. Machines can follow
links when they understand the data format and relationship types.”

Best practices for designing REST APIs

It is too early to talk about the best practices for implementing APIs. APIs are designed
first and implemented later. Therefore, you'll find design-related best practices mentioned
in the next sections. You'll also find best practices for going forward during the course of
your REST API implementation.

1. Use nouns and not verbs when naming a resource

in the endpoint path

We previously discussed HTTP methods. HTTP methods use verbs. Therefore, it
would be redundant to use verbs yourself, and it would make your call look like an
RPC endpoint, for example, GET /getlicenses. In REST, we should always use
the resource name because, according to REST, you transfer the states and not the
instructions.
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For example, let's take another look at the GitHub license API that retrieves the available
licenses. It is GET /licenses. Thatis perfect. Let's assume that if you use verbs for
this endpoint, then it will be GET /getlicenses. It will still work, but semantically,
it doesn't follow REST because it conveys the processing instruction rather than state
transfer. Therefore, only use resource names.

However, GitHub's public API only offers read operations on the licenses resource, out
of all the CRUD operations. If we need to design the rest of the operations, their paths
should look like following:

e POST /licenses: This is for creating a new license.

o+ PATCH /licenses/{license key}: Thisis for partial updates. Here, the
path has a parameter (that is, an identifier), which makes the path dynamic. Here,
the license key is a unique value in the license collection and is being used as an
identifier. Each license will have a unique key. This call should make the update in
the given license. Please remember that GitHub uses PUT for the replacement of the
resource.

o DELETE /licenses/{license key}: This is for retrieving license
information. You can try this with any license that you receive in the response of the
GET /licenses call. One example is GET /licenses/agpl-3.0.

You can see how having a noun in the resource path with the HTTP methods sorts out
any ambiguity.

2. Use the plural form for naming the collection
resource in the endpoint path

If you observe the GitHub license API, you might find that a resource name is given in
the plural form. It is a good practice to use the plural form if the resource represents a
collection. Therefore, we can use /1licenses instead of /1icense. A GET call returns
the collection of licenses. A style call creates a new license in the existing license
collection. For delete and patch calls, a license key is used to identify the specific
license.

3. Use hypermedia (HATEOAS)

Hypermedia (that is, links to other resources) makes the REST client's job easier. There
are two advantages if you provide explicit URL links in a response. First, the REST client
is not required to construct the REST URLs on their own. Second, any upgrade in the
endpoint path will be taken care of automatically and this, therefore, makes upgrades
easier for clients and developers.
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4. Always version your APls

The versioning of APIs is key for future upgrades. Over time, APIs keep changing, and
you may have customers who are still using an older version. Therefore, you need to
support multiple versions of APIs.

There are different ways you can version your APIs, as follows:

Using headers: The GitHub API uses this approach. You can add an Accept
header that tells you which API version should serve the request; for example,
consider the following:

Accept: application/vnd.github.v3+json

This approach gives you the advantage of setting the default version. If there is no
Accept header, it should lead to the default version. However, if a REST client that
uses a versioning header is not changed after a recent upgrade of APIs, it may lead
to a functionality break. Therefore, it is recommended that you use a versioning
header.

Using an endpoint path: In this approach, you add a version in the endpoint path
itself; for example, https://demo.app/api/vl/persons. Here, v1 denotes
that version 1 is being added to the path itself.

You cannot set default versioning out of the box. However, you can overcome this
limitation by using other methods, such as request forwarding. Clients always use
the intended versions of the APIs in this approach.

Based on your preferences and views, you can choose either of the preceding approaches
for versioning. However, the important point is that you should always use versioning.

5. Nested resources

Consider this very interesting question: how are you going to construct the endpoint for
resources that are nested or have a certain relationship? Let's take a look at some examples
of customer resources from an e-commerce perspective:

GET /customers/1l/addresses: This returns the collection of addresses for
customer 1.

GET /customers/1l/addresses/2: This returns the second address of
customer 1.

POST /customers/1l/addresses: This adds a new address to customer 1's
addresses.
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e PUT /customers/1l/address/2: This replaces the second address of
customer 1.

e PATCH /customers/1l/address/2: This partially updates the second address
of customer 1.

e DELETE /customers/1l/address/2: This deletes the second address of
customer 1.

So far so good. Now, can we can have an altogether separate addresses resource

endpoint (GET /addresses/2)? It makes sense, and you can do that if there exists a
relationship that requires it; for example, orders and payments. Instead of /orders/1/
payments/1, you might prefer a separate /payments/1 endpoint. In the microservice
world, this makes more sense; for instance, you would have two separate RESTful web
services for both orders and payments.

Now, if you combine this approach with hypermedia, it makes things easier. When you
make a REST API request to customer 1, it will provide the customer 1 data and address
links as hypermedia (that is, links). The same applies to orders. For orders, the payment
link will be available as hypermedia.

However, in some cases, you might wish to have a complete response in a single request
rather than using the hypermedia-provided URLs to fetch the related resource. This
reduces your web hits. However, there is no thumb rule. For a flag operation, it makes
sense to use the nested endpoint approach; for example, PUT /gist/2/star (which
adds a star) and DELETE /gist/2/star (which undoes the star) in the case of the
GitHub API.

Additionally, in some scenarios, you might not find a suitable resource name when
multiple resources are involved, for example, in a search operation. In that case, you
should use a direct /search endpoint. This is an exception.
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6. Secure APIs

Securing your API is another expectation that requires diligent attention. Here are some
recommendations:

o Always use HTTPS for encrypted communication.

« Always look for OWASP's top API security threats and vulnerabilities. These
can be found on their website (https://owasp.org/www-project-api-
security/) or the GitHub repository (https://github.com/OWASP/
API-Security).

o Secure REST APIs should have authentication in place. REST APIs are stateless;
therefore, REST APIs should not use cookies or sessions. Instead, these should be
secure using JWT or OAuth 2.0-based tokens.

7. Documentation

Documentation should be easily accessible and up to date with the latest implementation
with their respective versioning. It is always good to provide sample code and examples. It
makes the developer's integration job easier.

A change log or a release log should list all of the impacted libraries, and if some APIs are
deprecated, then replacement APIs or workarounds should be elaborated on inside the
documentation.

8. Status codes

You might have already learned about status code in the Exploring HT' TP methods and
status codes section. Please follow the same guidelines discussed there.

9. Caching

HTTP already provides the caching mechanism. You just have to provide additional
headers in the REST API response. Then, the REST client makes use of the validation to
make sure whether to make a call or use the cached response. There are two ways to do it:

o ETag: ETag is a special header value that contains the hash or checksum value of
the resource representation (that is, the response object). This value must change
with respect to the response representation. It will remain the same if the resource
response doesn't change.
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Now, the client can send a request with another header field, called If-None-
Match, which contains the ETag value. When the server receives this request
and finds that the hash or checksum value of the resource representation value is
different from If-None-Match, only then should it return the response with a
new representation and this hash value in the ETag header. If it finds them to be
equal, then the server should simply respond with a 304 (Not Modified)
status code.

Last-Modified: This approach is identical to the ETag way. Instead of using the hash
or checksum, it uses the timestamp value in RFC-1123 format (Last-Modified: Wed,
21 Oct 2015 07:28:00 GMT). 1t is less accurate than ETag and should only be used
for the falling mechanism.

Here, the client sends the If-Modified-Since header with the value received
in the Last -Modified response header. The server compares the resource-
modified timestamp value with the If-Modified-Since header value and sends
a 304 status if there is a match; otherwise, it sends the response with a new Last -
Modified header.

10. Rate limit

This is important if you want to prevent the overuse of APIs. The HTTP status code
429 Too Many Requests is used when the rate limit goes over. Currently, there is
no standard to communicate any warning to the client before the rate limit goes over.
However, there is a popular way to communicate about it using response headers; these
include the following:

X-Ratelimit-Limit: The number of allowed requests in the current period

X-Ratelimit-Remaining: The number of remaining requests in the current
period

X-Ratelimit-Reset: The number of seconds left in the current period

X-Ratelimit-Used: The number of requests used in the current period

You can check the headers sent by the GitHub APIs. For example, they could look similar
to the following:

X-Ratelimit-Limit: 60
X-Ratelimit-Remaining: 55
X-Ratelimit-Reset: 1601299930

X-Ratelimit-Used: 5
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So far, we have discussed various concepts related to REST. Next, we will next move on to
discuss our sample app.

An overview of the e-commerce app

The e-commerce app is a simple online shopping application. It provides the following
features:

A user can browse through the products.

A user can add/remove/update the products in the cart.
A user can place an order.

A user can modify the shipping address.

The application can only support a single currency.

E-commerce is a very popular domain. If we look at the features, we can divide the
application into the following subdomains using bounded contexts:

Users: This subdomain is related to users. We'll add the users RESTful web
service, which provides REST APIs for user management.

Carts: This subdomain is related to the cart. We'll add the carts RESTful web
service, which provides REST APIs for cart management. Users can perform CRUD
operations on cart items.

Products: This subdomain is related to the products catalog. We'll add the
products RESTful web service, which provides REST APIs to search and retrieve
the products.

Orders: This subdomain is related to orders. We'll add the orders RESTful web
service, which provides REST APIs for users to place orders.

Payment: This subdomain is related to payments. We'll add the payment RESTful
web service, which provides REST APIs for payment processing.

Shipping: This subdomain is related to shipping. We'll add the shipping RESTful
web service, which provides REST APIs for order tracking and shipping.

Here's a visual representation of our app's architecture:
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Figure 1.2 - The e-commerce app architecture

We'll implement a RESTful web service for each of the subdomains. We'll keep the

implementation simple, and we will focus on learning these concepts throughout this
book.

Summary

In this chapter, we learned the basic concepts of the REST architecture style. Now, you
know how REST, which is based on HTTP, simplifies and makes integration easier.

We also explored the different HT'TP concepts that allow you to write REST APIs

in a meaningful way. We also learned why HATEOAS is an integral part of REST
implementation. Additionally, we learned the best practices for designing REST APIs.
We also went through an overview of our e-commerce app. This sample app will be used
throughout the book.

In the next chapter, you'll learn about the Spring Framework and its fundamentals.

Questions
1. Why have RESTful web services became so popular and, arguably, the industry
standard?

2. What is the difference between RPC and REST?
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3.
4.
5.

How would you explain HATEOAS?
What error codes should be used for server-related issues?

Should verbs be used to form REST endpoints, and why?

Further reading

Architectural Styles and the Design of Network-based Software Architectures can be
found at https://www.ics.uci.edu/~fielding/pubs/dissertation/
top.htm.

The URI Generic Syntax (RFC-3986) can be found at https://tools.ietf.
org/html/rfc3986.

The URN Syntax (RFC-2141) can be found at https://tools.ietf.org/
html/rfc2141.

HTTP Response Status Codes - RFC 7231 can be found at https://tools.
ietf.org/html/rfc7231.

HTTP Response Status Codes — Mozilla Developer Network can be found at
https://developer.mozilla.org/en-US/docs/Web/HTTP/Status.

REST APIs must be hypertext-driven can be found at https://roy.gbiv.com/
untangled/2008/rest-apis-must-be-hypertext-driven.

RFC for the URI template can be found at https://tools.ietf.org/html/
rfce6570.

The OWASP API security project can be found at https://owasp.org/
www-project-api-security/and https://github.com/OWASP/
API-Security.
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2

Spring Concepts and
REST APIs

In the previous chapter, we learned about the REST architecture style. Before we go and
implement RESTful web services using Spring and Spring Boot, we need to have a proper
understanding of the basic Spring concepts. In this chapter, you will learn about the Spring
fundamentals and features that are required to implement RESTful web services using the
Spring Framework. This will provide the technical perspective required for developing the
sample e-commerce app. If you are already aware of the Spring fundamentals required for
implementing RESTful APIs, you can move on to the next chapter.

We'll cover the following topics as part of this chapter:
« Introduction to Spring
o Learning the basic concepts of the Spring Framework

» Working with the servlet dispatcher
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Technical requirements

This chapter covers concepts and does not cover actual programs or code. However, you'll
need basic Java knowledge.

Please visit the following link to download the code files: https://github. com/
PacktPublishing/Modern-API-Development-with-Spring-and-Spring-
Boot/tree/main/Chapter02

Introduction to Spring

Spring is a framework and is written in the Java language. It provides lots of modules,
such as Spring Data, Spring Security, Spring Cloud, Spring Web, and so on. It is popular
for building enterprise applications. Initially, it was looked at as a Java Enterprise
Edition (EE) alternative. However, over the years, it has been preferred over Java EE.
Spring supports Dependency Injection (Inversion of Control) and Aspect-Oriented
Programming out of the box as its core. Apart from Java, Spring also supports other JVM
languages such as Groovy and Kotlin.

With the introduction of Spring Boot, building web services have hit the nail right on the
head as far as turnaround time for development is concerned. You hit the ground running
immediately. This is huge and one of the reasons why Spring has become so popular lately.

Covering the Spring fundamentals itself requires a dedicated book. I'll try to be concise
and cover all the features required for you to go ahead and grasp REST implementation
knowledge in a granular way.

Before we proceed, you should go through the principle and design patterns — Inversion
of Control (IoC), Dependency Injection (DI), and Aspect-Oriented Programming
(AOP).

The Inversion of Control pattern

Traditional CLI programs are typical methods for procedural programming
implementation, where the flow is determined by the programmer and code runs
sequentially, one piece after another. However, Ul-based OS applications determine the
flow of programs based on user inputs and events, which is dynamic.

Long ago, when mostly procedural ways of programming were a hit, you would have
to look for a way to move the control of flow from a traditional procedural way (the
programmer dictates the flow) to external sources such as a framework or components
that determined the control flow of the program. This is what is called IoC. It is a very
generic principle and part of most frameworks.
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With the object-oriented programming approach, soon frameworks came up with IoC
container pattern implementation that supports dependency injection.

The Dependency Injection pattern

Let's say you are writing a program that needs some data from a database. The program
needs a database connection. You could use the JDBC database connection object. You
could instantiate and assign the database connection object instantly in the program.

Or, you could simply take the connection object as a constructor or a setter/factory method
parameter. Then, the framework creates the connection object as per the configuration and
assigns that object to your program at runtime. Here, the framework actually injects the
connection object at runtime. This is called DI. Spring supports DI for class compositions.

Note:

The Spring Framework throws an error at runtime if any dependency is not
available, or the proper object name is not marked when more than one type
of object is available. In contrast to that, there are some frameworks that also
check these dependencies at compile time, for example, Dagger.

DI is a type of IoC. IoC containers construct and maintain implementation objects. These
types of objects (objects required by other objects - a form of dependency) are injected into
objects that need them in a constructor, setter, or interface. This decouples the instantiation
and allows dependency injection at runtime. Dependency injection can also be achieved
using the Service Locator pattern. However, we'll stick to the IoC pattern approach.

We'll look at it more closely with a code example in the next section.

The Aspect-Oriented Programming paradigm

We have talked about procedural programming (for IoC) and object-oriented programming
(for IoC and DI). Then comes AOP, another programming paradigm. AOP works in
tandem with OOP. It's a good practice in OOP to handle only a single responsibility in a
particular class - this principle is called the Single Responsibility Principle (applicable for
modules/classes/methods). For example, if you are writing a Gear class in an automotive
domain application, then the Gear class should only allow functions related to the gear
object, or it should not be allowed to perform other functions such as braking. However, in
programming models, often you need a feature/function that scatters across more than one
class. In fact, sometimes, most classes use features such as logging or metrics.
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Features such as logging, security, transaction management, and metrics are required
across multiple classes/modules. The code of these features is scattered across multiple
classes. In OOP, there is no way to abstract and encapsulate such features. This is where
AOP helps you. These features (read aspects) are cross-cutting concerns that cut across
multiple points in the object model. AOP provides a way to let you handle these aspects
across multiple classes/modules.

AOP allows you to do the following:

 To abstract and encapsulate cross-cutting concerns.
o To add aspects behavior around your code.
o To make code modular for cross-cutting concerns to easily maintain and extend it.

« To focus on your business logic inside code. This makes code clean. Cross-cutting
concerns are encapsulated and maintained separately.

Without AOP, it is very difficult and complex to achieve all of the preceding points.

Please note that this section helps you to understand IoC, DI, and AOP conceptually. In
the next sections, you'll take a deep dive into the code implementation of these patterns
and paradigms.

Now, we will go through the fundamentals of the Spring Framework and its basic
building blocks.

Learning the basic concepts of the Spring
Framework

The Spring Framework's backbone is the IoC container that is responsible for a bean's
life cycle. In the Spring world, a Java object can be a bean if it is instantiated, assembled,
and managed by the IoC container. You create n-number of beans, aka objects, for your
application. A bean may have dependencies, that is, requiring other objects to work. The
IoC container is responsible for injecting the object's dependencies when it creates that
bean. In the Spring context, IoC is also known as DI.

In the following sections, we'll cover the following core Spring concepts:
o IoC containers

 Defining beans

» Configuring beans using Java
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o How to code DI
» Writing code for AOP

Note:

You can refer to the Spring documentation (https://docs.spring.
io/spring-framework/docs/current/spring-framework-
reference/) for more information about the Spring Framework.

Let's get started!

loC containers

The Spring Framework's IoC container core is defined in two packages: org.
springframework.beans and org. springframework.context.

BeanFactory (org. springframework.beans. factory.BeanFactory) and
ApplicationContext (org. springframework.context .ApplicationContext)
are two important interfaces that provide a basis for IoC containers. BeanFactory provides
the configuration framework and basic functionality and takes care of bean instantiation
and wiring. ApplicationContext can also take care of bean instantiation and wiring.
However, it provides more enterprise-specific functionalities, as follows:

o Integrated life cycle management

« Automatic registration of BeanPostProcessor and
BeanFactoryPostProcessor

o Internationalization (message resource handling) with easy access to
MessageSource

o Events publication using a built-in ApplicationEvent

« Provides WebApplicationContext, an application layer specific context for
web applications

ApplicationContext is a sub-interface of BeanFactory. Let's look at its
class signature:

public interface ApplicationContext extends EnvironmentCapable,
ListableBeanFactory, HierarchicalBeanFactory, MessageSource,
ApplicationEventPublisher, ResourcePatternResolver

Here, ListableBeanFactory and HierarchicalBeanFactory are sub-interfaces
of BeanFactory.
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Spring recommends the use of ApplicationContext due to added features apart from
state-of-the-art bean management.

ApplicationContext

Now, you know that the ApplicationContext interface represents the IoC container
and manages the beans, you must be wondering how it gets to know about what beans to
instantiate, assemble, and configure. From where does it get its instruction? The answer is
configuration metadata. Configuration metadata allows you to express your application
objects and interdependencies among those objects. Configuration metadata can be
represented in three ways: through XML configuration, Java annotations, and Java Code.
You write the business objects and provide the configuration metadata, and the Spring
container generates a ready-to-use fully configured system as shown:

Business Objects Configuration Metadata

) T

Produces

Fully configured
system
Readyfor use

Figure 2.1 — Spring container

Let's see how you can define a Spring bean.

Defining beans

Beans are Java objects that are managed by IoC containers. The developer supplies the
configuration metadata to the IoC container, which is then used by the container to
construct, assemble, and manage the beans. Beans should have a unique identifier inside a
container. A bean may have more than one identity using an alias.
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You can define beans using XML, Java, and annotations. Let's declare a simple bean using
Java-based configuration:

public class SampleBean

public void init() { // initialization logic }
public void destroy() { // destruction logic }
// bean code

public interface BeanInterface { // interface code }

public class BeanInterfaceImpl implements BeanInterface {
// bean code

@Configuration
public class AppConfig {

@Bean (initMethod = "init", destroyMethod = "destroy", name
= {"sampleBean", "sb"}")

@Description ("Demonstrate a simple bean")

public SampleBean sampleBean()
return new SampleBean () ;

}

@Bean

public BeanInterface beanInterface() {

return new BeanInterfaceImpl () ;

}

Here, the bean is declared using the AppConfig class. @Configuration is a class-level
annotation that shows that class contains code for configuration. @Bean is a method-level
annotation that is used for defining the bean. You can also pass the bean's initialization
and destruction life cycle method using the @Bean annotation attributes as shown in the
previous code.
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In general, a bean's name is a class name with its initial in lowercase. For example, the
bean name of BeanInterface would be beanInterface. However, you can also
use the name attribute to define a bean name and its aliases. SampleBean has two bean
names: sampleBean and sb.

Note:

Default methods for destruction are close/shutdown public methods, which
are called by a container automatically. However, if you wish to have a different
method, that can be done as shown in the sample code. If you don't want a
container to call the default destruction method, then you can assign an empty
string to the destroyMethod attribute (destroyMethod = "").

You can also create a bean using the interfaces shown in the previous code for the
BeanInterface bean.

Note that the @Bean annotation should be inside the @Component annotation. The
@Component annotation is a generic way to declare a bean. A class annotated with
@Configuration lets the method works to return a bean annotated with @bean.
@Configuration is meta-annotated with @ Component, therefore the @Bean
annotation works inside it. There are other annotations such as @Controller,
@Service, and @Repository, which are also annotated with @Component.

The @Description annotation, as the name suggests, is used for describing a bean. When
monitoring tools are used, these descriptions help to understand the beans at runtime.

@ComponentScan

The @Component Scan annotation allows the autoscanning of beans. It takes a few
arguments, such as base packages and their classes. The Spring container then looks into
all the classes inside the base package and looks for beans. It scans all classes annotated
with @Component or other annotations that are meta-annotated with @Component,
such as @Configuration, @Controller, and so on.

By default, Spring Boot takes the default base package from the class, which has the
@ComponentClass annotation. You can use the basePackageClasses attribute to
identify which packages should be scanned.

Another way to scan more than two packages is by using the basePackages attribute. It
allows you to scan more than one package.
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If you want to use more than one @ComponentScan, then you can wrap them inside the
@ComponentScans annotation as shown:

@Configuration
@ComponentScans ( {
@ComponentScan (basePackages = "com.packt.modern.api"),
@ComponentScan (basePackageClasses = AppConfig.class)
)

class AppConfig { //code }

The bean's scope

The Spring container is responsible for creating the bean's instances. How instances will be
created by the Spring container are defined by scope. The default scope is singleton,
that is, only one instance would be created per IoC container and the same instance would
be injected. If you want to create a new instance each time it is requested, you can define
the prototype scope for the bean.

Singleton and prototype scopes are available for all Spring-based applications. There are
four more scopes available for web applications: request, session, application,
and websocket. For later scopes, the application context should be web-aware. Spring
Boot-based web applications are web-aware.

The following table contains all the scopes:

Scope Usage
singleton Creates a new instance per IoC container. Default scope.
prototype Creates a new instance for each injection (for collaborated beans).

Only for web-aware context. A single bean instance would be created for

request each HTTP request and valid throughout the HTTP request life cycle.

Only for web-aware context. A single bean instance would be created for

session each HT'TP session and valid throughout the HTTP session life cycle.

Only for web-aware context. A single instance would be created
application | for application scope, that is, valid throughout the life cycle of the
servlet-context.

Only for web-aware context. A single instance would be created for each

bsocket
websocke WebSocket session.
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Let's see how we can define the singleton and prototype scopes in code:

@Configuration

public class AppConfig {

// no scope is defined so default singleton scope is
// applied.
// If you want to define it explicitly, you can do that
// using
// @Scope (value = ConfigurableBeanFactory.SCOPE SINGLETON)
// OR
// @Scope (ConfigurableBeanFactory.SCOPE SINGLETON)
// Here, ConfigurableBeanFactory.SCOPE SINGLETON is string
// constant, which
// value is "singleton". You can use the string also,
// better to avoid it.
@Bean
public SingletonBean singletonBean() {
return new SingletonBean () ;
}
@Bean

@Scope (ConfigurableBeanFactory.SCOPE PROTOTYPE)
public PrototypeBean prototypeBean() {

return new PrototypeBean () ;

@Bean
@Scope (value = WebApplicationContext.SCOPE REQUEST,

//
//
//
//
//
//
//

proxyMode = ScopedProxyMode.TARGET CLASS)
You need a proxyMode attribute because when web-aware
context is
instantiated, you don't have any HTTP request.
Therefore,
Spring injects the proxy as a dependency and
instantiate the bean when HTTP request is invoked.

OR, in short you can write below which is a shortcut for
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!/

above

@RequestScope

public RegScopedBean requestScopedBean() {

}

return new RegScopedBean () ;

Similarly, you can create a web-aware context-related bean as follows:

@Configuration

public

class AppConfig {

@Bean
@Scope (value = WebApplicationContext.SCOPE REQUEST,

proxyMode = ScopedProxyMode.TARGET CLASS)

// You need a proxyMode attribute because when web-aware

// context is

// instantiated, you don't have any HTTP request.

// Therefore,

// Spring injects the proxy as a dependency and

// instantiate the bean when HTTP request is invoked.

// OR, in short you can write below which is a shortcut for
// above

@SessionScope

public RegScopedBean requestScopedBean ()

return new RegScopedBean () ;

@ApplicationScope

public RegScopedBean requestScopedBean ()

return new RegScopedBean () ;

// here "scopeName" is alias for value

// interestingly, no shortcut. Also hard coded value for
// websocket

@Scope (scopeName = "websocket",
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proxyMode = ScopedProxyMode.TARGET CLASS)
public RegScopedBean requestScopedBean ()

return new RegScopedBean () ;

}

Bean is covered here succinctly. However, you can explore more about it in the official
Spring documentation (https://docs.spring.io/spring-framework/docs/
current/spring-framework-reference/).

Configuring beans using Java

Before Spring 3, you could only define beans using Java. Spring 3 introduced the
@Configuration, @Bean, @import, and @DependsOn annotations to configure
and define Spring beans using Java.

You have already learned about the @Configuration and @Bean annotation in
the Defining beans section. Now, you will explore how to use the @import and
@DependsOn annotations.

The @Import annotation is more useful when you develop an application without
using autoconfiguration.

The @Import annotation

This is used for modularizing configurations when you have more than one configuration
class. You can import the bean's definitions from other configuration classes. It is useful
when you instantiate the context manually. Spring Boot uses autoconfiguration, therefore
you don't need to use @ Import. However, if you want to instantiate the context manually,
then you would have to use @ Import to modularize the configurations.

Let's say the configuration class FooConfig contains FooBean and the configuration
class BarConfig contains BarBean. The BarConf ig class also imports FooConfig
using @Import:

@Configuration

public class FooConfig {

@Bean
public FooBean fooBean () {

return new FooBean () ;
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@Configuration
@Import (FooConfig.class)
public class BarConfig {

@Bean
public BarBean barBean() {

return new BarBean () ;

}

Now, while instantiating the container (context), you can just supply BarConfig to load
both FooBean and BarBean definitions in the Spring container as shown:

public static void main(String[] args) {

ApplicationContext appContext = new
AnnotationConfigApplicationContext (BarConfig.class) ;

// now both FooBean and BarBean beans will be available...
FooBean fooBean = appContext.getBean (FooBean.class) ;

BarBean barBean = appContext.getBean (BarBean.class) ;

The @DependsOn annotation

The Spring container manages the bean initialization order. What if you have a bean that
depends on another bean? You want to make sure that the dependent bean is initialized
before the bean that needs it. @DependsOn helps you to achieve this when you configure
beans using Java (not through XML).

You get the exception NoSuchBeanDefinitionException if a bean's initialization
order is messed up and because of that the Spring container does not find the dependency.
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Let's assume we have a bean named called BazBean that depends on the beans FooBean
and BarBean. You can make use of the @DependsOn annotation to maintain the
initializing order. The Spring container will follow the instructions and initialize both the
FooBean and BarBean beans before creating BazBean. Here's how the code will look:

@Configuration

public class AppConfig {

@Bean
public FooBean fooBean () {

return new FooBean () ;

@Bean
public BarBean barBean () ({

return new BarBean () ;

@Bean
@DependsOn ({"fooBean", "barBean"})
public BazBean bazBean ()

return new BazBean () ;

How to code DI

Have a look at the following example. CartService has a dependency on
CartRepository. CartRepository instantiation has been done inside the
CartService constructor:

public class CartService ({
private CartRepository repository;

public CartService() {
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this.repository = new CartRepositoryImpl () ;

}

We can decouple this dependency in the following way:

public class CartService {
private CartRepository repository;

public CartService (CartRepository repository) {

this.repository = repository;

}

If you create a bean of the CartRepository implementation, you can easily inject the
CartRepository bean using configuration metadata. Before that, let's have a look at
the Spring container again.

You have seen how ApplicationContext can be initialized in The @Import annotation
subsection of this chapter. When it gets created, it takes all the metadata from the bean's
configuration. @Import allows you to have multiple configurations.

Each bean can have its dependencies, that is, a bean may need other objects to work
(compositions) as in the CartService example. These dependencies can be defined
using constructors, setter methods, or properties. These dependent objects (part of
constructors, setter method arguments, or class properties) are injected by the Spring
container (ApplicationContext) using the bean's definition and its scope. We'll look
into each of these ways to define the DI

Note

DI makes a class independent of its dependencies. Therefore, you might not
have to change a class because of a change in dependency or it would become
rare. That means you can change the dependency without changing the class. It
also simplifies unit testing by mocking or spying on dependencies.
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Using a constructor to define a dependency

Now, you'll see how you can inject CartRepository into the CartService
constructor. A way to inject a dependency using a constructor is as follows:

@Configuration

public class AppConfig {

@Bean
public CartRepository cartRepository() {
return new CartRepositoryImpl () ;

@Bean
public CartService cartService() {

return new CartService (cartRepository()) ;

Using a setter method to define a dependency

Now, let's change the CartService class. Instead of having a constructor, use the setter
method to instantiate the dependency:

public class CartService {
private CartRepository repository;

public void setCartRepository (CartRepository repository) {

this.repository = repository;

}

Now, you can use the following configuration to inject the dependency:
@Configuration

public class AppConfig {

@Bean

public CartRepository cartRepository() {
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return new CartRepositoryImpl () ;

@Bean

public CartService cartService() {
CartService service = new CartService() ;
Service.setCartService (cartRepository()) ;

Return service;

Note

Spring recommends using constructor-based dependency injection over
setter method or class property-based dependency injection. However, for
an opt-in dependency, you should use setter method-based dependency
injection cautiously.

Using a class property to define a dependency

Spring also provides an out-of-the-box solution for injecting a dependency using the @
Autowired annotation. It makes code look cleaner. Have a look at the following example:

@Service

public class CartService {

@Autowired

private CartRepository repository;

}

The Spring container will take care of injecting the CartRepository bean. You'll learn
more about @Autowired in the next section.

Configuring a bean's metadata using annotations

The Spring Framework provides lots of annotations to configure the metadata for
beans. However, we'll focus on the most commonly used annotations: @autowired,
@Qualifier,@Inject, @Resource, @Primary, and @Value.
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How to use @Autowired

The @Autowired annotation allows you to define the configuration part in a bean's class
itself instead of writing a separate configuration class annotated with @Configuration.
The @Autowired annotation can be applied to a field (as we saw in the class
property-based dependency injection example), constructor, setter, or any method.

The Spring container makes use of reflections to inject the beans annotated with
@Autowired. This also makes it more costly than other injection approaches.

Please make a note that applying @autowired to class members will only work if there is
no constructor or setter method to inject the dependent bean.

Here is a code example of the @Autowired way of injecting dependencies:

@Component

public class CartService (
private CartRepository repository;
private ARepository aRepository;
private BRepository bRepository;

private CRepository cRepository;

@Autowired // member (field) based auto wiring

private AnyBean anyBean;

@Autowired // constructor based autowired
public CartService (CartRepository cartRepository) ({

this.repository = repository;

@Autowired // Setter based auto wiring
public void setARepository (ARepository aRepository) {

this.aRepository = aRepository;

@Autowired // method based auto wiring

public void xMethod (BRepository bRepository, CRepository
cRepository)

{

this.bRepository = bRepository;
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this.cRepository = cRepository;

}

@Autowired works based on reflection. However, to remove the ambiguity, matching
beans are found and injected using type matching, qualifier matching, or name
matching in the same order of precedence. These are applicable to both field and setter

method injections.

Match by type

The following example works because match by type takes precedence. It finds the
CartService bean and injects it into CartController:

@Configuration
public class AppConfig {
@Bean
public CartRepository cartRepository () {
return new CartRepositoryImpl () ;
} @Bean
public CartService cartService() {
CartService service = new CartService() ;
Service.setCartService (cartRepository()) ;

Return service;

@Controller
public class CartController ({ @Autowired

private CartService service;

}

Match by qualifier

Let's assume there is more than one bean of a given type. Then, the Spring container won't
be able to determine the correct bean by type:

@Configuration
public class AppConfig { @Bean
public CartService cartServicel()
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return new CartServiceImpll () ;

@Bean
public CartService cartService2 () {

return new CartServiceImpl2 () ;

@Controller
public class CartController ({ @Autowired

private CartService servicel;

@Autowired

private CartService service2;

}

This example, when run, will return NoUniqueBeanDefinitionException. To sort
this out, we can make use of the @Qualifier annotation.

If you look closely, you'll find that the configuration class has two beans identified by
their method names: cartServicel and cartService2. Or, you can also make use
of the value attribute of the @Bean annotation to give a name/alias. Now, you can use
these names to assign these two different beans the same type using the @Qualifier
annotation as shown:

@Controller
public class CartController { @Autowired
@Qualifier ("cartServicel")

private CartService servicel;

@Autowired
@Qualifier ("cartService2")

private CartService service2;
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Match by name

Let's define a service using the @Service annotation, which is a type of @Component.
Let's assume we have a component scan in place:

@Service (value="cartServc")

public class CartService {

// code

!

@Controller

public class CartController { @Autowired
private CartService cartServc;

!

This code works because the field name of CartController for CartService
is the same as was given to the value attribute of @Service annotation.If
you change the field name from cartServc to something else, it will fail with
NoUniqueBeanDefinitionException.

There are other annotations: @Inject (JSR-330 - https://jcp.org/en/jsr/
detail?id=330) and @Resource (JSR-250- https://jcp.org/en/jsr/
detail?id=250). @Inject also requires the javax.inject library. @Resource
and @Inject are similar to @autowired and can be used for injecting dependencies.
Both @Autowired and @Inject have the same execution path precedence (by type,
by qualifier, and by name in the same order). However, the @Resource execution path
preference is by name (first preference), by type, and by qualifier (last preference).

What is the purpose of @Primary?

In the previous subsection, we saw that @Qualifier helps you to resolve which

type should be used when multiple beans are available for injection. The @Primary
annotation allows you to set one of the type's beans as the default. Bean annotation with
@Primary will be injected into autowired fields:

@Configuration

public class AppConfig @Bean
@Primary
public CartService cartServicel()

return new CartServiceImpll () ;
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@Bean
public CartService cartService2() {
return new CartServiceImpl2 () ;

@Controller
public class CartController { @Autowired

private CartService service;

}

In this example, the bean marked with @Primary will be used to inject the dependency
into the CartController class for CartService.

When we can use @Value?
Spring supports the use of external property files: <xyz>.properties or <xyz>.yml.

Now, you want to use the value of any property in your code. You can achieve this using
the @Value annotation. Let's have a look at the sample code:

@Configuration
@PropertySource ("classpath:application.properties")

public class AppConfig {}

@Controller
public class CartController { @Value ("${default.currency}")

String defaultCurrency;

}

The defaultCurrency field would take its value from the default.currency
field defined in the application.properties file. If you are using Spring Boot, you
don't need to use @PropertySource. You just need to place application.yml or
properties file under the src/main/resources directory.
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Writing code for AOP

We discussed AOP previously, in the Introduction to Spring section. In simple terms, it is a
programming paradigm that solves cross-cutting concerns such as logging, transactions,
security, and so on. These cross-cutting concerns are known as aspects in AOP. It allows
you to modularize your code and place cross-cutting concerns in a central place.

The following code captures the time taken by the method to execute:

class Test
public void performSomeTask () {
long start = System.currentTimeMillis() ;

// Business Logic

long executionTime = System.currentTimeMillis() -
start;
System.out.println ("Time taken: " + executionTime + "
ms") ;

}

This code captures the time taken by itself. If you have hundreds of methods in your
application, then you need to add a time-capturing piece of code in each one of them
to monitor time. Moreover, what if you want to modify the code? It means you have to
modify the code in all those places. You don't want to do that. This is where AOP helps
you. It makes your cross-cutting code modular.

Let's create an AOP example for capturing the time a method takes to execute. Here,
logging monitoring time will be our aspect that will capture the time taken by a method
for its execution.

As the first step, you'll define an annotation (TimeMonitor) to target the method.
Methods annotated with @TimeMonitor will log the time taken by that method. This
will help us to identify the pointcut. The pointcut is defined in the Aspect class's code
explanation, highlighted with bold text:

@Target (ElementType . METHOD)
@Retention (RetentionPolicy.RUNTIME)

public @interface TimeMonitor {}

Next, we need to define the Aspect. Aspects insert additional logic during the execution
of the program at a certain point. This point is known as the Join point. The Join point
could be a field being modified, a method being called, or an exception being thrown.
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The @Aspect annotation is used to mark the class as an Aspect. Aspect-monitoring
time has been defined using the following code:

@Aspect
@Component
public class TimeMonitorAspect ({
@Around ("@annotation (com.packt.modern.api.TimeMonitor) ")

public Object logTime (ProceedingdJoinPoint joinPoint) throws
Throwable

long start = System.currentTimeMillis() ;
Object proceed = joinPoint.proceed() ;

long executionTime = System.currentTimeMillis() -
start;

System.out.println(joinPoint.getSignature() + "
takes: " + executionTime + " ms") ;

return proceed;

}

@Around is a method annotation that defines the Advice. The Advice is an action taken
by the Aspect at a specific time (Joinpoint). This Advice could be any of the following:
o @Before: Advice executes before the JoinPoint.

 After: Advice executed after the JoinPoint. It has three subtypes:

a. @After: Advice executes after the JoinPoint irrespective of the method's
outcome - successful or failed.

b. @afterReturning: Advice executes after the JoinPoint executes successfully.
c. @aAfterThrowing: Advice executes after the JoinPoint throws an exception.

o @Around: Advice executes before and after the JoinPoint.

TimeMonitorAspect executes at the method level because the MonitorTime Advice
target is a method.

@Around also takes an expression argument, @annotation (com.packt.modern.
api.TimeMonitor). This predicate expression is known as the Pointcut that
determines whether the Advice needs to be executed or not. The LogTime method will
be executed for all the methods, which are annotated with @ TimeMonitor. Spring
supports the Aspect] expression syntax. These expressions are dynamic in nature, allowing
flexibility while defining the Pointcut
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JoinPoint is added as a method logTime () parameter. With the JoinPoint object,
you can capture all the information of the target and proxy. You can capture method's full
signature, class name, method name, arguments, and so on using the JoinPoint object.

That's all we need to implement TimeMonitorAspect. Now you can simply add the @
TimeMonitor annotation to log the computed time taken by the methods as shown:

class Test

@TimeMonitor
public void performSomeTask () {
// Business Logic

}

JoinPoint also allows you to capture the target object and proxy. You must be wondering
what these are. These are created by a Spring AOP module and are important for AOP to work.
An Advice is applied to the target object. Spring AOP creates a subclass of the target object
and overrides the methods and advice is inserted. On the other hand, the proxy is an object
that is created after an advice is applied to the target object using the CGLIB or JDK proxy lib.

Why use Spring Boot?
Nowadays, Spring Boot is the obvious choice for developing state-of-the-art, production-

ready web applications specific to Spring. Its website (https://projects.spring.
io/spring-boot/) also states its real advantages.

Spring Boot is an amazing Spring tool created by Pivotal that was released in April

2014 (GA). It was developed based on the request of SPR-9888 (https://jira.
spring.io/browse/SPR-9888) with the title Improved support for ‘containerless’ web
application architectures.

You must be wondering: Why containerless? Because today's cloud environment, or
PaaS$, provides most of the features offered by container-based web architectures, such as
reliability, management, or scaling. Therefore, Spring Boot focuses on making itself an
ultralight container.

Spring Boot has default configurations and supports auto-configuration to make
production-ready web applications simple. Spring Initializr (http://start.spring.
io) is a web page, where you can opt in for build tools, such as Maven or Gradle, along
with project metadata, such as a group, artifacts, and dependencies. Once you fill in the
required fields, you can just click on the Generate Project button, which will give you a
Spring Boot project that you can use for your production application.
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On this page, the default Packaging option is Jar, which we are going to use throughout
this book. You can use WAR packaging if you want to deploy the application on any web
server, such as WebLogic or Tomcat.

In simple words, it does all the configuration part for us; we can just focus on writing our
biz logic and APIs.

Purpose of servlet dispatcher

In the previous chapter, you learned that RESTful web services are developed on top of
the HTTP protocol. Java has a Servlets feature to work with HTTP protocol. Servlets
allow you to have path mapping that can work at REST endpoints and provides the HTTP
method for identification. It also allows you to form different types of response objects,
including JSON and XML. However, it is a crude way of implementing REST endpoints.
You have to handle the request URI, parse the parameters, convert JSON/XML, and
handle the responses.

Spring MVC comes to your rescue. Spring MVC is based on the Model-View-Controller
(MVC) pattern and has been part of the Spring Framework since its first release. MVC is a
well-known design pattern:

o Model: Models are Java objects (POJOs) that contain the application data. They also
represent the state of the application.

o View: The view is a presentation layer that consists of HTML/JSP/template files.
The view renders the data from models and generates the HTML output.

« Controller: The controller processes the user requests and builds the model.

DispatcherServlet is part of the Spring MVC. It works as a front controller, that is,
it handles all the incoming HTTP requests. Spring MVC is a web framework that allows
you to develop traditional web applications where UI apps are also part of the backend.
However, you'll develop RESTful web services and the UI will be based on the React
JavaScript library, therefore we'll keep the Servlet Dispatcher role limited to implementing
the REST endpoints using @RestController.

Let's have a look at the flow of a user request in Spring MVC for the REST controller:

1. The user sends the HTTP request, which is received by DispatcherServlet.

2. DispatcherServlet passes the baton to HandlerMapping.
HandlerMapping does the job of finding the correct controller for the requested
URI and passes it back to DispatcherServlet.
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3. DispatcherServlet then makes use of HandlerAdaptor to
handle Controller.

4. HandlerAdaptor calls the appropriate method inside Controller.
5. Controller then executes the associated business logic and forms the response.
6. Spring makes use of the marshaling/unmarshalling of request and response objects

for JSON/XML conversion from Java and vice versa.

Let's see a visual representation of this process:

Find Handler

Handler

Mapping

Dispatcher

Serviet Handler

Adaptor

Request Response

Now, you will have understood the importance of DispatcherServlet, which is key
for REST API implementation.

Figure 2.2 — DispatcherServlet

Summary

This chapter helped you learn about Spring's key concepts: beans, dependency

injection, and AOP. You also learned how to define the scope of beans, and create
ApplicationContext programmatically and use it to get the beans. Now, you can
define beans' configuration metadata using Java and annotations and have learned how to
use different beans of the same type.
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You also implemented a sample Aspect - a cross-cutting concern using a modular
approach, and learned the key concepts of the AOP programming paradigm.

Since we are going to implement REST APIs in this book, it is important to understand
the Servlet Dispatcher concept.

In the next chapter, we'll implement our first REST API application using the OpenAPI
Specification and use the Spring controller to implement it.

Questions

A A

How do you define a bean with the prototype scope?

What is the difference between prototype and singleton beans?

What is required for a session and request scope to work?

What is the relationship between Advice and Pointcut in terms of AOP?

Write an Aspect for logging that prints the method name and argument names
before the method execution and prints the message with the return type, if any,
after the method's successful execution.

Further reading

Inversion of Control Containers and the Dependency Injection pattern
(https://martinfowler.com/articles/injection.html)

The Spring Framework documentation (5.2.9 was the latest at the time of writing
this book) (https://docs.spring.io/spring-framework/docs/
current/spring-framework-reference/)

Spring Boot 2 Fundamentals (https: //www.packtpub.com/product/
spring-boot-2-fundamentals/9781838821975)

Developing Java Applications with Spring and Spring Boot (https: //www.
packtpub.com/in/application-development/developing-java-
applications-spring-and-spring-boot)
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API Specifications
and Implementation

In previous chapters, we learned about the design aspects of REST APIs and the Spring
fundamentals required for developing RESTful web services. In this chapter, you'll make
use of these two areas to implement REST APIs. We have chosen a design-first approach
for implementation. You will make use of the OpenAPI Specification (OAS) for first
designing an API and later implementing it. You will also learn how to handle errors
that occur while serving the request. Here, an API of a sample e-commerce app will be
designed and implemented for reference.

We'll cover the following topics as part of this chapter:
 Designing APIs with OAS
» Converting OAS to Spring code
« Implementing the OAS code interfaces

» Adding the Global Exception Handler

WOW! eBook
www.wowebook.org



54  API Specifications and Implementation

Technical requirements

You need the following to execute the instructions in this chapter:

« Any Java IDE, such as NetBeans, Intelli], or Eclipse
o Java Development Kit (JDK) 14

o An internet connection to download the dependencies and Gradle

You can find the code files for this chapter on GitHub at https://github.com/
PacktPublishing/Modern-API-Development-with-Spring-and-Spring-
Boot/tree/main/Chapter03.

Designing APIs with OAS

You could directly start coding the API; however, this approach leads to many issues,
such as frequent modifications, difficulty in API management, and difficulty in reviews
specifically lead by non-technical domain teams. Therefore, you should use the design-
first approach.

The first question that comes to mind is, how can we design REST APIs? You learned

in Chapter 1, RESTful Web Service Fundamentals, that there is no existing standard to
govern the REST API implementation. OAS was introduced to solve at least the aspects
of the REST API's specification and description. It allows you to write REST APIs in the
YAML Ain't Markup Language (YAML) or JavaScript Object Notation (JSON) markup
languages.

We'll use version 3.0 of OAS (https://github.com/OAI/OpenAPI-
Specification/blob/master/versions/3.0.3.md) for implementing the
e-commerce app REST API. We'll use YAML (pronounce as yamel, rhymes with camel),
which is cleaner and easier to read. YAML is space-sensitive. It uses space for indentation;
for example, it represents the key: value pair (pay attention to the space after colon :).
You can read more about YAML at https://yaml.org/spec/.
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OAS was earlier known as the Swagger Specification. However, OAS-supporting tools are
still known as Swagger tools. Swagger tools are open source projects that help the overall
development life cycle of REST APIs. We'll make use of the following Swagger tools in this
chapter:

Swagger Editor (https://editor.swagger. io/) for designing and
describing the e-commerce app REST APIs. It allows you to write and preview, at
the same time, your REST APIs' design and description. Please make sure that you
use OAS 3.0. At the time of writing this book, the default is OpenAPI version 2.0.
You can change that from Edit | Convert to OpenAPI 3. An embedded message
will appear with the Cancel and Convert options. Click on the Convert button to
convert OAS from version 2.0 to 3.0.

Swagger Codegen (https://github.com/swagger-api/swagger-
codegen) for generating the Spring-based API interface. You'll use the Gradle
plugin (https://github.com/int128/gradle-swagger-generator-
plugin) for generating code that works on top of Swagger Codegen. There is also
an OpenAPI tool Gradle plugin - OpenAPI Generator (https://github.
com/OpenAPITools/openapi-generator/tree/master/modules/
openapi-generator-gradle-plugin). However, we'l prefer the former one
because of the open issues count, which is 1.7k (multiple for Java/Spring as well) at
the time of writing.

Swagger Ul (https://swagger.io/swagger-ui/) for generating the REST
API documentation. The same Gradle plugin will be used to generate the API
documentation.

Next, let's discuss an OAS overview.

Understanding the basic structure of OAS

The OpenAPI definition structure can be divided into the following sections (all are
keyword- and case-sensitive):

openapi (version)
info
externalDocs
servers

tags

paths

components
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These all are part of root. The first three sections (openapi, info, and externalDocs)
are used for defining the metadata of the APL

You can have an API's definition either in a single file or divided into multiple files. OAS
supports both. We'll use a single file for defining the sample e-commerce API.

Instead of discussing all these sections theoretically and then writing the e-commerce
API definitions, we'll discuss both together. First, we'll cover each section definition of the
e-commerce API, and then we'll discuss why we have used it and what it implies.

The metadata sections of OAS

Let's have a look at the metadata sections of the e-commerce API definitions:

openapi: 3.0.3

info:
title: Sample Ecommerce App
description: >

'This is a ***gample ecommerce app API***., You can find
out more about Swagger at [swagger.io] (http://swagger.io) .

Description supports markdown markup. For example, you can
use the “inline code” using back ticks.'

termsOfService: https://github.com/PacktPublishing/Modern-
API-Development-with-Spring-and-Spring-
Boot /blob/master/LICENSE
contact:
email: support@packtpub.com
license:
name: MIT

url: https://github.com/PacktPublishing/Modern-API-
Development-with-Spring-and-Spring-Boot/blob/master/
LICENSE

version: 1.0.0
externalDocs:

description: Document link you want to generate along with
APT.

url: http://swagger.io

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/tree/main/Chapter03/src/main/resources/api/openapi.yaml
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Now, we have written the metadata definitions of our API. Let's discuss each in detail.

openapi

The openapi section tells us which OAS is being used for writing the API's definition.
OpenAPI uses semantic versioning (https://semver.org/), which means the
version will be in major :minor:patch form. If you look at the openapi metadata
value, we are using 3. 0. 3. This reveals we are using major version 3 with patch 3 (the
minor version is 0).

info

The info section contains the metadata about the API. This information is used for
generating the documentation and may be used by the client. It contains the following
fields, out of which only tit1le and version are mandatory fields, while the others are
optional fields:

o title: Title of the API.

o description: This is used for describing the API details. As you can see, we
can use Markdown (https://spec.commonmark.org/) here. An > (angular
bracket) symbol is used for adding multi-line values.

o termsOfService: A URL that links to the terms of services. Make sure it follows
the proper URL format.

« contact: Contact information of the API provider. The email attribute should be
the email address of the contact person/organization. Other attributes that we have
not used are name and URL. The name attribute represents the name of the contact
person or organization. The URL attribute provides the link to the contact page. This
is an optional field and all attributes are also optional.

o license: License information. The name attribute is a required field that
represents the correct license name, such as MIT. url is optional and provides a
link to the license document.

» version: Exposes the API version in string format.

externalDocs

externalDocs is an optional field that points to extended documentation of the
exposed API. It has two attributes: description and url. description is an
optional field that defines a summary of the external documentation. You can use the
Markdown syntax for the description. The url attribute is mandatory and links to
external documentation.
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Let's continue building our API definition. We are done with the metadata section. Let's
discuss the servers and tags sections.

The servers and tags sections of OAS

After the metadata section, we can now describe the servers and tags sections. Let's
have a look at the following code:

servers:
- url: https://ecommerce.swagger.io/v2
tags:
- name: cart
description: Everything about cart
externalDocs:
description: Find out more (extra document link)
url: http://swagger.io
- name: order
description: Operation about orders
- name: user

description: Operations about users

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/tree/main/Chapter03/src/main/resources/api/openapi.yaml

servers

servers is an optional section that contains a list of servers that host the API. If the
hosted API document is interactive, then it can be used by Swagger UI to directly call
the API and show the response. If it is not provided, then it points to the root (/) of the
hosted document server. Server URLs are shown using the url attribute.

tags
The tags section, defined at the root level, contains the collection of tags and their
metadata. Tags are used for grouping the operations performed on the resources. The

tags metadata contains name, which is a mandatory field, and two additional optional
attributes: description and externalDocs.
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The name attribute contains the tag name. We have already discussed the description
and externalDocs fields in the previous section on metadata.

Let's discuss the last two sections of OAS.

The components section of OAS

If we were going through it sequentially, we would have discussed path first. However,
conceptually, we would like to write our models first before we use them in the path
section. Therefore, we'll discuss the components section first.

Here is a code snippet from the components section of the sample e-commerce app:

components:
schemas:
Cart:
description: Shopping Cart of the user
type: object
properties:
customerId:

description: Id of the customer who possesses the
cart

type: string
items:
description: Collection of items in cart.
type: array
items:

$ref: '#/components/schemas/Item!

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/tree/main/Chapter03/src/main/resources/api/openapi.yaml

If you are working with YAML for the first time, you may find it a bit complex. However,
once you go through this section, you'll feel more comfortable with YAML.
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Here, we have defined a model called Cart. The Cart model is of the object type and
contains two fields, namely Id (a string) and items (an array).

The object data type

You can define any model or field as an object. Once you mark a type as an
object, the next attribute is properties, which consists of all the object's
fields. For example, the Cart model in the previous code will have the
following syntax:

type: object
properties:
<field name>:

type: <data type>

OAS supports six basic data types, which are as follows (all are in lowercase):

e string
¢ number
e integer
¢ boolean
e oObject

e array

Let's discuss the Cart model, in which we have used the string, object, and array
data types. Other data types are number, integer, and boolean. Now, you must be
wondering how to define the date, time, and float types, and so on. You can do that with
the format attribute, which you can use along with the object type. For example, have
a look at the following code:

orderDate:
type: string

format: date-time

In the previous code, orderDate is defined with string, but format determines what
string value it will contain. Since format is marked with date-time, the orderDate
field would contain the date and time in the format defined in RFC 3339, section 5.6
(https://tools.ietf.org/html/rfc3339#section-5.6), for example,
2020-10-22T19:31:58Z.
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There are some other common formats you can use along with types, as follows:

e type: number with format: float: This would contain the floating-point
number.

+ type: number with format: double: This would contain the floating-point
number with double precision.

e type: integer with format: int32: This would contain the int type
(signed 32-bit integer).

e type: integer with format: inté4: This would contain the 1ong type
(signed 64-bit integer).

o type: stringwith format: date: This would contain the date as per RFC
3339, for example, 2020-10-22.

e type: stringwith format: byte: This would contain the Base64-encoded
values.

« type: stringwith format: binary: This would contain the binary data (can
be used for files).

Our Cart model's items field is an array of the user-defined Item type. Here, Itemis
another model and referenced using Sref. In fact, all user-defined types are reference
using $ref. The ITtem model is also part of the components/schema section. Therefore,
the value of $ref contains an anchor to user-defined types with #/component /
schemas/{type}.

Sref represents the reference object. It is based on JSON reference (https://
tools.ietf.org/html/draft-pbryan-zyp-json-ref-03) and follows the
same semantics in YAML. It can refer to an object in the same document or external
documents. Therefore, it is used when you have API definitions divided into multiple
files. You have already seen one way of its usage in the previous code. Let's see one more
example:

# Relative Schema Document

Sref: Cart.yaml

# Relative Document with embedded Schema
Sref: definitions.yaml#/Cart
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There is another caveat to the previous code. If you look closely, you will find two items
- one is a property of the Cart object type and another one is an attribute of the array
type. The former one is simple, a field of the Cart object. However, the latter belongs to
array and is a part of the array syntax.

Array syntax
type: array
items:
type: <type of objects>
i. You could have a nested array, if you place type of object asarray.

ii. You can also refer to the user-defined type using Sref as shown in the code
(Then, the type attribute is not required for items.)

Let's see what the Item model looks like:

Item:
description: Items in shopping cart
type: object
properties:
id:
description: Item Identifier
type: string
quantity:
description: The item quantity
type: integer
format: int32
unitPrice:
description: The item's price per unit
type: number
format: double

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/tree/main/Chapter03/src/main/resources/api/openapi.yaml
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The Item model is also part of the components/schema section. We have defined
several models used by the e-commerce app API. You can find them in the GitHub code
athttps://github.com/PacktPublishing/Modern-API-Development -
with-Spring-and-Spring-Boot/tree/main/Chapter03/src/main/
resources/api/openapi.yaml.

Now, you have learned how we can define models under the components/schema
section. We'll next discuss how to define an API's endpoints in the path section of OAS.

Important note

Similar to schemas, you can also define requestBodies (request payload)
and responses in the components section. This is useful when you have
common request bodies and responses.

The path section of OAS

path is the last section of OAS (sequence-wise, it is second-to-last, but we have already
discussed components in the previous subsection), where we define the endpoints. This
is the place where we form the URI and attach the HTTP methods.

Let's write the definition for POST /api/v1/carts/{customerId}/items. This
API adds an item to the cart associated with a given customer identifier:

paths:
/api/vl/carts/{customerId}/items:
post:
tags:
- cart
summary: Adds an item in shopping cart
description: Adds an item to the shopping cart
operationId: addCartItemsByCustomerId
parameters:
- name: customerId
in: path
description: Customer Identifier
required: true
schema:
type: string
requestBody:
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description: Item object
content:
application/xml:
schema:
Sref: '#/components/schemas/Item'
application/json:
schema:
Sref: '#/components/schemas/Item'’
responses:
201:
description: Item added successfully
content:
application/json:
schema:
type: array
items:
Sref: '#/components/schemas/Item'
404 :
description: Given customer ID doesn't exist

content: {}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/tree/main/Chapter03/src/main/resources/api/openapi.yaml

If you just go through it, you know what the endpoint is, what HT TP method and
parameter this API is using, and most importantly, what response you can expect. Let's
discuss it in more detail. Here, v1 represents the version of the API. Each endpoint path
(such as /api/v1l/carts/{customerId}/items) has an HTTP method (such as
post) associated with it. The endpoint path always starts with /.

Each method can then have seven fields: tags, summary, description,
operationld, parameters, responses, and requestBody. We will talk about
each in the following subsections.

tags

Tags are used for grouping APIs, as shown in the following screenshot for APIs tagged
with cart. Tags can also be used by Swagger Codegen to generate the code:
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cart Everything about cart Find out more (extra document link) ™

fecarts/{customerId} Returns the shopping cart

fcarts/{customerId} Delete the shopping cart

fcarts/{customerId}/items Retums the list of products in user's shopping cart

POST fcarts/{customerId}/items Adds anitem in shopping cart

/carts/{customerId}/items Replace/add an item in shopping cart

ﬂ Jearts/{customerId} /items/{itemId} Retuns given item from user's shopping cart

fearts/{customerId}/items/{itemId} Delete the tem from shopping carl

Figure 3.1 — Cart APIs

As we can see, for each tag, it creates a separate API interface.

summary and description

The summary and description sections are the same as we discussed earlier in the
metadata sections of OAS section. They contain the given API's operation summary and
detailed description, respectively. As usual, you can use Markdown in the description
field as it refers to the same schema.

operationld

This represents the name of the operation. As you can see in the previous code, we have
assigned the addCartItemsByCustomerId value to it. This same operation name
would be used by Swagger Codegen as a method name in the generated API interface.

parameters

If you look closely, you'll find a - (hyphen) in front of the name field. This is used for
declaring it as an array element. The parameters field can contain multiple parameters,
in fact, a combination of the path and query parameters, therefore it is declared as an
array.
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For path parameters, you need to make sure that the value of name, under parameters,
is the same as given in path inside curly braces.

The parameters field contains the API query, path, header, and cookie
parameters. In the previous code, we were using the path parameter (the value of the in
field). You can change the value to query if you want to declare it as a query parameter
and so on and so forth for other parameter types.

description, as usual, describes the defined parameter.

You can mark a field as required or optional using the required field inside the
parameters section, which is a Boolean parameter.

At last, you have to declare the data type of the parameter, which is where the schema
field is used.

responses

responses is a required field for all API operations. This defines the type of responses
that can be responded to by the API operation when requested. It contains HT TP status
codes as the default field. It must have at least one response, which can be a default
response or any successful HT'TP status code, such as 200. As the name suggests, the
default response will be used when no other response is defined or available in the API
operation.

The response type (such as 200 or default) field contains three types of fields:
description, content, and headers:

o description is used for describing the response.

+ headers is used for defining the header and its value. A headers example is
shown as follows:

responses:
200:
description: operation successful
headers:
X-RateLimit-Limit:
schema:

type: integer
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« content, as we have in previous code, defines the type of content that denotes
the different media types. We have used application/json. Similarly, you can
define other media types, such as application/xml. The content type field
contains the actual response object that can be defined using the schema field, as
we have defined an array of the Item model inside it.

As mentioned earlier, you can create a reusable response under the components section
and can directly use it using $ref.

requestBody

requestBody is used for defining the request payload object. Like the responses
object, requestBody also contains the description and content fields. Content
can be defined in a similar fashion to the way it is defined for the responses object.
You can refer to the previous code of POST /carts/{customerId}/items

for an example. As a response, you can also create reusable request bodies under the
components section and can directly use them using Sref.

That's great, now you have learned how to define the API specification using OAS.

Here, we have just described part of a sample e-commerce app's API. Similarly, you can
describe other APIs. You can refer to openapi .yaml (https://github.com/
PacktPublishing/Modern-API-Development-with-Spring-and-Spring-
Boot/tree/main/Chapter03/src/main/resources/api/openapi.yaml)
for the complete code of our e-commerce API definitions.

I would suggest you copy the code from openapi . yaml and paste it into the editor
athttps://editor.swagger. io to view the API in a nice user interface and play
around with it. Make sure to convert the API to OpenAPI version 3 using the Edit menu
if the default version is not set to 3.0.

We are done with designing our APIs, so now let's generate the code using openapi .
yaml and enjoy the fruits of our hard work.

Converting OAS to Spring code

I am sure you are as excited as I am to start implementing the API. So far, we have learned
about the RESTful web service theory and concepts and Spring fundamentals, as well as
designing our first API specs for a sample e-commerce application.
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Either you can clone the Git repository (https://github.com/
PacktPublishing/Modern-API-Development-with-Spring-and-Spring-
Boot) or you can start to create a Spring project from scratch using Spring Initializr
(https://start.spring. io/) with the following options:

o Project: Gradle

o Language: Java

o Spring Boot: 2.3 .5 .RELEASE

o Project metadata with your preferred values

« Packaging: JarAdded

« Java: 15 (You can change it to 14 in the build.gradle file later.)

o Dependencies: 'org.springframework.boot: spring-boot-starter-
web' (Spring Web in Spring Initializer)

Once you open the project in your favorite IDE (Intelli], Eclipse, or NetBeans), you
can add the following extra dependencies required for OpenAPI support under
dependencies in the build.gradle file:

swaggerCodegen 'org.openapitools:openapi-generator-cli:4.3.1"

compileOnly 'io.swagger:swagger-annotations:1.6.2"

compileOnly 'org.springframework.boot:spring-boot-starter-
validation'

compileOnly 'org.openapitools:jackson-databind-nullable:0.2.1"

implementation 'com.fasterxml.jackson.dataformat:jackson-
dataformat-xml'

implementation 'org.springframework.boot:spring-boot-starter-
hateoas'

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/tree/main/Chapter03/build.gradle

As mentioned earlier, we are going to use a Swagger plugin for code generation from the
API definitions we have just written. You can follow the next seven steps to generate the
code.
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Step 1 - adding the Gradle plugin

To make use of the OpenAPI Generator CLI tool, you can add the Swagger Gradle plugin
under plugins {} inbuild.gradle asshown:

plugins {

id 'org.hidetake.swagger.generator' version '2.18.2'

Step 2 - defining the OpenAPI config for code
generation

You need certain configurations, such as what model and API package names OpenAPI
Generator's CLI should use, or the library it should use for generating the REST interfaces
or date/time-related objects. All these and other configurations can be defined in
config.json (/src/main/resources/api/config. json):

{
"library": "spring-mvc",
"dateLibrary": "java8",
"hideGenerationTimestamp": true,
"modelPackage": "com.packt.modern.api.model",
"apiPackage": "com.packt.modern.api',
"invokerPackage": "com.packt.modern.api",
"serializableModel": true,
"useTags": true,
"useGzipFeature" : true,
"hateoas": true,
"withXml": true,
"importMappings": {

"Link": "org.springframework.hateoas.Link"

}

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/tree/main/Chapter03/src/main/resources/api/config.json
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All the properties are self-explanatory except importMappings. It contains the mapping
of type from YAML file to Java or a type existing in the external library. Therefore, once
code is generated for the importMapping object, it uses the mapped class in the
generated code. If we are using Link in any of the models, then the generated models
would use the mapped 'org. springframework.hateoas.Link' class instead of
the model defined in the YAML file.

hateoas allows us to use the Spring HATEOAS library and add HATEOAS links.

withXML allows us to generate the models with XML annotations and support the
application/xml content type.

You can find more information about the configuration at https://github.com/
swagger-api/swagger-codegenffcustomizing-the-generator.

Step 3 - defining the OpenAPI Generator ignore file

You can also add a . gitignore-like file to ignore certain code you don't want to
generate. Add the following line of code to the file (/src/main/resources/api/ .
openapi-generator-ignore):

** /*Controller.java

We don't want to generate controllers. After its addition, only API interfaces and models
will be generated. We'll add controllers manually.

Step 4 - defining a swaggerSources task in the Gradle
build file

Now, let's add the logic to the swaggerSources task in the build.gradle file:

swaggerSources {

def typeMappings = 'URI=URI'
def importMappings = 'URI=java.net.URI'
eStore
def apiYaml = "${rootDir}/src/main/resources/api

/openapi.yaml"
def configdson = "${rootDir}/src/main/resources/api
/config.json"

inputFile = file(apiYaml)

def ignoreFile = file("${rootDir}/src/main/resources/api
/ .openapi-generator-ignore")
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}
}

code {
language = 'spring'
configFile = file(configdson)
rawOptions = ['--ignore-file-override', ignoreFile,
' --type-mappings',
typeMappings, '--import-mappings', importMappings] as
List<String>
components = [models: true, apis: true, supportingFiles:

'ApiUtil.java'l
//depends On validation // Should be uncommented once

//plugin starts supporting OA 3 validation

Here, we have defined eStore (user-defined name) that contains inputFile pointing
to the location of the openapi . yaml file. After defining the input, the generator needs
to produce the output, which is configured in code.

We have defined 1anguage (it supports various languages), conf igFile pointing
to config. json, rawOptions (contains the type and import mappings), and
components in the code block. Aside from language, all are optional.

We just want to generate models and APIs. You can generate other files too, such as clients
or test files. ApiUtil. java is required in the generated API interface else it will give a
compilation error during build time; therefore, it is added in components.

Step 5 - adding swaggerSources to the compileJava
task dependency

Next, we need to add swaggerSources to the compileJava task as a dependent task.
It points to the code block defined under eStore:

compiledava.dependsOn swaggerSources.eStore.code
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Step 6 - adding the generated source code to Gradle
sourceSets

We also need to add the generated source code and resources to sourceSets. This
makes the generated source code and resources available for development and build:

sourceSets.main.java.srcDir "${swaggerSources.eStore.code.
outputDir}/src/main/java"

sourceSets.main.resources.srcDir "${swaggerSources.eStore.code.
outputDir}/src/main/resources"

The source code will be generated in the /build directory of the project, such as
modern-api-with-spring-and-sprint-boot\Chapter03\build\
swagger-code-eStore. This will append the generated source code and resources to
Gradle sourcesSets.

Step 7 - running the build for generating, compiling,
and building the code

The last step is to execute the build. Make sure you have an executable Java code in the
build path. The Java version should match the version defined in the property of build.
gradle (sourceCompatibility = '1.14")or in the IDE settings:

S gradlew clean build

Once the build is executed successfully, you can find the generated code in the build
directory, as shown in the following screenshot:
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main/ &

main / &

Figure 3.2 — OpenAPI generated code
In the next section, you'll implement the API interfaces generated by OpenAPI Codegen.

Implementing the OAS code interfaces

So far, we have generated code that consists of e-commerce app models and API
interfaces. These generated interfaces contain all the annotations as per the YAML
description provided by us. For example, in CartApi.java, @RequestMapping, @
PathvVariable, and @RequestBody contain the endpoint path (/api/v1/carts/
{customerId}/items), the value of the path variable (such as {customerId} in
path), and the request payload (such as Item), respectively. Similarly, generated models
contain all the mapping required for supporting JSON and XML content types.

Swagger Codegen writes the Spring code for us. We just need to implement the interface
and write the business logic inside it. Swagger Codegen generates the API interfaces for
each of the provided tags. For example, it generates the CartApi and PaymentAPI Java
interfaces for the cart and payment tags, respectively. All the paths are clubbed together
into a single Java interface based on the given tag. For example, all the APIs with the cart
tag will be clubbed together into a single Java interface, CartApi.
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Now, we just need to create a class for each of the interfaces and implement it. We'll create
CartController.java in the com.packt.modern.api.controllers package
and implement CartApi:

@RestController

public class CartsController implements CartApi {

private static final Logger log = LoggerFactory.
getLogger (CartsController.class) ;

@Override

public ResponseEntity<List<Item>> addCartItemsByCustomerId
(String customerId, @Valid Item item) {

log.info ("Request for customer ID: {}\nItem: {}",
customerId, item);

return ok (Collections.EMPTY LIST) ;

@Override

public ResponseEntity<List<Cart>> getCartByCustomerId (String
customerId) {

throw new RuntimeException ("Manual Exception thrown") ;

// Other method implementations (omitted)

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter03/src/main/java/com/packt/modern/api/control-
lers/CartsController.java

Here, we have just implemented the two methods for demonstration purposes. We'll
implement the actual business logic in the next chapter.
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To add an item (POST /api/vl/carts/{customerId}/items) request,

we are just logging the incoming request payload and customer ID inside the
addCartItemsByCustomerId method. Another method, getCartByCustomeriId,
simply throws an exception. This will allow us to demonstrate the Global Exception
Handler in the next section.

Adding a Global Exception Handler

We'll have multiple controllers that consist of multiple methods. Each method may have
checked exceptions or throw runtime exceptions. We should have a centralized place to
handle all these errors for better maintainability and modularity and clean code.

Spring provides an AOP feature for this. We just need to write a single class annotated
with @ControllerAdvice. Then, we just need to add @ExceptionHandler for
each of the exceptions. This exception handler method will generate user-friendly error
messages with other related information.

You can make use of the Lombok library if approved by your respective organization for
third-party library usage. This will remove the verbosity of the code for getters, setters,
constructors, and so on.

Let's first write the Error class in the exceptions package that contains all the error
information:

public class Error (

private static final long serialVersionUID = 1L;

/**
* App error code, which is different from HTTP error code.
*/

private String errorCode;

/**
* Short, human-readable summary of the problem.
*/

private String message;

/**
* HTTP status code.
=74
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}

private Integer status;

/-k-k
* Url of request that produced the error.
*/
private String url = "Not available";
/-k-k
* Method of request that produced the error.
*/
private String regMethod = "Not available";

// getters and setters (omitted)

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter03/src/main/java/com/packt/modern/api/exceptions/
Error.java

You can add other fields here if required. The exceptions package will contain all the
code for user-defined exceptions and global exception handling.

After that, we'll write an enum called ErrorCode that will contain all the exception keys,
including user-defined errors and their respective error codes:

public enum ErrorCode {

// Internal Errors: 1 to 0999

GENERIC ERROR ("PACKT-0001", "The system is unable to complete
the request. Contact system support."),
HTTP MEDIATYPE NOT_ SUPPORTED ("PACKT-0002", "Requested

media type is not supported. Please use application/json or
application/xml as 'Content-Type' header value"),

HTTP MESSAGE NOT WRITABLE ("PACKT-0003", "Missing 'Accept'
header. Please add 'Accept' header."),
HTTP_MEDIA TYPE NOT ACCEPTABLE ("PACKT-0004", "Requested

'Accept' header value is not supported. Please use
application/json or application/xml as 'Accept' value"),

JSON_PARSE ERROR ("PACKT-0005", "Make sure request payload
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should be a valid JSON object."),

HTTP_MESSAGE NOT READABLE ("PACKT-0006", "Make sure request
payload should be a valid JSON or XML object according to
'Content-Type'.") ;

private String errCode;
private String errMsgKey;

ErrorCode (final String errCode, final String errMsgKey) {
this.errCode = errCode;

this.errMsgKey = errMsgKey;

/**
* @return the errCode
=)
public String getErrCode () {

return errCode;

/**
* @return the errMsgKey
*/
public String getErrMsgKey () {

return errMsgKey;

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter03/src/main/java/com/packt/modern/api/exceptions/
ErrorCode.java

Here, we have just added actual error messages instead of message keys. You
can add message keys and add the resource file to src/main/resources for
internationalization.
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Next, we'll add a utility to create the Error object, as shown:

public class ErrorUtils (
private ErrorUtils() {}

/**

* Creates and return an error object

* @param errMsgKey
* @param errorCode
* @param httpStatusCode
* @param url
* @return error
*/
public static Error createError (final String errMsgKey, final
String errorCode, final Integer httpStatusCode) {
Error error = new Error () ;
error.setMessage (errMsgKey) ;
error.setErrorCode (errorCode) ;
error.setStatus (httpStatusCode) ;

return error;

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter03/src/main/java/com/packt/modern/api/exceptions/
ErrorUtils.java

Finally, we'll create a class for implementing the Global Exception Handler, as shown:

@ControllerAdvice
public class RestApiErrorHandler (

private static final Logger log = LoggerFactory.
getLogger (RestApiErrorHandler.class) ;

private final MessageSource messageSource;

@Autowired

WOW! eBook
www.wowebook.org



Adding a Global Exception Handler 79

public RestApiErrorHandler (MessageSource messageSource) {

this.messageSource = messageSource;

@ExceptionHandler (Exception.class)

public ResponseEntity<Error> handleException
(HttpServletRequest request, Exception ex, Locale locale)

Error error = ErrorUtils
.createError (ErrorCode.GENERIC ERROR.getErrMsgKey (),
ErrorCode.GENERIC ERROR.getErrCode (),
HttpStatus.INTERNAL SERVER ERROR.value()) .
setUrl (request .getRequestURL () .toString () )
.setRegMethod (request .getMethod () ) ;

return new ResponseEntity<>(error, HttpStatus.INTERNAL
SERVER_ ERROR) ;

@ExceptionHandler (HttpMediaTypeNotSupportedException.class)

public ResponseEntity<Errors>
handleHttpMediaTypeNotSupportedException (
HttpServletRequest request,
HttpMediaTypeNotSupportedException ex, Locale locale) {

Error error = ErrorUtils
.createError (ErrorCode .HTTP MEDIATYPE NOT SUPPORTED.
getErrMsgKey () ,
ErrorCode .HTTP_MEDIATYPE NOT SUPPORTED.
getErrCode () ,

HttpStatus.UNSUPPORTED MEDIA TYPE.value()) .
setUrl (request .getRequestURL () .toString () )

.setRegMethod (request .getMethod () ) ;
log.info ("HttpMediaTypeNotSupportedException :: request.
getMethod () : " + request.getMethod()) ;

return new ResponseEntity<>(error, HttpStatus. UNSUPPORTED
MEDIA_TYPE);

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter03/src/main/java/com/packt/modern/api/exceptions/
RestApiErrorHandler.java
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As you can see, we have marked the class with @ControllerAdvice, which enables
this class to trace all the request and response processing by the REST controllers and
allows handling exceptions using @ExceptionHandler.

In the previous code, we are handling two exceptions: a generic internal server
error exception and Ht tpMediaTypeNot SupportException. The handling
method just populates the Error object using ErrorCode, Ht tpServletRequest,
and HttpStatus. At the end, it returns the error wrapped inside ResponseEntity
with the appropriate HT TP status.

Here, you can add user-defined exceptions too. You can also make use of the Locale
instance (a method parameter) and the messageSource class member for supporting
internationalized messages.

Testing

Once the code is ready to run, you can compile and build the artifact using the following
command from the root folder of the project:

gradlew clean build

The previous command removes the build folder and generates the artifact (compiled
classes and JAR). After the successful build, you can run the application using the
following command:

java -jar build\libs\Chapter03-0.0.1-SNAPSHOT.jar
Now, we can perform the tests using the curl command:

$ curl --request GET 'http://localhost:8080/api/vl/carts/1"'
--header 'Accept: application/xml'

This command calls the GET request for /carts with ID 1. Here, we demand the XML
response using the Accept header, and we get the following response:

<Error>
<errorCode>PACKT-0001</errorCode>

<message>The system is unable to complete the
request. Contact system support.</message>

<status>500</status>
<urls>http://localhost:8080/api/vl/carts/1l</url>
<regMethod>GET</regMethod>

</Error>

WOW! eBook
www.wowebook.org



Adding a Global Exception Handler 81

If you changed the Accept header from application/xml to application/json,
you would get the following JSON response:

{

}

"errorCode": "PACKT-0001",

"message": "The system is unable to complete
the request. Contact system support.",

"status": 500,
"url": "http://localhost:8080/api/vl/carts/1",
"regMethod": "GET"

Similarly, we can also call the add item to cart call, as shown:

$ curl --request POST 'http://localhost:8080/api/vl/carts/1/
items' \

>

>

>

>

>

>

>

--header 'Content-Type: application/json' \
--header 'Accept: application/json' \

--data-raw '{

llidll . nmqm ,
"quantity": 1,

"unitPrice": 2.5

Here, we get [] (empty array) as a response because in the implementation, we are just
returning the empty collection. You need to provide the Content - Type header in this
request because we are sending the payload (item object) along with the request. You can
change Content -Type to application/xml if the payload is written in XML. If the
Accept header value is application/xml, it will return the <List /> value. You can
remove/change the Content - Type and Accept headers or use the malformed JSON or
XML to test the other error response.

This way, we can generate the API description using OpenAPI and then use the generated
models and API interfaces to implement the APIs.
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Summary

In this chapter, we opted for the design-first approach for writing the RESTful web
services. You learned how to write an API description using OAS and how to generate
models and API interfaces using the Swagger Codegen tool (using the Gradle plugin).
We also implemented a Global Exception Handler to centralize the handling of all the
exceptions. Once you have the API Java interfaces, you can write their implementations
for business logic. Now, you know how to use OAS and Swagger Codegen for writing
RESTful APIs. You have also learned how to handle exceptions globally.

In the next chapter, we'll implement fully fledged API interfaces with business logic with
database persistence.

Questions

1. What is OpenAPI and how does it help?

2. How can you define a nested array in a model in a YAML OAS-based file?
3. What annotations do we need to implement a Global Exception Handler?
4

How you can use models or classes written in Java code in your OpenAPI
description?

5. Why do we only generate models and API interfaces using Swagger Codegen?

Further reading

o The OpenAPI Specification 3.0: https://github.com/OAI/OpenAPI -
Specification/blob/master/versions/3.0.3.md

 The Gradle plugin for OpenAPI Codegen: https://github.com/int128/
gradle-swagger-generator-plugin

o OAS Code Generator configuration options for Spring: https://openapi-
generator.tech/docs/generators/spring/

o YAML specifications: https://yaml.org/spec/

o Semantic versioning: https://semver.org/
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Writing Business
Logic for APIs

We discussed APIs using OpenAPI in the previous chapter. API interfaces and models
were generated by the Swagger Codegen. In this chapter, you will implement the API's

code in terms of both business logic and data persistence. You will write services and

repositories for implementation and also add hypermedia and ETags to API responses.

It is worth noting that the code provided only consists of the important lines and not the
whole file in the interest of brevity. You can always access the links given below the code to
view the complete file.

This chapter includes the following topics:

Overview of the service design

Adding repository components

Adding service components

Implementing hypermedia

Enhancing the controller with a service and HATEOAS
Adding ETags to API responses
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Technical requirements

You need the following to execute instructions in this chapter:

Any Java IDE such as NetBeans, Intelli], or Eclipse
The Java Development Kit (JDK) 15+
An internet connection to download the dependencies and Gradle

The Postman tool (https://learning.postman.com/docs/getting-
started/sending-the-first-request/)

You can find the code files for this chapter on GitHub at https://github.com/
PacktPublishing/Modern-API-Development-with-Spring-and-Spring-
Boot/tree/main/Chapter04.

Overview of the service design

We are going to implement a multilayered architecture that comprises four layers - the
presentation layer, application layer, domain layer, and infrastructure layer. Multilayered
architecture is a fundamental building block in the architecture style known as Domain-
Driven Design (DDD). Let's have a brief look at each of these layers:

Presentation layer: This layer represents the User Interface (UI). In the upcoming
Chapter 7, Designing a User Interface, we'll develop the UI for our e-commerce app.

Application layer: The application layer contains the application logic and
maintains and coordinates the overall flow of the application. Just to remind you, it
only contains the application logic and not the business logic. RESTful web services,
async APIs, gRPC APIs, and GraphQL APIs are a part of this layer.

We already covered the REST API interfaces and controllers (implementing REST
API interfaces) in Chapter 3, API Specifications and Implementation, which are
part of the application layer. We implemented the controllers for demonstration
purposes in the previous chapter. In this chapter, we'll implement a controller
extensively to serve real data.

Domain layer: This layer contains the business logic and domain information.

It contains the state of the business objects such as Order, Product, and so on. It

is responsible for reading/persisting these objects to the infrastructure layer. The
domain layer consists of services and repositories too. We'll also be covering these
in this chapter.
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« Infrastructure layer: The infrastructure layer provides support to all other layers.
It is responsible for communication such as interaction with the database, message
brokers, filesystems, and so on. Spring Boot works as an infrastructure layer and
provides support for communication and interaction with both external and
internal systems such as databases, message brokers, and so on.

We'll use the bottom-to-top approach. Let's start implementing the domain layer with the
@Repository component.

Adding a Repository component

We'll use the bottom-to-top approach to add a @Repository component. Let's start
implementing the domain layer with a @Repository component. We'll implement the
service and enhance the Controller component in subsequent sections accordingly.
We will code the @Repository component first, then use it in the @Service
component using constructor injection. The @Controller component will be enhanced
using the @Service component, which will also be injected into the Controller using
constructor injection.

@Repository annotation

Repository components are Java classes marked with the @Repository annotation. This
is a special Spring component that is used for interacting with databases.

@Repository is a general-purpose stereotype that represents both DDD's Repository
and the Java Enterprise Edition (EE) pattern, the Data Access Object (DAQO). Developers
and teams should handle Repository objects based on the underlying approach. In DDD,
a Repository is a central object that carries references to all the objects and should return
the reference of a requested object. We need to have all the required dependencies and
configurations in place before we start writing classes marked with @Repository.

We'll use the following libraries as database dependencies:

« H2 database for persisting data: We are going to use H2's memory instance,
however, you can also use a file-based instance.

« Hibernate Object Relational Mapping (ORM): For database object mapping.

+ Flyway for database migration: This helps maintain the database and maintains a
database changes history that allows rollbacks, version upgrades, and so on.
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Let's add these dependencies to the build.gradle file. org. springframework.
boot : spring-boot-starter-data-jpa adds all the required JPA dependencies
including Hibernate:

implementation 'org.springframework.boot:spring-boot-starter-
data-jpa’'

implementation 'org.flywaydb:flyway-core'

runtimeOnly 'com.h2database:h2'

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/build.gradle

After adding the dependencies, we can add the configuration related to the database.

Database and JPA configuration

We also need to modify the application.properties file with the following
configuration:

1. Data source configuration

The following is the Spring data source configuration:

spring.datasource.name=ecomm

spring.datasource.url=jdbc:h2:mem:ecomm; DB CLOSE DELAY=-
1; IGNORECASE=TRUE; DATABASE TO UPPER=false

spring.datasource.driverClassName=org.h2.Driver
spring.datasource.username=sa

spring.datasource.password=
We need to add H2-specific properties to the data source. The URL value suggests
that a memory-based H2 database instance will be used.
2. H2 database configuration
The following are the two H2 database configurations:
spring.h2.console.enabled=true

spring.h2.console.settings.web-allow-others=false

The H2 console is enabled for local access only; it means you can access the H2
console only on localhost. Also, remote access is disabled by setting web-allow-
others to false.
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3. JPA configuration

The following are the JPA/Hibernate configurations:

spring.jpa.
spring.jpa.
H2Dialect

spring.jpa.
spring.jpa.
spring.jpa.
spring.jpa.

We don't want to generate the DDL or to process the SQL file, because we want to
use Flyway for database migrations. Therefore, generate-ddl is marked with

properties.hibernate.default schema=ecomm

database-platform=org.hibernate.dialect.

show-sqgl=true
format sgl=true
generate-ddl=false

hibernate.ddl-auto=none

false and dd1l-auto is set to none.

4. Flyway configuration

The following are the Flyway configurations:

spring.flyway.url=jdbc:h2 :mem: ecomm

spring.flyway.schemas=ecomm

spring.flyway.user=sa

spring.flyway.password=

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-

Spring-Boot/blob/main/Chapter04/src/main/resources/application.properties

Accessing the H2 database

You can access the H2 database console using /h2-console. For example,
if your server is running on localhost and on port 8080 then you can access it
usinghttp://localhost:8080/h2-console/.
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The database and seed data script

Now, we are done configuring the build.gradle and application.properties
files and we can now start writing the code. First, we'll add the Flyway database
migration script. This script can be written in SQL only. You can place this file in

the db/migration directory inside the src/main/resources directory. We'll
follow the Flyway naming convention (V<versions.<name>.sql) and create the
V1.0.0.Init.sql fileinside the db/migration directory. You can then add the
following script in this file:

create schema if not exists ecomm;
-- Other script tags

create TABLE IF NOT EXISTS ecomm.cart (
id uuid NOT NULL,
user id uuid NOT NULL,
FOREIGN KEY (user_ id)
REFERENCES ecomm.user (id) ,
PRIMARY KEY (id)
D5

create TABLE IF NOT EXISTS ecomm.cart item (
cart id uuid NOT NULL,

item id uuid NOT NULL,

FOREIGN KEY (cart id)

REFERENCES ecomm.cart (id),

FOREIGN KEY (item id)

REFERENCES ecomm.item(id)
)i

-- other SQL scripts

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/resources/db/migration/V1.0.0__Init.

sql

This script creates the ecomm schema and adds all the tables required for our sample
e-commerce app. It also adds insert statements for the seed data.
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Adding entities

Now, we can add the entities. An entity is a special object marked with the @Entity
annotation that maps directly to the database table using an ORM implementation such
as Hibernate. Another popular ORM is EclipseLink. You can place all entity objects in the
com.packt .modern.api.entity package. Let's create the CartEntity. java file:

@Entity
@Table (name = "cart")

public class CartEntity

@Id

@GeneratedValue

@Column (name = "ID", updatable = false, nullable = false)
private UUID id;

@OneToOne
@JoinColumn (name = "USER ID", referencedColumnName = "ID")

private UserEntity user;

@ManyToMany (
cascade = CascadeType.ALL
)
@JoinTable (
name = "CART ITEM",
joinColumns = @JoinColumn (name = "CART ID"),
inverseJoinColumns = @JoinColumn (name = "ITEM ID")
)

private List<ItemEntity> items = Collections.emptyList () ;

// Getters/Setter and other codes are removed for brevity

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/entity/
CartEntity.java
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Here, the @Ent ity annotation is part of the javax.persistence package that
denotes that it is an Entity and should be mapped to the database table. By default, it takes
the entity name, however we are using the @Table annotation to map to the database
table.

We are also using one-to-one and many-to-many annotations for mapping the Cart
entity to the User Entity and Item Entity respectively. The ItemEntity list is also
associated with @JoinTable, because you are using the CART ITEM join table to
map the cart and product items based on the CART IDand ITEM ID columns in their
respective tables.

In UserEntity, the Cart entity has also been added to maintain the relationship as
shown in the next code block. Fet chType is marked as LAZY, which means the user's
cart will be loaded only when asked for explicitly. Also, you want to remove the cart if it is
not referenced by the user, which can be done by configuring orphanRemoval to true:

@Entity
@Table (name = "user")

public class UserEntity {
// other code
@OneToOne (mappedBy = "user", fetch = FetchType.LAZY,
orphanRemoval = true)

private CartEntity cart;

// other code..

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/entity/
UserEntity.java

All other entities are being added to the entity package located at https://github.
com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/
modern/api/entity.

Now, we can add the repository.
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Adding repositories

All the repository have been added to https://github.com/PacktPublishing/
Modern-API-Development-with-Spring-and-Spring-Boot/blob/main/
Chapter04/src/main/java/com/packt/modern/api/repository.

Repositories are simplest to add for CRUD operations, thanks to Spring Data

JPA. You just have to extend the interfaces with default implementations, such as
CrudRepository, which provides all the CRUD operation implementation such as
save, saveldll, findById, findAll, £indA11ById, delete, and deleteById.
The Save (Entity e) method is used for both create and update entity operations.

Let's create CartRepository:

public interface CartRepository extends
CrudRepository<CartEntity, UUID> {

@Query ("select c from CartEntity ¢ join c.user u where u.id =
:customerId")

public Optional<CartEntity> findByCustomerId (@
Param ("customerId") UUID customerId) ;

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/repository/
CartRepository.java

The CartRepository interface extends the CrudRepository part of the org.
springframework.data.repository package. You can also add methods
supported by the JPA Query Language marked with the @Query annotation (part of the
org.springframework.data.jpa.repository package). The query inside the
@Query annotation is written in Java Persistence Query Language (JPQL). JPQL is very
similar to SQL, however, here you used the Java class name mapped to a database table
instead of using the actual table name. Therefore, we have used CartEntity as the table
name instead of Cart.

Note

Similarly, for attributes, you should use the variable names given in the class
for the fields, instead of using the database table fields. In any case, if you use
the database table name or field name and it does not match with the class and
class members mapped to the actual table, you will get an error.
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You must be wondering, "What if I want to add my own custom method with JPQL or
native SQL?" Well let me tell you, you can do that too. For orders, we have added a custom
interface for this very purpose. First, let's have a look at OrderRepository, which is
very similar to CartRepository:

@Repository

public interface OrderRepository extends
CrudRepository<OrderEntity, UUID>, OrderRepositoryExt {

@Query ("select o from OrderEntity o join o.userEntity u where
u.id = :customerId")
public Iterable<OrderEntity> findByCustomerId (@
Param ("customerId") UUID customerId) ;

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/repository/
OrderRepository.java

If you look closely, we have extended an extra interface - OrderRepositoryExt. This
is our extra interface for the Order repository and consists of the following code:

public interface OrderRepositoryExt {

Optional<OrderEntity> insert (NewOrder m) ;

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/repository/
OrderRepositoryExt.java

We already have a save () method for this purpose in CrudRepository, however, we
want to use a different implementation. For this purpose, and to demonstrate how you can
create your own repository method implementation, we are adding this extra repository
interface.

Now, let's create the OrderRepositoryExt interface implementation as shown here:

@Repository
@Transactional

public class OrderRepositoryImpl implements OrderRepositoryExt

{
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@PersistenceContext
private EntityManager em;
private ItemRepository itemRepo;

private ItemService itemService;

public OrderRepositoryImpl (EntityManager em, ItemRepository
itemRepo, ItemService itemService) {

this.em = em;
this.itemRepo = itemRepo;

this.itemService = itemService;

// other code

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/repository/
OrderRepositoryImpl.java

This way we can also have our own implementation in JPQL/Hibernate Query Language
(HQL), or in native SQL. Here, the @Repository annotation tells the Spring container
that this special component is a Repository and should be used for interacting with the
database using the underlying JPA.

It is also marked as @ Transactional, which is a special annotation that means that
transactions performed by methods in this class will be managed by Spring. It removes all
the manual work of adding commits and rollbacks. You can also add this annotation to a
specific method inside the class.

We are also using @PersistenceContext for the EntityManager class, which
allows us to create and execute the query manually as shown in the following code:

@Override

public Optional<OrderEntity> insert (NewOrder m) {

// Items are already in cart and saved in db when user places
// order

// Here you can also populate other Order details like address
// etc.

Iterable<ItemEntity> dbItems =
itemRepo. findByCustomerId (m.
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getCustomerId()) ;
List<ItemEntity> items =

StreamSupport.stream(dbItems.spliterator (),
false)

.collect (toList ()) ;
if (items.size() < 1) {

throw new ResourceNotFoundException (String.format (
"There is no item found in customer's (ID: %s)
cart.", m.getCustomerId())) ;

}
BigDecimal total = BigDecimal.ZERO;
for (ItemEntity i : items) ({
total = (BigDecimal.valueOf (i.getQuantity()) .multiply (
i.getPrice())) .add(total) ;
}
Timestamp orderDate = Timestamp.from(Instant.now()) ;
em.createNativeQuery ("""
INSERT INTO ecomm.orders (address id, card id, customer id
order date, total, status) VALUES(?, ?, ?, ?, ?, ?)
Ui
.setParameter (1, m.getAddress () .getId())
.setParameter (2, m.getCard() .getId())
.setParameter (3, m.getCustomerId())
.setParameter (4, orderDate)
.setParameter (5, total)
.setParameter (6, StatusEnum.CREATED.getValue())
.executeUpdate () ;

Optional<CartEntity> oCart =
cRepo. findByCustomerId (UUID. fromString (m
getCustomerId()))

CartEntity cart = oCart.orElseThrow( () -> new
ResourceNotFoundException (String. format ("Cart not
found for given customer (ID: %s)",
m.getCustomerId()))) ;

itemRepo.deleteCartItemdJoinById (cart.getItems () .stream()

.map (i -> i.getId()).collect (toList()), cart.
getId()) ;
OrderEntity entity = (OrderEntity) em.createNativeQuery ("""
WOW! eBook
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SELECT o.* FROM ecomm.orders o WHERE o.customer id = ? AND
o.order date >= ?

mew - OrderEntity.class)

.setParameter (1, m.getCustomerId())

.setParameter (2, OffsetDateTime.oflInstant (orderDate.

toInstant (),
ZoneId.of ("Z")) .truncatedTo (ChronoUnit .MICROS) )
.getSingleResult () ;

oiRepo.savelAll (cart.getItems () .stream()
.map (1 -> new OrderItemEntity () .setOrderId(entity.

getId())
.setItemId(i.getId())) .collect (toList())) ;
return Optional.of (entity) ;

}

This method basically first fetches the items in the customer's cart. Then, it calculates the
order total, creates a new order, and saves it in the database. Next, it removes the items
from the cart by removing the mapping because cart items are now part of the order. Next,
it saves the mapping of the order and cart items.

Order creation is done using the native SQL query with the prepared statement.

If you look closely, you'll also find that we have used the official Java 15 feature, text
blocks (https://docs.oracle.com/en/java/javase/15/text-blocks/
index.html), in it.

Similarly, you can create a repository for all other entities. All entities are available at
https://github.com/PacktPublishing/Modern-API-Development -
with-Spring-and-Spring-Boot/tree/main/Chapter04/src/main/java/
com/packt/modern/api/repository.

Now that we have created the repositories, we can move on to adding services.

Adding a Service component

The Service component is an interface that works between controllers and repositories
and is where we'll add the business logic. Though you can directly call repositories from
controllers, it is not a good practice as repositories should only be part of the data retrieval
and persistence functionalities. Service components also help in sourcing data from
various sources, such as databases and other external applications.
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Service components are marked with the @Service annotation, which is a specialized
Spring @Component that allows implemented classes to be auto-detected using class-
path scanning. Service classes are used for adding business logic. Like Repository, the
Service object also represents both DDD's Service and Java EE's Business Service
Fagade pattern. Like Repository, it is also a general-purpose stereotype and can be used
according to the underlying approach.

First we'll create the service interface, which is a normal Java interface with all the desired
method signatures. This interface will expose all the operations that can be performed by
CartService:

public interface CartService {

public List<Item> addCartItemsByCustomerId(String customerld,
@Valid Item item) ;

public List<Item> addOrReplaceltemsByCustomerId (String
customerId, @Valid Item item) ;

public void deleteCart (String customerId) ;

public void deleteltemFromCart (String customerId, String
itemId) ;

public CartEntity getCartByCustomerId (String customerId) ;

public List<Item> getCartItemsByCustomerId (String
customerId) ;

public Item getCartItemsByItemId (String customerId, String
itemId) ;

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/service/
CartService.java
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The methods added to CartService are directly mapped to serve each of the APIs
defined in the CartController class. Now, we can implement each of the methods

in the CartServiceImpl class, which is an implementation of the CartService
interface. Each method in CartServiceImpl makes use of a specific Repository object
to carry out the operation:

@Service

public class CartServiceImpl implements CartService {
private CartRepository repository;
private UserRepository userRepo;

private ItemService itemService;

public CartServiceImpl (CartRepository repository,
UserRepository userRepo, ItemService itemService) {

this.repository = repository;
this.userRepo = userRepo;

this.itemService = itemService;

@Override
public List<Item> addCartItemsByCustomerId (
String customerId, @Valid Item item)

{
CartEntity entity = getCartByCustomerId (customerId) ;
long count = entity.getItems().stream().filter (i ->
i.getProduct () .getId () .equals (
UUID. fromString(item.getId()))) .count () ;

if (count > 0) {
throw new GenericAlreadyExistsException (
String.format ("Item with Id (%s) already exists.
You can update it.", item.getId()));

}

entity.getItems () .add (itemService.toEntity (item)) ;

return itemService.toModelList (
repository.save (entity) .getItems()) ;

}

// rest of the code trimmed for brevity
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https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/service/
CartServicelmpl.java

The CartServiceImpl class is annotated with @Service, therefore would be auto-
detected and available for injection. The CartRepository, UserRepository, and
ItemService class dependencies are injected using constructor injection.

Let's have a look at one more method implementation of the CartService interface.
Check the following code. It adds an item, or updates the price and quantity if the item
already exists:

@Override
public List<Item> addOrReplaceIltemsByCustomerId (
String customerId, @Valid Item item) {

// 1

CartEntity entity = getCartByCustomerId (customerId) ;

List<ItemEntity> items =Objects.nonNull (entity.getItems()) *?
entity.getItems() : Collections.

emptyList () ;
AtomicBoolean itemExists = new AtomicBoolean (false) ;

/] 2
items.forEach(i -> {
if (i.getProduct () .getId()
.equals (UUID. fromString (item.getId()))) {
i.setQuantity (item.getQuantity()) .setPrice(i.getPrice()) ;

itemExists.set (true) ;

}
1)
if (litemExists.get()) {
items.add (itemService.toEntity (item)) ;
}
// 3
return itemService.

toModelList (repository.save (entity) .getItems()) ;
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In the preceding code, we are not managing the application state, but are instead writing
the sort of business logic that queries the database, sets the entity object, persists the
object, and then returns the model class. Let's have a look at the statements one by one:

1. The method only has customerId as a parameter and there is no Cart parameter.
Therefore, first we get CartEnt ity from the database based on the given
customerId.

2. 'The program control iterates through the items retrieved from the CartEntity
object. If the given item already exists then the quantity and price are changed. Else,
it creates a new Item entity from the given Item model and then saves it to the
CartEntity object. The itemExists flagis used to find out whether we need to
update the existing Item or add a new one.

3. Finally, the updated CartEntity object is saved in the database. The latest Item
entity is retrieved from the database, and then gets converted to a model collection
and returned back to the calling program.

Similarly, you can write Service components for others the way you have implemented
it for Cart. Before we start enhancing the Controller classes, we need to add a final
frontier to our overall feature.

Implementing hypermedia

We have learned about hypermedia and Hypermedia As The Engine Of Application
State (HATEOAS) in Chapter 1, RESTful Web Service Fundamentals. Spring provides
state-of-the-art support to HATEOAS using the org. springframework.

boot : spring-boot-starter-hateoas dependency.

First of all, we need to make sure that all models returned as part of the API response
contain the link field. There are different ways to associate links (that is, the org.
springframework.hateoas.Link class) with models, either manually or via auto-
generation. Spring HATEOAS's links and its attributes are implemented according to RFC
8288 (https://tools.ietf.org/html/rfc8288). For example, you can create a
self-link manually as follows:

import static org.springframework.hateoas.server.mvc.
WebMvcLinkBuilder.linkTo;

import static org.springframework.hateoas.server.mvc.
WebMvcLinkBuilder.methodOn;

// other code blocks..
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responseModel .setSelf (1inkTo (methodOn (CartController.class)
.getItemsByUserId (userId, item)) .withSelfRel ())

Here, responseModel is a model object that is returned by the API. It has a field
called _self that is set using the 1inkTo and methodOn static methods. The 1inkTo
and methodoOn methods are provided by the Spring HATEOAS library and allow us to
generate a self-link for a given controller method.

This can also be done automatically by using Spring HATEOAS's
RepresentationModelAssembler interface. This interface mainly exposes
two methods - toModel (T model) and toCollectionModel (Iterable<?
extends T> entities) - that convert the given entity/entities to Model and
CollectionModel respectively.

Spring HATEOAS provides the following classes to enrich the user-defined models with
hypermedia. It basically provides a class that contains links and methods to add those to
the model:

e RepresentationModel: Models/DTOs can extend this to collect the links.

o EntityModel: This extends RepresentationModel and wraps the domain
object (that is, the model) inside it with the content private field. Therefore, it
contains the domain model/DTO and the links.

e CollectionModel: CollectionModel also extends
RepresentationModel. It wraps the collection of models and provides a way to
maintain and store the links.

+ PageModel: PageModel extends CollectionModel and provides ways to
iterate through the pages, such as getNextLink () and getPreviousLink (),
and through page metadata with get TotalPages (), among others.

The default way to work with Spring HATEOAS is to extend RepresentationModel
with domain models as shown in the following snippet:

public class Cart extends RepresentationModel<Cart> implements
Serializable ({

private static final long serialVersionUID = 1L;

@JsonProperty ("customerId")
@JacksonXmlProperty (localName = "customerId")

private String customerId;
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@JsonProperty ("items")
@JacksonXmlProperty (localName = "items")
@Valid

private List<Item> items = null;

Extending RepresentationModel enhances the model with additional methods
including getLink (), hasLink (), and add ().

You know that all these models are being generated by the Swagger Codegen, therefore we
need to configure the Swagger Codegen to generate new models that support hypermedia.
This can be done by configuring the Swagger Codegen using the following config.

json file:
{
// -
"apiPackage": "com.packt.modern.api",
"invokerPackage": "com.packt.modern.api",

}

"serializableModel": true,
"useTags": true,
"useGzipFeature" : true,
"hateoas": true,
"withXml": true,

Jf

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/resources/api/config.json

Adding the hateoas property and setting it to t rue would automatically generate
models that would extend the RepresentationModel class.
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We are halfway there to implement the API business logic. Now, we need to make sure
that links will be populated with the appropriate URL automatically. For that purpose,
we'll extend the RepresentationModelAssemblerSupport abstract class that
internally implements RepresentationModelAssembler. Let's write the assembler
for Cart as shown in the following code block:

@Component

public class CartRepresentationModelAssembler extends
RepresentationModelAssemblerSupport<CartEntity, Carts> {

private ItemService itemService;

public CartRepresentationModelAssembler (ItemService
itemService) {

super (CartsController.class, Cart.class);

this.itemService = itemService;

@Override
public Cart toModel (CartEntity entity) {

String uid = Objects.nonNull (entity.getUser()) ?
entity.getUser () .getId () .toString()
null;

String cid = Objects.nonNull (entity.getId()) *?
entity.getId() .toString() : null;

Cart resource = new Cart () ;
BeanUtils.copyProperties (entity, resource) ;
resource.id (cid) .customerId (uid)

.items (itemService.toModelList (entity.

getItems())) ;
resource.add (1linkTo (methodOn (CartsController.class)
.getCartByCustomerId (uid)) .withSelfRel () ) ;
resource.add (linkTo (methodOn (CartsController.class)
.getCartItemsByCustomerId (uid.toString()))
.withRel ("cart-items")) ;

return resource;
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public List<Cart> toListModel (Iterable<CartEntity>
entities) {

if (Objects.isNull (entities)) return Collections.
emptyList () ;
return StreamSupport.stream(entities.spliterator (), false)

.map (e -> toModel (e)) .collect (toList()) ;

}

The important part in the Cart assembler is extending
RepresentationModelAssemblerSupport and overriding the toModel ()
method. If you look closely, you'll see that CartController.class along with the
Cart model is also passed to Rep using the super () call. This allows the assembler to
generate the links appropriately as is required for the methodOn method shared earlier.
This way, you can generate the link automatically.

You may also need to add additional links to other resource controllers. This you can
achieve by writing a bean that implements RepresentationModelProcessor and
then override the process () method as shown here:

@Override

public Order process (Order model) { model.add(Link.of ("/
payments/{orderId}") .withRel (LinkRelation.of ("payments"))

.expand (model .getOrderId())) ;

return model;

}

You can always refer to https://docs.spring.io/spring-hateoas/docs/
current/reference/html/ for more information.

Enhancing the controller with a service
and HATEOAS

In Chapter 3, API Specifications and Implementation, we created the Controller class
for the Cart API - CartController, which just implements the Swagger Codegen-
generated API specification interface — CartApi. It was just a mere block of code without
any business logic or data persistence calls.
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Now, since we have written the repositories, services, and HATEOAS assemblers, we can
enhance the API controller class as shown here:

@RestController
public class CartsController implements CartApi {

private static final Logger log = LoggerFactory
.getLogger (CartsController.class) ;

private CartService service;

private final CartRepresentationModelAssembler assembler;

public CartsController (CartService service,
CartRepresentationModelAssembler assembler) {

this.service = service;

this.assembler = assembler;

}

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/controller/
CartsController.java

You could see that CartService and CartRepresentationModelAssembler
are injected using the constructor. The Spring container injects these dependencies at
runtime. Then, these can be used as shown in the following code block:

@Override

public ResponseEntity<Cart> getCartByCustomerId (String
customerId)

return ok (

assembler. toModel (service.getCartByCustomerId
(customerId))) ;

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/controller/
CartsController.java
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In the preceding code, you can see that the service retrieves the Cart entity based on
customerId (which internally retrieves it from the repository). This Cart entity then
gets converted into a model that also contains the hypermedia links made available by
Spring HATEOAS's RepresentationModelAssemblerSupport class.

The ok () static method of ResponseEntity is used for wrapping the returned model
that also contains the status 200 OK.

This way you can also enhance and implement the other controllers. Now, we can also add
an ETag to our API responses.

Adding ETags to APl responses

An Entity Tag (ETag) is an HTTP response header that contains a computed hash or
equivalent value of the response entity and a minor change in the entity must change its
value. HTTP request objects can then contain the If-None-Matchand If-Match
headers for receiving the conditional responses.

Let's call an API for retrieving the response with an ETag as shown next:

$ curl -v --location --request GET 'http://localhost:8080/
api/vl/products/6d62d909-£957-430e-8689-b5129c0bb75e' -header
'Content-Type: application/json' --header 'Accept: application/
json'

Note: Unnecessary use of -X or --request, GET is already
inferred.

* Trying ::1...

* TCP_NODELAY set

* Connected to localhost (::1) port 8080 (#0)
> GET /api/vl/products/6d62d909-£957-430e-8689-b5129c0bb75e
HTTP/1.1

> Host: localhost:8080
> User-Agent: curl/7.55.1
> Content-Type: application/json

> Accept: application/json

< HTTP/1.1 200

< ETag: "098e97de3b61db55286£f5£2812785116£f"
< Content-Type: application/json

< Content-Length: 339
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" links": {
"self": {

"href": "http://localhost:8080/6d62d909-f957-430e-
8689-b5129c0bb75e"

}l
"id": "6d62d909-£f957-430e-8689-b5129c0bb75e",
"name": "Antifragile",

"description": "Antifragile - Things that gains from
disorder. By Nassim Nicholas Taleb",

"imageUrl": "/images/Antifragile.jpg",
"price": 17.1500,
"count": 33,
"tag": [
"psychology",
"book"

}

Then, you can copy the value from the ETag header to the If-None-Match header and
send the same request again with the If-None-Match header:

$ curl -v --location --request GET 'http://localhost:8080/
api/vl/products/6d62d909-£957-430e-8689-b5129c0bb75e"’
--header 'Content-Type: application/json' --header
'Accept: application/json' --header 'If-None-Match:
"098e97de3b61db55286£5£2812785116£""'

Note: Unnecessary use of -X or --request, GET is already
inferred.

* Trying ::1...
* TCP_NODELAY set
* Connected to localhost (::1) port 8080 (#0)

> GET /api/vl/products/6d62d909-£f957-430e-8689-b5129¢c0bb75e
HTTP/1.1

> Host: localhost:8080

> User-Agent: curl/7.55.1

> Content-Type: application/json
> Accept: application/json
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> If-None-Match: "098e97de3b61db55286£5£2812785116f"
>

< HTTP/1.1 304

< ETag: "098e97de3b61db55286£5£2812785116f"

You can see that since there is no change to the entity in the database, and it contains the
same entity, it sends a 304 response instead of sending the proper response with 200 OK.

The easiest and simplest way to implement ETags is using Spring's
ShallowEtagHeaderFilter as shown here:

@Bean
public ShallowEtagHeaderFilter shallowEtagHeaderFilter () {

return new ShallowEtagHeaderFilter () ;

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-
Spring-Boot/blob/main/Chapter04/src/main/java/com/packt/modern/api/ AppCon-
fig.java

For this implementation, Spring calculates the MD5 hash from the cached content written
to the response. Next time, when it receives a request with the If-None-Match header,
it again creates the MD5 hash from the cached content written to the response and then
compares these two hashes. If both are the same, it sends the 304 NOT MODIFIED
response. This way it will save bandwidth but computation will be performed there using
the same CPU computation.

We can use the HTTP cache control (org. springframework.http.
CacheControl) class and use the version or similar attribute that gets updated for each
change, if available, to avoid unecessary CPU computation and for better ETag handling as
shown next:

Return ResponseEntity.ok ()
.cacheControl (CacheControl .maxAge (5, TimeUnit.DAYS))
.eTag (prodcut .getModifiedDateInEpoch () )
.body (product) ;

Adding an ETag to the response also allows Ul apps to determine whether a page/object
refresh is required, or an event needs to be triggered, especially where data changes
frequently in applications such as providing live scores or stock quotes.
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Testing the APIs

Now, you must be looking forward to testing. You can find the Postman (API client)
collection at the following location, which is based on Postman Collection version 2.1.
You can import it and then test the APIs:

https://github.com/PacktPublishing/Modern-API-Development-with-Spring-and-Spring-
Boot/blob/main/Chapter04/Chapter04.postman_collection.json

Building and running the service

You can build the code by running gradlew clean build from the
root of the project, and run the service using java -jar build/libs/
Chapter04-0.0.1-SNAPSHOT. jar. Make sure to use Java 15 in the
path.

Summary

In this chapter, we have learned about database migration using Flyway, maintaining
and persisting data using repositories, and writing business logic to services. You have
also learned how hypermedia can automatically be added to API responses using
Spring HATEOAS assemblers. You have now learned about the complete RESTful API
development practices, which allows you to use these skill in your day-to-day work
involving RESTful API development.

So far we have written synchronous APIs. In the next chapter, you will learn about async
APIs and how to implement them using Spring.

Questions

1. Why is the @Repository class used?

2. Isit possible to add extra imports or annotations to Swagger-generated classes or
models?

3. How is ETag useful?

Further reading

o Spring HATEOAS: https://docs.spring.io/spring-hateoas/docs/
current/reference/html/

e RFC-8288:https://tools.ietf.org/html/rfc8288
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» Avideo on Spring HATEOAS: https://subscription.packtpub.com/
video/programming/9781788993241/p3/video3 6/using-spring-
hateoas

o The Postman tool: https://learning.postman.com/docs/getting-
started/sending-the-first-request/
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Asynchronous
API Design

So far, we have developed RESTful web services based on the traditional model, where
calls are synchronous. What if you want to make code async and non-blocking? This
is what we are going to do in this chapter. You'll learn about asynchronous API design
in this chapter, where calls are asynchronous and non-blocking. We'll develop these
APIs using Spring WebFlux, which is itself based on Project Reactor (https://
projectreactor.io).

First, we'll walk through the Reactive programming fundamentals, and then we'll
migrate the existing e-commerce REST API (which we learned about in Chapter 4,
Writing Business Logic for APIs) to an asynchronous (Reactive) API to make things
easier by co-relating and comparing the existing (imperative) way and Reactive way of
programming.
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We'll discuss the following topics in this chapter:

o Understanding Reactive Streams

« Exploring Spring WebFlux

« Understanding DispatcherHandler

« Controllers

« Functional endpoints

« Implementing Reactive APIs for our e-commerce app

At the end of this chapter, you will learn how to develop and implement the reactive APIs
and explore the async API development.

Technical requirements

You need the following to execute the code in this chapter:

o Any Java IDE, such as NetBeans, Intelli], or Eclipse
o Java Development Kit (JDK) 15
o An internet connection to clone the code and download the dependencies and Gradle

o Postman/cURL (for API testing)

The code present in this chapter is found at https://github. com/
PacktPublishing/Modern-API-Development-with-Spring-and-Spring-
Boot/tree/main/Chapter05.

Understanding Reactive Streams

Normal Java code achieves asynchronicity by using thread pools. Your web server uses

a thread pool for serving requests - it assigns a thread to each incoming request. The
application uses the thread pool for database connections. Each database call uses

a separate thread and waits for the result. Therefore, each web request and database

call uses its own thread. However, there is a wait associated with this and therefore, these
are blocking calls. The thread waits and utilizes the resources until a response is received
back from the database or a response object is written. This is kind of a limitation when
you scale as you can only use the resources available to JVM. You overcome this limitation
by using a load balancer with other instances of the service, which is a type of horizontal
scaling.
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In the last decade, there has been a rise in client-server architecture. Lots of l[oT-enabled
devices, smartphones that have native apps, first-class web apps, and traditional web
applications have emerged. Applications not only have third-party services but also
have various sources of data, which leads to higher-scale applications. On top of that,
microservice-based architecture has increased the communication among services
themselves. You need lots of resources to serve this higher-network communication
demand. This makes scaling a necessity. Threads are expensive and not infinite. You
don't want to block them for effective utilization. This is where asynchronicity helps.

In asynchronous calls, threads become free as soon as a call is done and use a callback
utility such as JavaScript. When data is available at the source, it pushes the data. Reactive
Streams uses the publisher-subscriber model, where the source of data, the publisher,
pushes the data to the subscriber.

You might be aware that, on the other hand, Node.js uses a single thread to make use
of most resources. It is based on an asynchronous non-blocking design, known as an
event loop.

Reactive APIs are also based on an event loop design and use push-style notifications.
If you look closely, Reactive Streams also supports Java Streams operations such as map,
flatMap, and filter. Internally, Reactive Streams uses a push style, whereas

a Java Stream works on a pull model; that is, items are pulled from the source, such

asa Collection. In Reactive, the source (publisher) pushes the data.

In Reactive Streams, streams of data are asynchronous and non-blocking and support
back-pressure. (Refer to the Subscriber section of this chapter for an explanation of
back-pressure.)

There are four basic types as per the Reactive Streams specification:
o Publisher
« Subscriber

o Subscription

e Processor

Let's have a look at each.
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Publisher

The publisher provides a stream of data to one or more subscribers. A subscriber uses
the subscriber () method to subscribe to a publisher. Each subscriber should only
subscribe once to a publisher. Most importantly, the publisher pushes data according to
the demand received from subscribers. Reactive streams are lazy; therefore, the publisher
will only push an element if there is a subscriber.

A publisher is defined as follows:

package org.reactivestreams;

// T - type of element Publisher sends
public interface Publisher<Ts> {

public void subscribe (Subscriber<? super T> s);

Subscriber

The subscriber consumes the data pushed by the publisher. Publisher-subscriber
communication works as follows:

1. When a Subscriber instance is passed to the Publisher. subscribe ()
method, it triggers the onSubscribe () method. It contains a Subscription
parameter that controls the back-pressure, that is, how much data a subscriber
demands from the publisher.

2. After the first step, Publisher waits for the Subscription.request (long)
call. It only pushes data to Subscriber after the Subscription.request ()
call is made. This method demands the number of elements from Publisher.

Normally, the publisher pushes the data to the subscriber, irrespective of whether
the subscriber can handle it safely or not. However, the subscriber knows best how
much data it can handle safely; therefore, in Reactive streams, Subscriber uses
the Subscription instance to communicate the demand for the number of
elements to Publisher. This is known as back-pressure or flow control.

You must be wondering, what if Publisher asks Subscriber to slow down but
it can't? In that case, Publisher has to decide whether to fail, drop, or buffer.

WOW! eBook
www.wowebook.org



Understanding Reactive Streams 115

3. Once the demand is made using step 2, Publisher sends the data notifications
and the onNext () method is used to consume it. It will be triggered until the data
notifications are pushed by Publisher according to the demand communicated
by Subscription.request ().

4. Atthe end, either onError () or onCompletion () will be triggered as the
terminal state. No notification will be sent after one of these invocations has been
triggered even if you call Subscription.request (). The following are the
terminal methods:

a. onError () would be invoked the moment any error occurs.
b. onCompletion () would be invoked when all elements are pushed.

The Subscriber interface is defined as follows:

package org.reactivestreams;

// T - type of element Publisher sends

public interface Subscriber<Ts> {

public void onSubscribe (Subscription s) ;
public void onNext (T t) ;
public void onError (Throwable t) ;

public void onComplete () ;

Subscription

A subscription is a mediator between the publisher and subscriber. It is the subscriber's
responsibility to invoke the Subscription. subscriber () method and let the
publisher know of the demand. It can be invoked as and when required by the subscriber.
The cancel () method asks the publisher to stop sending data notifications and to clean
up the resources.
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A subscription is defined as follows:

package org.reactivestreams;

public interface Subscription ({
public void request (long n) ;

public void cancel () ;

Processor

The processor is a bridge between the publisher and subscriber and represents the
processing stage. It works as both a publisher and subscriber and obeys the contract
defined by both. It is defined as follows:

package org.reactivestreams;

public interface Processor<T, R> extends Subscriber<Ts,
Publisher<R> {

}

Let's have a look at the following example. Here, we are creating Flux by using the
Flux.just () static factory method. Flux is a type of publisher in Project Reactor. This
publisher contains four integer elements. Then, we use the reduce operator (similar to
Java Streams) to perform a sum operation on it:

Flux<Integer> fluxInt = Flux.just(l, 10, 100, 1000) .log() ;
fluxInt.reduce (Integer: :sum)

.subscribe (sum -> System.out.printf ("Sum is: %d4d", sum)) ;
When you run this code, it prints the following output:

11:00:38.074 [main] INFO reactor.Flux.Array.l - |
onSubscribe ( [Synchronous Fuseable] FluxArray.ArraySubscription)

11:00:38.074 [main] INFO reactor.Flux.Array.l - |
request (unbounded)

11:00:38.084 [main] INFO reactor.Flux.Array.
11:00:38.084 [main] INFO reactor.Flux.Array.
11:00:38.084 [main] INFO reactor.Flux.Array.
11:00:38.084 [main] INFO reactor.Flux.Array.

onNext (1)
onNext (10)
onNext (100)
onNext (1000)

I = R S R
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11:00:38.084 [main] INFO reactor.Flux.Array.l - | onComplete ()
Sum is: 1111

Process finished with exit code 0

Looking at the output, when Publisher is subscribed, Subscriber sends an
unbounded Subscription.request (). When the first element is notified,
onNext () is called, and so on. At the end, when the publisher is done with the push
elements, the onComplete () event is called. This is how Reactive streams work.

Now that you have an idea of how Reactive streams work, let's see how and why Spring
makes use of these Reactive streams in the Spring WebFlux module.

Exploring Spring WebFlux

Existing Servlet APIs are blocking APIs. They use input and output streams, which block
APIs. Servlet 3.0 containers evolve and use the underlying event loop. Async requests are
processed asynchronously but read and write operations still use the input/output streams
that are blocking. The Servlet 3.1 container evolves further and supports asynchronicity,
and has the non-blocking I/O stream APIs. However, there are certain Servlet APIs, such
as request .getParameters (), that parse the request body that is blocking and
provide synchronous contracts such as Filter. The Spring MVC framework is based on
the Servlet API and Servlet containers.

Therefore, Spring provides Spring WebFlux, which is fully non-blocking and provides
back-pressure functionality. It provides concurrency with a small number of threads
and scales with fewer hardware resources. WebFlux provides fluent, functional, and
continuation-style APIs to support the declarative composition of asynchronous logic.
Writing asynchronous functional code is more complex than writing imperative-style
code. However, once you get hands-on with it, you will love it because it allows you to
write precise and readable code.

Both Spring WebFlux and Spring MVC can co-exist; however, you should never mix a
Reactive flow with blocking calls for the effective use of the Reactive programming model.

Spring WebFlux supports the following features and archetypes:

« The event loop concurrency model
» Both annotated controllers and functional endpoints
 Reactive clients

o+ Netty and Servlet 3.1 container-based web servers, such as Tomcat, Undertow,
and Jetty
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Let’s dig deep to understand how WebFlux works by understanding the Reactive APIs and
Reactor Core.

Reactive APIs

Spring WebFlux APIs are Reactive APIs and accept Publisher as plain input. WebFlux
then adapts it to a type supported by a Reactive library such as Reactor Core or RxJava. It
then processes the input and returns the output based on the supported Reactive library's
type. This allows WebFlux APIs to be interoperable with other Reactive libraries.

By default, Spring WebFlux uses Reactor (https://projectreactor.io) asa core
dependency. Project Reactor provides Reactive Streams library. As stated in the previous
paragraph, WebFlux accepts the input as Publisher, then adapts it to a Reactor type,
and then returns it as Mono or Flux output.

You know that Publisher in Reactive Streams pushes the data to its subscribers based
on demand. It can push one or more (possibly infinite) elements. Project Reactor takes it
further and provides two Publisher implementations, namely Mono and Flux. Mono
can return either 0 or 1 to Subscriber, whereas Flux returns 0 to N elements. Both are
abstract classes that implement the CorePublisher interface. The CorePublisher
interface extends the publisher.

Normally, we have the following methods in the repository:

public Product findById(UUID id) ;
public List<Product> getAll () ;

These can be replaced with Mono and Flux:

Public Mono<Product> findById(UUID id) ;
public Flux<Product> getAll () ;

There is the concept of hot and cold streams. The source is restarted if there are multiple
subscribers for cold streams and the same source is used for multiple subscribers in hot
streams. Project Reactor streams are, by default, cold. Therefore, once you consume a
stream, you can't reuse it until restarted. However, Project Reactor allows you to turn a
cold stream into a hot one by using cache () methods. These two methods are available
in both Mono and F1lux abstract classes.
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Let's understand the cold and hot stream concepts with some examples:

Flux<Integer> fluxInt = Flux.just (1, 10, 100) .log() ;
fluxInt.reduce (Integer: :sum)

.subscribe (sum -> System.out.printf ("Sum is: %d\n", sum)) ;
fluxInt.reduce (Integer: :max)
(

.subscribe (max -> System.out.printf ("Maximum is: %d4d",
max) ) ;

Here, we are creating Flux of three numbers. Then, we are performing two operations
separately — sum and max. You can see that there are two subscribers. By default, Project
Reactor streams are cold; therefore, when a second subscriber registers, it restarts, as
shown in the following output:

11:23:35.060 [main] INFO reactor.Flux.Array.l - |
onSubscribe ( [Synchronous Fuseable] FluxArray.ArraySubscription)

11:23:35.060 [main] INFO reactor.Flux.Array.l - |
request (unbounded)

11:23:35.060 [main] INFO reactor.Flux.Array.l - | onNext (1)
11:23:35.060 [main] INFO reactor.Flux.Array.l - | onNext (10)
11:23:35.060 [main] INFO reactor.Flux.Array.l - | onNext (100)
11:23:35.060 [main] INFO reactor.Flux.Array.l - | onComplete ()

Sum is: 111

11:23:35.076 [main] INFO reactor.Flux.Array.l - |
onSubscribe ( [Synchronous Fuseable] FluxArray.ArraySubscription)

11:23:35.076 [main] INFO reactor.Flux.Array.l - |
request (unbounded)

11:23:35.076 [main]

11:23:35.076 [main]

11:23:35.076 [main] INFO reactor.Flux.Array.l -
11:23:35.076 [main]

Maximum is: 100

onNext (1)
onNext (10)
onNext (100)
onComplete ()

INFO reactor.Flux.Array.l -
INFO reactor.Flux.Array.l -

INFO reactor.Flux.Array.l -
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The source is created in the same program, but what if the source is somewhere else,

such as in an HT'TP request, or you don't want to restart the source? In these cases, you
can turn the cold stream into a hot stream by using cache (), as shown in the next code
block. The only difference between this one and the previous code is that we have added a
cache () callto Flux.just ():

Flux<Integer> fluxInt =

fluxInt.reduce (Integer: : sum)

.subscribe (sum -> System.out.printf ("Sum is:

fluxInt.reduce (Integer: :max)

Flux.just (1,

10,

100) .1log () .cache() ;

$d\n", sum)) ;

.subscribe (max -> System.out.printf ("Maximum is: %d4d",
max) ) ;

Now, look at the output. The source has not restarted; instead, the same source is used

again:

11:29:25.665
onSubscribe ( [Synchronous

11:29:25.665
request (unbounded)

11:
1L g
11:
829825

11

29825,
.665
.665
.665
111

29:25
29:25

Sum is:

665

Maximum is:

[main]

[main]

[main]
[main]
[main]

[main]

100

INFO

INFO

INFO
INFO
INFO
INFO

reactor.Flux.Array.l - |

Fuseable]

reactor.Flux.Array.1l

reactor
reactor
reactor

reactor

Flux
Flux
CFlux
.Flux

.Array.1l
.Array.1
.Array.1l
.Array.1l

FluxArray.ArraySubscription)

onNext (1)
onNext (10)
onNext (100)
onComplete ()

Now we have got to the crux of Reactive APIs, let's see what Spring WebFlux's Reactive
Core consists of.

Reactive Core

This provides a foundation for developing a Reactive web application with Spring. A web
application needs three levels of support for serving HTTP web requests:

Handling of web requests by the server:

a. HttpHandler: An interface that is an abstraction of a request/response handler

over different HTTP server APIs, such as Netty or Tomcat:

public interface HttpHandler {

Mono<Void> handle (ServerHttpRequest request,
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ServerHttpResponse response) ;

}

b. WebHandler: Provides support for user sessions, request and session attributes,
a locale and principal for the request, form data, and so on

« Handling of a web request call by the client using WebClient

o Codecs (Encoder, Decoder, HttpMessageWriter, HttpMessageReader,
and DataBuf fer) for the serialization and deserialization of content at both the
server and client level for the request and response

These components are at the core of Spring WebFlux. WebFlux application configuration
also contains the following beans - webHandler (DispatcherHandler),
WebFilter, WebExceptionHandler, HandlerMapping, HandlerAdapter, and
HandlerResultHandler.

For REST service implementation, there are specific HandlerAdapter instances

for the following web servers — Tomcat, Jetty, Netty, and Undertow. A web server

such as Netty, which supports Reactive Streams, handles the subscriber's demands.
However, if the server handler does not support Reactive Streams, then the org.
springframework.http.server.reactive.ServletHttpHandlerAdapter
HTTP HandlerAdapter is used. It handles the adaptation between Reactive Streams
and Servlet 3.1 container async I/O and implements a Subscriber class. This uses the
OS TCP bufters. OS TCP uses its own back-pressure (control flow); that is, when the
buffer is full, the OS uses the TCP back-pressure to stop incoming elements.

The browser, or any HTTP client, consumes REST APIs using the HTTP protocol.
When a request is received by the web server, it forwards it to the Spring WebFlux
application. Then, WebFlux builds the Reactive pipeline that goes to the controller.
HttpHandler is an interface between WebFlux and the web server that communicates
using the HT'TP protocol. If the underlying server supports Reactive Streams,

such as Netty, then the subscription is done by the server natively. Else, WebFlux

uses ServletHttpHandlerAdapter for Servlet 3.1 container-based servers.
ServletHttpHandlerAdapter then adapts the streams to async I/O Servlet

APIs and vice versa. Then, the subscription of Reactive Streams happens with
ServletHttpHandlerAdapter.

Therefore, in summary, Mono/Flux streams are subscribed by WebFlux internal classes,
and when the controller sends a Mono/F1lux stream, these classes convert it into HTTP
packets. The HTTP protocol does support event streams. However, for other media

types, such as JSON, Spring WebFlux subscribes the Mono/Flux streams and waits until
onComplete () or onError () is triggered. Then, it serializes the whole list of elements,
or a single element in the case of Mono, in one HTTP response.
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Spring WebFlux needs a component similar to DispatcherServlet in Spring MVC -
a front controller. Let's discuss this in the next section.

Understanding DispatcherHandler

DispatcherHandler, a front controller in Spring WebFlux, is what
DispatcherServlet isin the Spring MVC framework. DispatcherHandler
contains an algorithm that makes use of special components - HandlerMapping
(maps requests to the handler), HandlerAdapter (a DispatcherHandler helper to
invoke a handler mapped to a request), and HandlerResultHandler (a palindrome
of words, for processing the result and forming results) - for processing requests. The
DispatcherHandler component is identified by a bean named webHandler.

It processes requests in the following way:

1. A web request is received by DispatcherHandler.

2. DispatcherHandler uses HandlerMapping to find a matching handler for
the request and uses the first match.

3. It then uses the respective HandlerAdapter to process the request, which
exposes the HandlerResult (return value after processing). The return value
could be one of the following - ResponseEntity, ServerResponse, values
returned from @RestController, or values (CharSequence, view, map, and
so on) returned by a view resolver.

4. 'Then, it makes use of the respective HandlerResultHandler to
write the response or render a view based on the HandlerResult type
received from step 2. ResponseEntityResultHandler is used for
ResponseEntity, ServerResponseResultHandler is used for
ServerResponse, ResponseBodyResultHandler is used for values
returned by @RestController or @ResponseBody-annotated methods, and
ViewResolutionResultHandler is used for values returned by the view
resolver.

5. 'The request is completed.

You can create REST endpoints in Spring WebFlux using either an annotated controller
such as Spring MVC or functional endpoints. Let's explore these in the next sections.
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Controllers

The Spring team has kept the same annotations for both Spring MVC and Spring WebFlux
as these annotations are non-blocking. Therefore, you can use the same annotations we
have used in previous chapters for creating REST controllers. There, the annotation runs
on Reactive Core and provides a non-blocking flow. However, you, as the developer, have
the responsibility of maintaining a fully non-blocking flow and maintaining the Reactive
chain (pipeline). Any blocking calls in a Reactive chain would convert the Reactive chain
into a blocking call.

Let's create a simple REST controller that supports non-blocking and Reactive calls:

@RestController
public class OrderController ({

@RequestMapping (value = "/api/vl/orders",
method = RequestMethod.POST)
public ResponseEntity<Order> addOrder (@RequestBody NewOrder
newOrder) {

// -

@RequestMapping (value = "/api/vl/orders/{id}",
method = RequestMethod.GET)
public ResponseEntity<Order> getOrderById(@PathVariable ("id")
String id) {
/]

}

You can see that it uses all the annotations that we have used in Spring MVC:

» @RestController is used for marking a class as a REST controller. Without this,
the endpoint won't register and the request will be returned as NOT FOUND 404.

+ @RequestMapping is used for defining the path and HTTP method. Here, you
can also use @PostMapping with just the path. Similarly, for each of the HT TP
methods, a respective mapping is there, such as @GetMapping.
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o The @RequestBody annotation marks a parameter as a request body,
and an appropriate codec would be used for conversion. Similarly, there is
@PathVariable and @RequestParam for the path parameter and query
parameter, respectively.

We are going to use an annotation-based model for writing the REST endpoints. You'll get
a closer look when we implement the e-commerce app controllers using WebFlux. Spring
WebFlux also provides a way to write a REST endpoint using a functional programming
style that you'll explore in the next section.

Functional endpoints

The REST controllers we coded using Spring MVC were written in imperative-

style programming. Reactive programming, on the other hand, is functional-style
programming. Therefore, Spring WebFlux also allows an alternative way to define REST
endpoints, using functional endpoints. These also use the same Reactive Core foundation.

Let's see how we can write the same order REST endpoint using a functional endpoint:

import static org.springframework.http.MediaType.APPLICATION
JSON;

import static org.springframework.web.reactive.function.server.
RequestPredicates. *;

import static org.springframework.web.reactive.function.server.
RouterFunctions.route;

OrderRepository repository =

OrderHandler handler = new OrderHandler (repository) ;

RouterFunction<ServerResponse> route = route()

.GET ("/v1l/api/orders/{id}", accept (APPLICATION JSON),
handler: :getOrderById)

.POST ("/vl/api/orders", handler::addOrder)
.build() ;
public class OrderHandler {
public Mono<ServerResponse> addOrder (ServerRequest req) {
//
}

public Mono<ServerResponse> getOrderByIld (ServerRequest req)
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!/

}

You can see that the RouterFunctions.route () builder allows you to write all the
REST routes in a single statement using the functional programming style. Then, it uses
the method reference of the handler class to process the request, which is exactly the same
as the @RequestMapping body of an annotation-based model.

Let's add the following code in the OrderHandler methods:

public class OrderHandler ({
public Mono<ServerResponse> addOrder (ServerRequest req) {
Mono<NewOrder> order = req.bodyToMono (NewOrder.class) ;

return ok () .build(repository.save (toEntity (order))) ;

}

public Mono<ServerResponse> getOrderByIld (ServerRequest req)

String orderId = reqg.pathVariable ("id") ;
return repository.getOrderById (UUID.fromString (orderId))
.flatMap (order -> ok ()
.contentType (APPLICATION JSON) .
bodyValue (toModel (order) ) )
.switchIfEmpty (ServerResponse.notFound () .build()) ;

}

Unlike the @RequestMapping () mapping methods in the REST controller, handler
methods don't have multiple parameters such as body, path, or query parameters.
They just have a ServerRequest parameter, which can be used to extract the body,
path, and query parameters. In the addOrder method, the Order object is extracted
using request . bodyToMono (), which parses the request body and then converts
it into an Order object. Similarly, the ID is extract from a request using request.
pathVariable () in the getOrderById () handler method.

Now, let's discuss the response. The handler method uses the ServerResponse object
in comparison to ResponseEntity in Spring MVC. Therefore, the ok () static method
looks like it's from ResponseEntity, but it is from org. springframework.
web.reactive.function.server.ServerResponse.ok. The Spring team

has tried to keep the API as similar as possible to Spring MVC; however, the underlying
implementation differs and provides a non-blocking Reactive interface.
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The last point about these handler methods is the way a response is written. It uses a
functional style instead of an imperative style and makes sure that the Reactive chain does
not break. The repository returns the Mono object (a publisher) in both cases and returns
it as a response wrapped inside ServerResponse.

You can find interesting code in the getOrderById () handler method. It performs

a flatMap operation on the received Mono object from the repository. It converts it

from an entity into a model, then wraps it in a ServerResponse object and returns

the response. You must be wondering what happens if the repository returns null.

The repository returns Mono as per the contract, which is similar in nature to the Java
Optional class. Therefore, the Mono object can be empty but not null, as per the
contract. If the repository returns an empty Mono, then the switchIfEmpty () operator
will be used and a NOT FOUND 404 response will be sent.

In the case of an error, there are different error operators that can be used, such as
doOnError () or onErrorReturn ().

We have discussed the logic flow using the Mono type; the same explanation will apply if
you use the Flux type in place of the Mono type.

We have discussed a lot of theory relating to Reactive, asynchronous, and non-blocking
programming in a Spring context. Let's jump into coding and migrate the e-commerce
API developed in Chapter 4, Writing Business Logic for APIs, to a Reactive API

Implementing Reactive APIs for our
e-commerce app

Now that you have an idea of how Reactive streams work, we can go ahead and implement
REST APIs that are asynchronous and non-blocking.

You'll recall that we are following the design-first approach, so we need the API design
specification first. However, we can reuse the e-commerce API specification we created
previously in Chapter 3, API Specifications and Implementation.

OpenAPI Codegen is used for generating the API interface