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Foreword

SQL is a powerful language. With a few lines, you can answer complex questions.

PL/SQL includes many extensions to make SQL even easier to work with. This tight
integration makes these languages perfect for data management.

Yet it can be unclear which SQL or PL/SQL features you should use to solve a
problem. The documentation for Oracle Database is huge. Browsing through it in the
hopes of finding the syntax or feature to help you is an endless task.

Sadly, this means many applications have pages of code re-creating features Oracle
Database offers. Often this is because the developers were unaware this functionality
was available to them.

So, I'm thrilled to see Alex and Patrick write this book. They have a long history of
sharing their knowledge to help others use Oracle Database. Their real-world experience
and willingness to help others understand Oracle SQL and PL/SQL have led both to the
deserved recognition of Oracle ACE Director. This makes them ideal candidates to make
this guide.

Reading this book will teach you how to use the more powerful database options,
many of which are unavailable on other platforms. It’s filled with examples to show you
how this SQL and PL/SQL language features work. But most importantly, the scripts help
illustrate when and why you should use these options.

When working with any technology, I think you should know what features it offers.
Using inbuilt functionality saves you time and simplifies your code. Alex and Patrick
have done a great job showing you how to do this.

I've learned a lot from them both over the years. I hope this book helps you write
better SQL and PL/SQL too.

—Chris Saxon, Oracle Developer Advocate
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Introduction

When writing a book on database technology, you have to come up with a data set to
write your examples with. We could have used the standard EMP and DEPT tables that
have been available in the SCOTT schema forever. Still, since this is a book on modern
Oracle Database programming, we wanted to use a different data set.

Because we are both fans of Formula 1 and Oracle is a big sponsor of the Red Bull
Racing team, which happens to be the team where our countryman Max Verstappen is
driving, we went looking for a Formula 1-related data set. Of course, not all examples in
this book are related to Max; many other drivers and results also play an important role.

The Ergast Developer API (https://ergast.com/mrd/) lets you query all kinds of
motor racing data and retrieve that in multiple formats. This site also offers all the tables
in a CSV format, so we created an FIDATA schema where we could import the data. The
original data set was a MySQL database, so we had to make some minor tweaks to the
data model.

The source files for this book can be found on GitHub at https://github.com/
Apress/modern-oracle-database-programming.

Part I: Advanced Basics

In the first part of the book, several topics are bundled together, which should be in the
toolbox of every Oracle Database developer. Frequently we meet experienced developers
unfamiliar with collections and bulk operations, which have been around forever. The
same is true for ANSI joins, analytic functions, row pattern matching, or conditional
compilation.

Part ll: Multiple Techniques and Languages

The second part of the book highlights the integration between SQL and PL/
SQL. Keeping context switches between the SQL and PL/SQL engine to a minimum is
always better for performance.

xxi


https://ergast.com/mrd/
https://github.com/Apress/modern-oracle-database-programming
https://github.com/Apress/modern-oracle-database-programming

INTRODUCTION

After the introduction of JSON into Oracle Database, it has taken flight in
functionality and performance. There is a lot to learn when dealing with JSON in the
database, and there are several chapters to get a headstart.

Part lll: Oracle-Provided Functionality

Out of the box, Oracle Database has a lot of functionality ready to use. In the third part of
this book, some of these functionalities play a central role.

Even if APEX is not used for front-end development, it offers some very useful
packages that can be used in everyday database development. Edition-based
redefinition enables zero downtime upgrades of your bespoke application. Getting
data that is currently based on a period where it is valid can be handled by the database
without having to write complicated SQL statements.

The Schema in the Oracle Cloud

The data model used for most of the examples in this book was taken from the Ergast
motor racing data website (https://ergast.com/mrd/) and imported into Oracle
Database 19c and 21c.

A schematic display of the Ergast F1 data model is displayed in Figure I-1. We used
Oracle Always Free Cloud Services for our database. We took the following steps to get
the schemas up and running. Assuming you already have a database created and have
access to the admin user.
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INTRODUCTION

Figurel-1. FIDATA schema

Execute the following scripts using the schema listed.

Schema Description Script

ADMIN Create a user F1DATA. FiData Create User
F1DATA  Create the tables. FiData_Tables
F1DATA  Apply the comments to the columns. FiData_Comments

F1IDATA  Create public synonyms and grant access to the tablesto  FiData_Grants And_
the public. Synonyms

F1IDATA  Create the polymorphic table function to split the CSV lines. Fi1Data_Separated PTF
The function is explained in Chapter 8.
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INTRODUCTION

In the cloud console, perform the following steps.

Create a bucket in your cloud environment to store the CSV files.
Create a pre-authenticated request for this bucket.
Go to Create Pre-Authenticated Request.

¢ View Bucket Details :

Create Pre-Authenticated Request S
Move Resource

Edit Visibility

Add Tags

View Tags

Delete

Figure I-2. Create a Pre-Authenticated Request menu

Fill in the details and click Create Pre-Authenticated Request.
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Create Pre-Authenticated Request

Mame

par-F1Data
Pre-Authenticated Request Target

Bucket Object

Create a pre-authenticated request that ap- Create a pre-authenticated request that ap-
plies to all objects in the bucket, + || plies to a specific object.

Access Type
© Permit object reads
Permit object writes
Permit object reads and writes

Enabie Object Listing
Lel users list the objects in the bucket.

Expiration

Dec 29, 2022 03:56 UTC

Create Pre-Authenticated Request [eETi=]

Figure I-3. Create Pre-Authenticated Request

INTRODUCTION

Objects with prefix

Create a pre-authenticated request that ap-
plies to all objects with a specific prefix.

Copy the Pre-Authenticated Request URL and store it in a safe place. /t will not be shown again.

Pre-Authenticated Request Details

Name Read-Only

| par-F1Data

Pre-Authenticated Request URL Read-Only

https.//objectstorage

E Copy this URL for your records. It will not be shown again.

Close

Figure I-4. Pre-Authenticated Request Details

vispipaway | [J




INTRODUCTION

Download the latest CSV files from the Ergast Developer APl http://ergast.com/downloads/
website. fidb_csv.zip

Unzip the CSV to your local machine.
Upload the files to your bucket.

Create an object store auth token.
Go to User settings.

2 2 ® &

Profile

User settings

Console settings

Sign out

Figure I-5. User settings
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Click Auth Tokens under Resources.

Resources

Groups

API Keys

Auth Tokens

Customer Secret Keys
Database Passwords

OAuth 2.0 Client Credentials
SMTP Credentials

Figure I-6. Auth Tokens

Click Generate Token.

Auth Tokens

FigureI-7. Generate Token

INTRODUCTION
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Copy the generated token and store it in a safe place. It will not be shown again.

Generate Token Help

=

(&)} Generated Token
Cli)]'.)}-r this token for your records. It will not be shown again_

= Show Copy

Close

Figure I-8. Generated token

In the ADMIN schema, execute the following files.

Schema Description Script

ADMIN Create a credential. Replace FiData Create Credential
<<Authorization Token>> with the token
you generated in the previous step.

ADMIN Import the data into the tables. Replace FiData_Import Data
<<URL Path (URI)>> with your Pre-Authenticated
Request URL path.
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CHAPTER 1

Underutilized
Functionality
and Enhancements

With each Oracle Database release, more and more functionality is added to make
database development easier, simpler, and/or more performant. Some of these
enhancements are still relatively unknown to the average developer, and that’s a shame.
Oracle Database has a lot to offer, which should be exploited to its full potential before
you roll your own solution. In this chapter, the focus is on these functions that deserve
more attention, like bulk operations, compound triggers, and error logging, to name a
few. This chapter gives a short introduction and example of how to use them to raise
awareness and for you to explore further. See the introduction for the tables used to
follow along with the examples.

Merge

Let’s say you want to update the CONSTRUCTORRESULTS table based on the RESULTS
table. You could create a PL/SQL block to determine which rows already exist and need
updating and which ones need to be created. But you can do this in a single merge
statement.

The MERGE statement (introduced in Oracle Database 9i) conditionally inserts or
updates data in a table, depending on its presence. If the record doesn’t exist, it is
inserted; if the record already exists, it is updated. An optional delete where clause can
be added to the matched clause. This deletes only those rows that match the on clause
and the delete where clause. This technique is displayed in Listing 1-1.

© Alex Nuijten, Patrick Barel 2023
A. Nuijten and P. Barel, Modern Oracle Database Programming, https://doi.org/10.1007/978-1-4842-9166-5_1
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Listing 1-1. Merge the RESULTS into the CONSTRUCTORRESULTS table

merge into constructorresults tgt
using (select rsl.raceid as raceid
, rsl.constructorid as constructorid
, sum( rsl.points ) as points
from fidata.results rsl
where 1sl.raceid = g raceids(indx).raceid
and rsl.constructorid = g raceids(indx).constructorid
group by rsl.raceid
, rsl.constructorid) src
on ( tgt.raceid = src.raceid
and tgt.constructorid = src.constructorid )
when matched
then
update
set tgt.points = src.points
when not matched
then
insert
( constructorresultsid
, raceid
, constructorid
, points)
values
( fidata.constructorresults seq.nextval
, Src.raceid
, src.constructorid
, Src.points)

Collections

Collections in PL/SQL have been available since PL/SQL was introduced in Oracle
Database. Nowadays, there are three types of collections to choose from.
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e associative array
e nested table

e varray

The associative array is available in PL/SQL only. The other two are also available in

SQL, so they can be used as a column data type in a table or as a stand-alone SQL object.

The collections have a lot of similarities, but there are some important differences, as

described in Table 1-1.

Table 1-1. Collection Comparison

Associative Array Nested Table Varray
Used in Language PL/SQL only SQL and PL/SQL SQL and PL/SQL
Index type (Alpha)Numeric Numeric Numeric
Range Unlimited Unlimited Limited
—231+1 to 2%'-1 1 to0 2311
Sparse Sparse Initially Dense / Sparse after Dense
deletes
Ordered Unordered Unordered Ordered
When stored in a n/a Out of line Inline
database table
Usage Any set of data Any set of data Small sets of
data

When selecting data from the database into PL/SQL variables or writing data from

PL/SQL variables to the database, you can do this row-by-row (also called slow-by-slow).

But, since Oracle Database 8i, you have the bulk operations available. To be able to do

this, collections are essential.
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Bulk Collect

You can use the bulk collect option to retrieve data from the database. Instead of
selecting a single record from the database, you can select a whole set of records from
the database and store them in a collection in a single trip to the database.

If you want to retrieve only the Dutch drivers from the database, you must create a
collection type to hold the data. In this case, make a collection of records based on the
structure of the cursor.

declare
cursor c_dutch drivers
is
select *
from fidata.drivers drv
where drv.nationality = 'Dutch’

type dutch drivers tt is table of fidata.drivers%rowtype
index by pls integer;

And then create a variable based on this collection type.
1 dutch drivers dutch drivers tt;

Then in the cursor, bulk collect into the collection variable instead of fetching into a
single record.

begin
open c_dutch drivers;
fetch c_dutch drivers
bulk collect
into 1 dutch drivers;
close c_dutch drivers;

This way, the entire result set is fetched into the local variable in a single pass to the
database.

This statement does not generate an error if no data is found; instead, it returns an
empty collection. So, before you start processing the collection, it is good practice to see
if there is anything to process in the first place.
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if 1 dutch_drivers.count > 0

then
for indx in 1 dutch drivers.first ..

1 dutch drivers.last
loop

dbms_output.put line( 1 dutch drivers( indx ).forename

I

|| 1 dutch drivers( indx ).surname);
end loop;

end if;

end;

Listing 1-2 is the complete anonymous block.

Listing 1-2. Display the names of the Dutch drivers

declare
cursor ¢_dutch_drivers
is
select drv.*
from fidata.drivers drv
where drv.nationality = 'Dutch’

type dutch _drivers tt is table of fidata.drivers%rowtype
index by pls integer;

1 dutch_drivers dutch_drivers_tt;
begin

open c¢_dutch _drivers;

fetch c_dutch_drivers

bulk collect

into 1 dutch_drivers;

close c¢_dutch_drivers;

if 1 _dutch_drivers.count > 0
then

for indx in 1 _dutch_drivers.first ..

1 dutch drivers.last
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loop
dbms_output.put line( 1 dutch drivers( indx ).forename
I
|| 1 dutch drivers( indx ).surname);
end loop;
end if;
end;
/

Limit

If you bulk collect the result set into a collection variable, be aware that all data is
transferred into memory. This can take up a lot of memory and since chances are
that multiple processes are running, performing similar queries, you can run out of
available memory. Oracle Database provides the 1imit clause to limit the amount of
memory used.

This takes a bit more coding because you must build a loop to fetch all the records in
multiple passes. Listing 1-3 implements the same code but now uses the 1imit clause.

Listing 1-3. Display the names of the Dutch drivers using the limit clause

declare
cursor c_dutch drivers
is
select drv.*
from fidata.drivers drv
where drv.nationality = 'Dutch’

type dutch drivers tt is table of fidata.drivers%rowtype
index by pls integer;

1 dutch_drivers dutch drivers tt;
begin
open c_dutch drivers;
loop
fetch c_dutch_drivers



bulk collect

into 1 dutch drivers

limit 5;

dbms_output.put_line(

CHAPTER 1

UNDERUTILIZED FUNCTIONALITY AND ENHANCEMENTS

|| to_char( 1 dutch drivers.count )

" ----- );

if 1 dutch_drivers.count > 0

then

for indx in 1 _dutch_drivers.first ..

1 dutch_drivers.last
loop

dbms_output.put line( 1 dutch drivers( indx ).forename

|| 1 dutch drivers( indx ).surname);

end loop;
else
exit;
end if;
end loop;
close c_dutch drivers;
end;

Michael Bleekemolen
Boy Lunger

Roelof Wunderink
Gijs van Lennep
Christijan Albers

Robert Doornbos
Jos Verstappen
Jan Lammers

Huub Rothengatter
Dries van der Lof
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Jan Flinterman

Giedo van der Garde

Max Verstappen

Carel Godin de Beaufort
Ernie de Vos

Ben Pon
Rob Slotemaker

PL/SOL procedure successfully completed

forall

Since you can get the data from the database in bulk, you can also write data back to the
database in bulk using a forall statement.

The syntax for the forall statement looks a lot like a loop statement, but instead
of sending the individual statements to the SQL engine, they are bundled and sent in
one pass.

There are three ways you can use the forall statement. The easiest way to use it is
to specify a range from a dense collection. If your collection is sparse, you can use the
indices of clause. And if you want to use the values of your collection as pointers to
another collection, you can use the values of clause. For these examples, create a table
to hold the drivers who have a fixed driver number.

create table drivers with number
as

select drv.*

from fidata.drivers drv

where 1=2

/

Note All these examples can be done using a single SQL statement, but it is to
display the different possible usages.

10
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Range

When you specify the start and end index of a collection you want to use in your statement,
you use the (implicit) range option of the forall statement. This collection has to be a
dense collection. An example using the range clause in a forall statement is displayed in
Listing 1-4. An exception is raised if one element is missing in the range you specify.

ORA-22160: element at index [xxx] does not exist

Listing 1-4. Using forall with the range option

declare
cursor c_drivers
is
select drv.*
from fidata.drivers drv
where drv.driver number is not null
order by drv.dob
>
type drivers tt is table of fidata.driversk%rowtype
index by pls integer;

1 drivers drivers tt;

begin
open c_drivers;
fetch c_drivers
bulk collect into 1 drivers;
close c_drivers;

if 1 _drivers.count > 0
then
forall indx in 1 drivers.first .. 1 drivers.last
insert into drivers with_number
values 1 drivers( indx );
end if;
end;
/

11
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indices of

If you have a sparse collection (i.e., some elements are missing in the range), you can
use the indices of option. Unlike the previous example, where you did not select the
drivers with no fixed driver _number in the first place, you now select all the drivers from
the database into our collection.

open c_drivers;
fetch c_drivers
bulk collect into 1 drivers;
close c_drivers;

Then remove the drivers with no fixed driver number from the collection, creating a
sparse collection.

for indx in 1 drivers.first .. 1 drivers.last

loop
if 1 drivers( indx ).driver number is null
then
1 drivers.delete( indx );
end if;
end loop;

Now that you have a sparse collection, use the indices of option of the forall
statement to insert the rows from the sparse collection into the database.

forall indx in indices of 1 drivers
insert into drivers with number values 1 drivers( indx );

Listing 1-5 is the complete script.

Listing 1-5. Using forall with the indices of option

declare
cursor c_drivers
is
select drv.*
from fidata.drivers drv

)

12
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type drivers tt is table of fidata.driverskrowtype
index by pls_integer;

1 drivers drivers tt;

begin
open c_drivers;
fetch c_drivers
bulk collect into 1 drivers;
close c_drivers;

if 1 _drivers.count > 0
then
for indx in 1 drivers.first .. 1 drivers.last
loop
if 1 drivers( indx ).driver number is null
then
1 drivers.delete( indx );
end if;
end loop;
end if;

if 1 _drivers.count > 0
then
forall indx in indices of 1 drivers
insert into drivers with number values 1 drivers( indx );
end if;

end;

/

select dwn.driverid as id
, dwn.driverref as ref

, dwn.driver number as num
from  drivers_with_number dwn
order by dwn.driver number
/

13
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ID REF NUM
838 vandoorne 2
817 ricciardo 3
846 norris 4
820 chilton 4

20 vettel 5

3 rosberg 6
849 latifi 6

8 raikkonen 7
154 grosjean 8
853 mazepin 9
828 ericsson 9
155 kobayashi 10
842 gasly 10
815 perez 11
831 nasr 12
813 maldonado 13

4 alonso 14
844 leclerc 16
824 jules bianchi 17
840 stroll 18

13 massa 19
825 kevin_magnussen 20
821 gutierrez 21

18 button 22
852 tsunoda 22
848 albon 23
855 zhou 24
818 vergne 25
826 kvyat 26
807 hulkenberg 27
843 brendon_hartley 28
829 stevens 28
835 jolyon palmer 30

14



839
830
845
1
827
854
850
834
832
847
822
9
837
851
836
833
841
16

ocon
max_verstappen
sirotkin

hamilton

lotterer
mick_schumacher
pietro fittipaldi
r0ssi

sainz

russell

bottas

kubica

haryanto

aitken

wehrlein

merhi

giovinazzi

sutil

51 rows selected

values of
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31
33
35
44
45
47
51
53
55
63
77
88
88
89
94
98
99
99

If you want to use your collection as a set of pointers in another collection, you can use

the values of clause.

After fetching all the rows from the table into our collection, fill another collection

(1 drivers with number) with the records that have a driver number available. The

index of this collection is the driver number. Also, save the driver number into a

different collection (1_driver numbers). These are our pointers into the 1 drivers

with_number collection.

for indx in 1 drivers.first

loop

.. 1 drivers.last

if 1 drivers( indx ).driver number is not null

then

1 drivers with_number(l drivers( indx ).driver number) :=

1 drivers( indx );

15
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1 driver numbers( 1 driver numbers.count + 1 ) :=
1 drivers( indx ).driver number;
end if;
end loop;

Using these two collections, you can use the values of clause to insert the rows
into the database. The values of the 1 driver numbers collection are the indices of the
1 drivers_with_number collection.

forall indx in values of 1 driver numbers
insert into drivers with_number
values 1 drivers with number( indx );

Listing 1-6 is the complete script.

Listing 1-6. Using forall with the values of option

declare
cursor c_drivers
is
select drv.*
from fidata.drivers drv

type drivers tt is table of fidata.drivers¥%rowtype
index by pls integer;

type driver numbers tt is table of pls integer
index by pls_integer;

1 drivers drivers tt;

1 drivers with number drivers tt;

1 driver_numbers driver_numbers_tt;
begin

open c_drivers;
fetch c_drivers
bulk collect into 1 drivers;
close c_drivers;

16
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if 1 drivers.count > 0

then
for indx in 1 drivers.first .. 1 drivers.last
loop
if 1 drivers( indx ).driver number is not null
then

1 drivers with number(l drivers( indx ).driver number) :=
1 drivers( indx );
1 driver numbers( 1 driver numbers.count + 1 ) :=
1 drivers( indx ).driver number;
end if;
end loop;
end if;

if 1 driver numbers.count > 0
then
forall indx in values of 1 driver numbers
insert into drivers with_number
values 1 drivers with number( indx );

end if;
end;
/
select dwn.driverid as id
, dwn.driverref as ref

, dwn.driver number as num

from drivers with number dwn
order by dwn.driver number

/

838 vandoorne 2
817 ricciardo 3
846 norris 4
846 norris 4

20 vettel 5

17
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849 latifi 6
849 latifi 6

8 raikkonen 7
154 grosjean 8
853 mazepin 9
853 mazepin 9
842 gasly 10
842 gasly 10
815 perez 11
831 nasr 12
813 maldonado 13

4 alonso 14
844 leclerc 16
824 jules bianchi 17
840 stroll 18

13 massa 19
825 kevin_magnussen 20
821 gutierrez 21
852 tsunoda 22
852 tsunoda 22
848 albon 23
855 zhou 24
818 vergne 25
826 kvyat 26
807 hulkenberg 27
843 brendon_hartley 28
843 brendon_hartley 28
835 jolyon palmer 30
839 ocon 31
830 max_verstappen 33
845 sirotkin 35

1 hamilton 44
827 lotterer 45
854 mick schumacher 47

850 pietro fittipaldi 51

18
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834 rossi 53
832 sainz 55
847 russell 63
822 bottas 77
837 haryanto 88
837 haryanto 88
851 aitken 89
836 wehrlein 94
833 merhi 98
841 giovinazzi 99
841 giovinazzi 99

51 rows selected

Asyou can see, this results in duplicate records since driver number was used as

an index in the 1_drivers_with_number collection, thus possibly overwriting an existing

record. For example, the entry at index 99 might first get the Sutil value but is later

overwritten by Giovinazzo. This results in two entries in the 1_driver_numbers collection,

but they both point to the same record in the I_drivers_with_number collection,
resulting in the forall statement inserting the same record twice.

Bulk Exceptions

The “DML Error Logging” section in this chapter discusses bulk exceptions.

Compound Triggers

When performing DML on tables (or views), Oracle Database can fire triggers at four
different points during the execution of the statement.

o Before the firing statement

o Before each row that the firing statement affects
o After each row that the firing statement affects

o After the firing statement

Different triggers can be built for each DML action: insert, update, and delete.
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The concept of compound triggers was introduced in Oracle Database 11g. All the
actions can be built into a single trigger with a compound trigger. Not only does this limit
the number of objects, and therefore source files, needed, but the compound trigger
allows sharing of state between all the trigger points using variables. The compound
trigger has a declaration section, similar to the declaration section of a package. The
common state is created at the start of the triggering statement and is destroyed at the
completion of the trigger.

Before the introduction of compound triggers, the same behavior could (and still
can) be accomplished using packages to share the data, except that you had to take
care of the creation and destruction of the data structures yourself. The following is the
skeleton of a compound trigger with a short explanation of each section.

create or replace trigger compound_trigger name
for [insert|delete]update] [of column] on table
compound trigger
-- declarative section (optional)
-- variables declared here have firing-statement duration.

--executed before dml statement
before statement is
begin
null;
end before statement;

--executed before each row change- :new, :old are available
before each row is
begin
null;
end before each row;

--executed after each row change- :new, :old are available
after each row is
begin
null;
end after each row;
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--executed after dml statement
after statement is
begin
null;
end after statement;

end compound_trigger name;
/

Two common use cases exist where a compound trigger outshines the traditional
triggers and packages combination. The first is custom journaling on tables, and the
second is a workaround for a mutating table problem. These two use cases are described

in more detail in the next sections.

Journaling

When you must keep journaling tables for all the transactions you do on a certain table,
using compound triggers can speed up this process by using bulk processing. Instead of
inserting a row in the journal table after a row has been processed, you can accumulate
all the data of the rows affected in collections in the compound trigger and then use bulk
operations to push this data to the journaling table.

First, create a journaling table.

create table constructors jn
as

select constructorid

, constructorref

, hame

, nhationality

, url

, CAST( null as varchar2( 1 ) ) jn_action
, systimestamp jn date

from fidata.constructors
where 1 =2

/
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You can create a single compound trigger for the insert, update and delete events.

create or replace trigger tr constructors cti
for insert or update or delete on constructors
compound trigger

In the compound trigger, declare a collection type for the journaling records.

-- declarative section (optional)
type constructors tt is table of constructors jn%rowtype
index by pls_integer;

Next, declare a global variable to hold the collection.

-- variables declared here have firing-statement duration.
g_constructors jn constructors tt;

Then, record all the information needed for the journaling table in the after each
row section.

--executed aftereach row change- :new, :o0ld are available
after each row is
1 constructor constructors jn%rowtype;
begin
if inserting
or updating
then

1 constructor.constructorid := :new.constructorid;
1 constructor.constructorref := :new.constructorref;
1 constructor.name := :new.name;
1 constructor.nationality := :new.nationality;
1 constructor.url := :new.url;

else
1 constructor.constructorid := :old.constructorid;
1 constructor.constructorref := :old.constructorref;
1 constructor.name := :old.name;
1 constructor.nationality := :old.nationality;
1 constructor.url := :o0ld.url;

end if;
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if inserting
then

1 constructor.jn action := 'I’;
elsif updating
then

1 constructor.jn action := 'U’;
else

1 constructor.jn action := 'D';

end if;
1 constructor.jn _date := systimestamp;
g_constructors_jn(g_constructors_jn.count + 1) :=
1 constructor;
end after each row;

And in the after statement section, perform the bulk operation to push the data to
the database.

--executed after dml statement
after statement is
begin
forall indx in g_constructors jn.first ..
g _constructors jn.last
insert
into  constructors jn
values g constructors jn( indx );
end after statement;

Listing 1-7 is the complete compound trigger.

Tip If you expect the journaling collection to become very big, you can build a
FORALL BULK INSERT inthe AFTER EACH ROW part of the compound trigger
when the size of the collections reaches a certain size and then empty the
collection.

23



CHAPTER 1 UNDERUTILIZED FUNCTIONALITY AND ENHANCEMENTS

Listing 1-7. Compound Trigger tr_constructors_cti

cr

24

eate or replace trigger tr constructors cti
for insert or update or delete on constructors
compound trigger
-- declarative section (optional)
type constructors tt is table of constructors_jn¥rowtype
index by pls_integer;
-- variables declared here have firing-statement duration.
g_constructors_jn constructors tt;
--executed after each row change- :new, :o0ld are available
after each row is
1 constructor constructors jn%rowtype;
begin
if inserting
or updating
then

1 constructor.constructorid := :new.constructorid;
1 constructor.constructorref := :new.constructorref;
1 constructor.name {= new.name;
1 constructor.nationality := :new.nationality;
1 constructor.url := :new.url;

else
1 constructor.constructorid := :old.constructorid;
1 constructor.constructorref := :old.constructorref;
1 constructor.name := :old.name;
1 constructor.nationality := :old.nationality;
1 constructor.url := :old.url;

end if;

if inserting

then
1 constructor.jn action := 'I’;

elsif updating

then
1 constructor.jn action := 'U’;

else
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1 constructor.jn_action := 'D’';
end if;
1 constructor.jn date := systimestamp;
g_constructors jn(g constructors jn.count + 1) :=
1 constructor;
end after each row;

--executed after dml statement
after statement is
begin
forall indx in g_constructors jn.first ..
g _constructors_jn.last
insert
into  constructors _jn
values g constructors jn( indx );
end after statement;

end tr constructors cti;
/

Mutating Table

Suppose you want to update the CONSTRUCTORRESULTS table when you add the result of
arace to the RESULTS table. If you try to do this in a trigger, as you see in Listing 1-8, you
receive an error when you try to insert or update a row in the RESULTS table.

ORA-04091: table F1DATA.RESULTS is mutating, trigger/function may
not see it

Listing 1-8. After row trigger on RESULTS to update the CONSTRUCTORRESULTS

create or replace trigger tr results ariu
after insert or update on fidata.results
for each row

begin
merge into fidata.constructorresults tgt
using (select rsl.raceid as raceid

, rsl.constructorid as constructorid
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, sum( rsl.points ) as points
from fidata.results rsl

where rsl.raceid ‘new.raceid

and rsl.constructorid :new.constructorid

group by rsl.raceid

, rsl.constructorid) src

on ( tgt.raceid src.raceid

and tgt.constructorid
when matched then
update
set tgr.points = src.points
when not matched then

src.constructorid)

insert
( constructorresultsid
, raceid
, constructorid
, points)
values
( fidata.constructorresults seq.nextval
, Src.raceid
, src.constructorid
, src.points);
end tr results ariu;
/

You can work around this problem by creating a compound trigger that, in the after
row, adds the different constructors to a collection, which is used in the after statement
trigger to perform the actual merge statement.

Listing 1-9. Compound trigger on RESULTS to update the CONSTRUCTORRESULTS

create or replace trigger fidata.tr results cti
for insert or update or delete on fidata.results
compound trigger
-- declarative section (optional)
type raceid t is record
( raceid number
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, constructorid number);
type raceids tt is table of raceid t
index by pls_integer;
-- variables declared here have firing-statement duration.
g raceids raceids_tt;
--executed before dml statement
before statement is
begin
null;
end before statement;

--executed aftereach row change- :new, :o0ld are available
after each row is
begin
g _raceids(:new.constructorid).raceid :=
:new.raceid;
g raceids(:new.constructorid).constructorid :=
:new.constructorid;
end after each row;

--executed after dml statement
after statement is
begin
forall indx in indices of g raceids
merge into fidata.constructorresults tgt
using (select rsl.raceid
, rsl.constructorid
, sum( rsl.points ) as points
from fidata.results rsl
where rsl.raceid =
g_raceids( indx ).raceid
and rsl.constructorid =
g_raceids(indx).constructorid
group by rsl.raceid
,rsl.constructorid) src
on ( tgt.raceid = src.raceid
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and tgt.constructorid = src.constructorid)
when matched then
update
set tgt.points = src.points
when not matched then
insert
( constructorresultsid
, raceid
, constructorid
, points)
values
( fidata.constructorresults seq.nextval
, src.raceid
, src.constructorid
, src.points);
end after statement;

end tr_results cti;
/

DML Error Logging

When performing DML, things can go wrong. For example, when a constraint is violated,
the action does not complete, and the transaction is rolled back. This is not a problem
when you are working with a single record. Either fix the data and run the statement
again, or log the error somewhere. But if you run a statement where you insert a million
rows, and the millionth row fails, the entire transaction is rolled back. Oracle Database
provides a mechanism to work around this problem.

Log Errors

Create a table of all the drivers who have a permanent number assigned to them.

create table drivers with number
as
select drv.*
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from fidata.drivers drv
where 1=2
/

To ensure the permanent number is unique, add a unique constraint to the table.

alter table drivers with number add constraint un_driver number
unique (driver number)
/

To use this feature, you must create a table to hold the problematic records. The
dbms_errlog package has a procedure (create_error log) to facilitate this.

procedure create error_log
( dml_table name varchar2
, err_log table name varchar2 default NULL
, err_log table owner varchar2 default NULL
, err log table space varchar2 default NULL
, skip unsupported boolean default FALSE
);
Use this procedure with all the default values, as follows.

begin
dbms_errlog.create_error log
(dml_table name => 'drivers with number');
end;
/

A ERR$_DRIVERS WITH_NUMBER table is created in the current schema. This table has
five columns describing the error.

desc err$ drivers with_number

Name Type Nullable Default Comments
ORA_ERR_NUMBER$ NUMBER Y
ORA ERR_MESG$  VARCHAR2(2000) Y
ORA_ERR_ROWID$ UROWID Y
ORA_ERR_OPTYP$ VARCHAR2(2) Y
ORA_ERR_TAG$ VARCHAR2(2000) Y
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And for every column in the source table, it creates a VARCHAR2 column. If the
original column is of type VARCHAR?2, the new column is of type VARCHAR?2 with the
max string size. Every other column is of type VARCHAR2(4000). In a database with max_
string_size=extended, you see columns like these with a VARCHAR2(32767) data type.

DRIVERID VARCHAR2(4000) Y
DRIVERREF VARCHAR2(32767) Y
DRIVER_NUMBER  VARCHAR2(4000) Y
CODE VARCHAR2(32767) Y
FORENAME VARCHAR2(32767) Y
SURNAME VARCHAR2(32767) Y
DOB VARCHAR2(4000) Y
NATIONALITY VARCHAR2(32767) Y
URL VARCHAR2(32767) Y

To use this table as an error log, you must extend your DML statement with a 1og
errors clause.

log errors
[into [schema name.]table name]
[("error tag')]
[reject limit integer|unlimited]

e The into clause allows you to specify the name of the error log table.
The defaultis err$_<tablename> in the current schema.

o error_tagallows you to specify any string you can use to identify the
records connected to this statement.

o reject limit allows you to specify the number of errors you want to
accept before an exception is raised.

insert into drivers with number

select *

from fidata.drivers drv

where drv.driver number is not null

log errors into err$ drivers with number ('with limit unlimited') reject
limit unlimited

/
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All the errors are written in the error log table. Table 1-2 shows one of these errors.

Table 1-2. An Error Record

ORA_ERR_NUMBER$ 1
ORA_ERR_MESG$ ORA-00001: unique constraint (BOOK.UN_DRIVER_
NUMBER) violated

ORA_ERR_ROWID$
ORA_ERR_OPTYP$ I

ORA_ERR_TAGS$ with limit unlimited

DRIVERID 846

DRIVERREF Norris

DRIVER_NUMBER 4

CODE NOR

FORENAME Lando

SURNAME Norris

DOB 13-N0OV-99

NATIONALITY British

URL http://en.wikipedia.org/wiki/Lando_Norris

The target table contains the records that raise no errors. All the problematic records
are logged in the error logging table. The data in the error logging table is persisted,
regardless of whether you commit or rollback the transaction.

Note ORA_ERR_ROWID$ points to the original record row ID; therefore, it is
empty when performing an insert. It contains a value when an update is issued.
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Save Exceptions

When performing bulk DML statements in PL/SQL using the forall statement, you have
a similar option. In this case, the errors are not logged into a table but into a collection
in memory.

Oracle Database raises a special exception that you can handle.

failure in forall exception;
pragma exception_init( failure_in forall, -24381 );

All the exceptions are saved into a pseudo-collection: sql%bulk exceptions. The
following are the attributes available in this collection.

o error_code: Holds the corresponding error code

o error_index: Holds the iteration number of the current forall
statement

e count: Holds the total number of exceptions

Listing 1-10. Using forall with save exceptions

declare
cursor c_drivers is
select drv.*
from fidata.drivers drv
where drv.driver number is not null
order by drv.dob;

type drivers tt is table of fidata.drivers¥%rowtype
index by pls_integer;

1 drivers drivers_tt;

failure in forall exception;

pragma exception_ init( failure in forall, -24381 );
begin

open c_drivers;

fetch c_drivers

bulk collect into 1 drivers;

close c_drivers;
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if 1 drivers.count > 0
then
begin

forall indx in 1 drivers.first .. 1 drivers.last

save exceptions
insert

into drivers with _number values 1 drivers(indx);

exception
when failure_in_forall then

for indx in 1 .. sql%bulk exceptions.count

loop

dbms_output.put line( 'Error
|| indx

|| ' occurred on index '

|| sql%bulk exceptions( indx ).

error_index
|| l.l
);

dbms_output.put line( 'Oracle error is '

|| sqlerrm( -1 *

sql%bulk_exceptions( indx ).

error _code)

); end loop;

end;
end if;
end;
/

Error 1 occurred on index 25.
Oracle error is ORA-00001: unique constraint (.)
Error 2 occurred on index 31.
Oracle error is ORA-00001: unique constraint (.)
Error 3 occurred on index 32.
Oracle error is ORA-00001: unique constraint (.)
Error 4 occurred on index 36.
Oracle error is ORA-00001: unique constraint (.)

violated

violated

violated

violated
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Error 5 occurred on index 39.
Oracle error is ORA-00001: unique constraint (.) violated
Error 6 occurred on index 47.
Oracle error is ORA-00001: unique constraint (.) violated
Error 7 occurred on index 50.
Oracle error is ORA-00001: unique constraint (.) violated
Error 8 occurred on index 51.
Oracle error is ORA-00001: unique constraint (.) violated

PL/SOL procedure successfully completed

Note The error code is a positive number, but Oracle error codes are negative, so
you must multiply the code by —1 to get the correct error message.

Summary

This chapter looked at how to take advantage of collections, with bulk operations, to
retrieve data from the database and write it back into database tables. Collections are
also very useful when combined with a compound trigger for journaling purposes or to
circumvent a mutating table problem.

Handling errors for DML operations was also covered for straight DML (insert,
update, delete) and bulk operations.
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Analytic Functions
and (un)Pivoting

It happens all too often that end users of a database application ask for exports in Excel
so that they can manipulate the data to get the information they need to make business
decisions. Often the required information can be retrieved by using SQL in a format that
the end users are looking for, thus eliminating the manual manipulation of data after
export. The more extensive your knowledge of SQL, the more options you have to assist
the end user in their needs. This chapter discusses two important techniques: analytic
functions and pivoting.

Analytic functions are an important tool to master and are still relatively unknown,
despite being over 23 years old.

Pivoting the result set is a common requirement to turn rows into columns, just like
unpivoting to turn columns into rows.

Analytic Functions

Analytic functions were introduced in Oracle Database 8.1.6 Enterprise Edition, yet they
are still relatively unknown. Analytic functions enable access to values from more than
one row without the need for a self-join, creating aggregate values without a group by.
Another example where analytic functions shine is determining ranking within a group
of values.

The processing order of a query with analytic functions happens in three stages. In
the first stage, the joins,where conditions, group by, and having clauses are resolved.
Analytic functions are applied to the result set in the second stage. Finally, the order by
is applied to the complete result set. The processing order is relevant because a standard
aggregate might suffice. A tell-tale sign is a query that combines an analytic function and
a distinct operator. This query can probably be written with a normal aggregate.
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Where aggregate functions reduce the number of rows in the final result set, a
count (*) only returns one row, analytic functions don’t do that. Analytic functions
return a value for each row in the final result set.

Building Blocks

The first step in working with analytic functions is to decide which function is needed,
the what. Many aggregate functions have an analytic counterpart, like count, sum, or
avg. The following example shows the skeleton of the analytic counterpart of the avg

function.
avg (<..>) over ()

The keyword over signals that the function is indeed an analytic function.

After deciding which function to use, the next step is determining those parts of the
result set to which the function should be applied. Rows in the result set are “grouped”
together, called partitions, and the analytic function is applied to these sets.

Note Partitions in the context of analytic functions are not related to table
partitioning. Analytic partitions are a logical grouping of data.

A partition can be as small as a single row or as large as the whole result set. The
criteria in the partition clause determine how many different groups there are—never
more than one per record, never less than one per result set. The whole result set is
considered a single partition when the partition clause is omitted. The result of the
function of choice is applied to a single partition. It can’t cross partitions. The following
example shows the skeleton of the analytic function to include the partition clause.

avg (<..>) over (partition by <..>)

Within a partition, it is possible to specify a window. The window determines
which range of rows in the current partition are available to perform the function
upon. Analytic functions are always performed from the perspective of the current row.
Window sizes can be based on either a physical number of rows or a logical interval,
such as a numeric value or time.
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Currently, there are three options to define the windowing clause. Oracle Database
21c introduced the groups window.

o rows specify the number of rows relative to the current row. This can
be either forward or backward from the current row.

o range specifies the range of values relative to the current row. The
number of rows depends on the value of the current row. The sort key
must allow for addition or subtraction operations, like numeric, date,
or interval data types.

o groups are where the data is divided based on the ordered values.
Ties are part of the same group. The offset specified refers to the
preceding or following group.

Because the windowing clause relies on an ordered result set, it is required to include
an order by in the analytic clause. The windowing clause defaults to range unbounded
preceding and current rowwhen anorder by is present. Listing 2-2 is an example of
the differences between rows, range, and groups.

The DRIVERS, RACES, and LAPTIMES tables are used in the examples to demonstrate
how analytic functions work unless otherwise noted.

Running Totals

Creating a running total, where the totals are accumulated as the rows progress, is trivial
with analytic functions. The laptimes table records the time (in milliseconds) it takes to
complete a lap around the circuit. The following example filters the data on the first 2022
season Bahrain Grand Prix race for Charles Leclerc using only the first ten laps.

The analytic counterpart of the sum function is used to create a running total. The
over keyword signals that it is an analytic function. The partition clause is missing in
the following example, indicating that the complete result set is the partition. There is,
however, a window that expands with each row because of the order by clause in the
analytic clause. In this case, the implicit window is the default window: range unbounded
preceding and current row, all preceding lap times are added to the current row’s
value creating a running total, as well as the lap times that have the same value as the
current row. Even though it appears to work in this case, it only works because the values
of the lap times are unique. When there are duplicate values, all preceding lap times are
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added, as well as any following with the same value as the current row. A true running
total would require the following explicit window: rows between unbounded preceding
and current row.

In Listing 2-1, the running_total column in the result set shows the running total
time for the first ten laps for Charles Leclerc. The third row (lap 3) shows the total time in
milliseconds for the first three rows (99070 + 97853 + 98272 = 295195).

Listing 2-1. Running total for a single driver

select 1tm.lap
, ltm.milliseconds
, sum (ltm.milliseconds) over (
order by ltm.lap
rows between unbounded preceding
and current row
) as running total
from fidata.laptimes ltm
join  fidata.races rcs
on rcs.raceid = ltm.raceid
where rcs.race date between trunc (sysdate, 'yy') and sysdate
and 1tm.driverid = 844 -- Charles Leclerc
and rcs.raceid = 1074 -- Bahrain Grand Prix
and 1tm.lap between 1 and 10
order by ltm.lap

LAP MILLISECONDS RUNNING TOTAL

1 99070 99070
2 97853 196923
3 98272 295195
4 98414 393609
5 98471 492080
6 98712 590792
7 98835 689627
8 98951 788578
9 98807 887385
10 99123 986508
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To create a running total per driver, add a partition clause, as is done in the following

example. The results are filtered on just four drivers for the first three laps.

select 1tm.lap

from
join
on
join
on
where
and
and
and
order

)

)

)

drv.forename||' '||drv.surname as driver

ltm.milliseconds
sum (1tm.milliseconds)

over (partition by ltm.driverid
order by ltm.lap) as running total

fidata.laptimes ltm
fidata.races rcs

rcs.raceid = ltm.raceid
fidata.drivers drv
drv.driverid = ltm.driverid

rcs.race_date between trunc (sysdate, 'yy') and sysdate
rcs.raceid = 1074 -- Bahrain Grand Prix

1tm.lap between 1 and 3

ltm.driverid in (1, 815, 830, 844)

by 1tm.lap
,1tm.milliseconds
,1tm.driverid

LAP DRIVER

MILLISECONDS RUNNING TOTAL

1 Charles Leclerc

1 Max Verstappen 1
1 Lewis Hamilton 1
1 Sergio Pérez 1
2 Charles Leclerc

2 Max Verstappen

2 Lewis Hamilton

2 Sergio Pérez

3 Charles Leclerc

3 Max Verstappen

3 Lewis Hamilton

3 Sergio Pérez

12 rows selected.

99070
00236
01555
02993
97853
97880
99002
99092
98272
98357
99075
99473

99070
100236
101555
102993
196923
198116
200557
202085
295195
296473
299632
301558
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The final order by (lastline in the preceding query) determines the order of the

result set. The running total might not be immediately obvious, but when focusing on

the running total for Charles Leclerc, the same results are shown as in the first query in
Listing 2-1.
To help visualize the window the functions first value and last_value can

assist with that. In the following query the first _value and last_value have the same

analytic clause as the sum function and show the lap number where the window starts (in

thewin_start column) and where the window ends (in the win_end column).

select

)

)

from
join
on
where
and
and
and
order

40

1t.1ap
1t.milliseconds
sum (1t.milliseconds)
over (partition by lt.driverid
order by lap) as running_total
first value (1lt.lap)
over (partition by lt.driverid
order by 1t.lap) as win start
last value (1t.lap)
over (partition by lt.driverid
order by 1lt.lap) as win_end
fidata.laptimes 1t
fidata.races r
r.raceid = lt.raceid
race_date between trunc (sysdate, 'yy') and sysdate
r.raceid = 1074 -- Bahrain Grand Prix
1t.lap between 1 and 3
lt.driverid = 844 -- Charles Leclerc
by 1t.lap
,1t.milliseconds

LAP MILLISECONDS RUNNING TOTAL WIN_START WIN_END

1 99070 99070 1 1
2 97853 196923
3 98272 295195
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In the preceding result set, the win_start column keeps the value of 1 as the start of
the window, while the win_end column shows it is increased with the rows.

Note When you want to know the last value in the partition, instead of the
current last row in the window, specify unbounded following.This expands the
window from the current row to the last row.

Since Oracle Database 21c, it is possible to define a reusable windowing clause. The
following query is a variation of the preceding query where the window can be visualized
with first value and last_value functions. The reusable window clause is named
“win” and is used in all three analytic functions.

select 1tm.lap
, ltm.milliseconds
, sum (ltm.milliseconds) over win as running total
, first value (1ltm.lap) over win as win_start
, last value (1tm.lap) over win as win_end
from fidata.laptimes ltm
join  fidata.races rcs
on rcs.raceid = ltm.raceid
where rcs.race date between trunc (sysdate, 'yy') and sysdate
and rcs.raceid = 1074 -- Bahrain Grand Prix
and 1tm.lap between 1 and 3
and ltm.driverid = 844 -- Charles Leclerc
window win as (partition by ltm.driverid
order by ltm.lap)
order by ltm.lap
, ltm.milliseconds

LAP MILLISECONDS RUNNING TOTAL WIN_START WIN_END

1 99070 99070 1 1
2 97853 196923 1 2
3 98272 295195 1 3

More on the reusable window clause in the section "Reusable windowing
clause"”.
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Accessing Values from Other Rows

Several functions allow accessing values from other rows in the result set without
needing a self-join. In a previous example, first value and last_value have already
been shown to help visualize where a window starts and ends. A variation of these
functions is nth_value.

Where first_value retrieves a value from the first row in the window, and last_
value retrieves a value from the last row in the window, nth_value allows retrieving a
value from any row in the window.

The first argument for the nth_value function specifies which value needs to be
retrieved. The second argument specifies the offset of the row that needs to be returned.
This can be a constant, bind variable, column, or expression involving each of them if it
resolves to a positive integer.

In the following example, the difference between the current lap (current row) and
the elapsed time of the second lap is examined per driver. The differences between the
second lap are shown in the column labeled diff.

In this example, every row is compared to the second in the result set, even the first
row. The window rows between unbounded preceding and unbounded following are
not restricted to only “look behind.” It can also “look ahead.”

Lewis Hamilton and Sergio Pérez were faster in the fourth lap than in the second.

select 1tm.lap
, drv.forename||"' '||drv.surname as driver
, ltm.milliseconds
, 1tm.milliseconds
- nth_value (1tm.milliseconds, 2)
over (partition by ltm.driverid
order by ltm.lap
rows between unbounded preceding
and unbounded following)
as diff
from fidata.laptimes ltm
join  fidata.races rcs
on rcs.raceid = ltm.raceid
join  fidata.drivers drv
on drv.driverid = ltm.driverid
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and 1tm.lap between 1 and 4

and ltm.driverid in (1, 815, 830, 844)

order by ltm.lap
, ltm.milliseconds

DRIVER

MILLISECONDS

A A DA DD W W W W NDNDNMNDNDNPRPRPRPRPRPR PR

Charles Leclerc
Max Verstappen
Lewis Hamilton
Sergio Pérez
Charles Leclerc
Max Verstappen
Lewis Hamilton
Sergio Pérez
Charles Leclerc
Max Verstappen
Lewis Hamilton
Sergio Pérez
Charles Leclerc
Max Verstappen
Sergio Pérez
Lewis Hamilton

16 rows selected.

Comparing lap times from one lap to the next can be done with the lag and lead
functions. With lag, it is possible to retrieve values from previous rows, while lead

99070
100236
101555
102993

97853

97880

99002

99092

98272

98357

99075

99473

98414

98566

98741

98892

retrieves values from the following rows in the result set.

The following example compares lap times for a single driver with the lap time of
the previous lap. Because the filter only selects a single driver, the partitioning clause
is omitted from the analytic function. As seen in the result set, the second lap was

significantly faster than the first.
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select 1ltm.lap

from
join
on
join
on
where
and
and
and
order

1tm.milliseconds
1tm.milliseconds

- lag (1tm.milliseconds)

over (partition by ltm.driverid
order by ltm.lap)

as diff
fidata.laptimes ltm
fidata.races rcs
rcs.raceid = ltm.raceid
fidata.drivers drv
drv.driverid = ltm.driverid
rcs.race_date between trunc (sysdate, 'yy') and sysdate
rcs.raceid = 1074 -- Bahrain Grand Prix
1tm.lap between 1 and 4
1tm.driverid = 830 -- Max Verstappen
by 1tm.lap

, ltm.milliseconds

LAP MILLISECONDS DIFF
1 100236
2 97880 -2356
3 98357 477
4 98566 209

By default, the lag function accesses the value from the previous row. The offset

is one row. The same is true for the lead function, the offset is one row, but it retrieves

the value from the row following the current row. Both functions can take a second

argument to change the row offset. When it is needed to look back two rows, the

following statement can be used.

lag (1tm.milliseconds, 2)
over (partition by ltm.driverid
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The first row in the preceding result set has no value for the diff column, which is
explainable because there is no previous row. The function goes beyond the scope of the
window. By default, the returned value is NULL when this is the case. A third argument
can overrule this; this way, it is possible to distinguish between NULL values (point to a
previous row where the value is NULL) and when the analytic function points to a row
outside the window. The previous example could be amended to show an appropriate
value in the diff column with the following expression by setting the default value to the
lap time of the first lap.

lag (1tm.milliseconds, 1, ltm.milliseconds)
over (partition by ltm.driverid
order by ltm.lap)

This would then give the following results.

LAP MILLISECONDS DIFF
1 100236 0
2 97880 -2356
3 98357 aA77
4 98566 209

The Fastest Lap and the Slowest Lap

Unlike aggregate functions, analytic functions do not reduce the number of rows.
Showing all lap times and marking the fastest and slowest lap at the same time is trivial
to do with analytic function without the need for a self-join. The fastest lap is the one
where the lap time is the lowest, which calls for the min function, and the slowest lap
calls for the max function.

The following example uses a case expression to compare the lap time of the current
row with the overall fastest lap. When the lap times match, the word F A S T'is shown.
Something similar is done for the slowest lap.

Because the result set has a filter on the race (Bahrain Grand Prix) and the driver
(Charles Leclerc), there is no need to use the partition clause in the analytic functions.
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select 1ltm.lap
, 1tm.milliseconds
, case
when min (1ltm.milliseconds) over ()
= ltm.milliseconds
then 'FAST
end as fastest
, case
when max (ltm.milliseconds) over ()
= ltm.milliseconds
then 'S L O W'
end as slowest
from fidata.laptimes ltm
join  fidata.races rcs
on rcs.raceid = ltm.raceid
where rcs.race date between trunc (sysdate, 'yy') and sysdate
and 1tm.driverid = 844 -- Charles Leclerc
and rcs.raceid = 1074 -- Bahrain Grand Prix

/
LAP MILLISECONDS FASTEST SLOWEST
1 99070
2 97853
3 98272
4 98414
5 98471
6 98712
7 98835
< rows removed for brevity>
46 125151
47 163846 SLOW
48 151364
49 146221
50 144429

46



CHAPTER 2  ANALYTIC FUNCTIONS AND (UN)PIVOTING

51 94570 FAS T
52 95027
53 95127

< rows removed for brevity>

Ranking: Top-N

You cannot examine race data without talking about ranking, as each race ends with a
podium for the first three. Three different analytic functions deal with ranking, and the
differences are subtle. Dealing with equal values is resolved differently.

There are three ranking functions.

e rank means equal values are assigned the same ranking. The
next ranking skips the number of equal values, which causes a
nonconsecutive ranking. This ranking is referred to as Olympic
ranking.

o dense_rank means equal values are assigned the same ranking. The
next ranking does not skip a value; it creates a consecutive ranking.

e row_number ignores duplicate values comparable to the workings of
rownum creates a consecutive ranking.

In the example, the total points per driver, regardless of season or race, are ranked.
The DRIVERSTANDINGS table contains all points that a driver has accumulated. The rows
are partitioned by DRIVERID and sorted by the points in descending order. The results are
only shown for Sergio Pérez, who scored 190 points.

The rank() analytic function (the rk column in the following result set) ranks the first
three rows with 1, while the fourth row has a value of 4. The dense_rank() function (dr
column) also assigns a value of 1 for the first three rows, while the fourth row has a value
of 2. Lastly, the row_number () function (rn column) assigns arbitrary values to each row.

select drv.forename ||"' '|| drv.surname as driver
, drs.points
, rank () over win rk
, dense rank () over win dr
, Tow_number() over win rn
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from fidata.driverstandings drs
join  fidata.drivers drv
on drv.driverid = drs.driverid
where drv.driverid = 815
window win as (partition by drv.driverid
order by drs.points desc)

/

DRIVER POINTS RK DR RN
Sergio Pérez 190 1 1 1
Sergio Pérez 190 1 1 2
Sergio Pérez 190 1 1 3
Sergio Pérez 178 4 2 4
Sergio Pérez 165 5 3 5
Deduplication

The row_number () ranking function is very useful when data needs to be deduplicated.
For the following example, a new table, DUP_DRIVERS, is created based on the DRIVERS
table, and this data is duplicated.

create table dup drivers
as
select *
from fidata.drivers
/
insert into dup_drivers
select *
from dup_drivers
/
commit
/
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Currently, there are over 1700 drivers in this table.

select count(*)
from dup_drivers
/
COUNT (*)

The idea behind deduplication with the row_number () ranking function is to create
partitions based on duplicated values (like driverid), assign an arbitrary ranking to
each row in that partition, and remove all records that have a ranking greater than one.

For the first step, the data set is partitioned by driverid and row_number () is used
to assign a ranking to each row (only eight rows are shown). In this case, the order of
the rows within the partition is not important. The sorting within the analytic functions
reflects that (order by null).

select rowid as rid
, forename ||' '|| surname as driver
, Tow_number() over
(partition by driverid
order by null
) as In
from dup drivers
fetch first 8 rows only

RID DRIVER RN
AAAYwgAAAAABAB7AAA Lewis Hamilton
AAAYwgAAAAABAEHAAA Lewis Hamilton
AAAYwqAAAAABAB7AAB Nick Heidfeld
AAAYwqAAAAABAEHAAB Nick Heidfeld
AAAYwqAAAAABAB7AAC Nico Rosberg
AAAYwgAAAAABAEHAAC Nico Rosberg
AAAYwgAAAAABAB7AAD Fernando Alonso
AAAYwgAAAAABAEHAAD Fernando Alonso

N B N RPN RN

8 rows selected.
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The next step is to filter out all records with a ranking greater than 1. Because analytic
functions can’t be used in the final predicate (the where clause), it is needed to push the
preceding query into an inline view.

select rid
, driver
from (select rowid as rid
, forename ||' '|| surname as driver
, Tow_number() over
(partition by driverid
order by null
) as rn
from dup drivers
fetch first 8 rows only)
where rn > 1

RID DRIVER
AAAYwqAAAAABAEHAAA Lewis Hamilton
AAAYwqAAAAABAEHAAB Nick Heidfeld
AAAYwgAAAAABAEHAAC Nico Rosberg
AAAYwgAAAAABAEHAAD Fernando Alonso

The last step is to remove the rows from the table. The restriction on the first eight
rows is removed from the query.

delete
from  dup drivers
where rowid in (
select rid
from (select rowid as rid
, Tow_number() over
(partition by driverid
order by null
) as 1n

50



CHAPTER 2  ANALYTIC FUNCTIONS AND (UN)PIVOTING

from dup drivers)
where 1n > 1)
/
854 rows deleted.

Reusable Windowing Clause

Since Oracle Database 21c, it is possible to define a reusable named windowing clause.
A named windowing clause allows you to use the same definition for multiple analytic
functions in a query instead of copying over the definition. The named windowing
clause can also include other named windows.

In Listing 2-2, there are five named windows defined. The first window (w_part)
defines a partition by driverid. The second window uses w_part and sorts the data by
points in descending order. The third, fourth, and fifth use the sorted partition, and each
specifies a different windowing clause using rows, range, and groups offset.

Listing 2-2. Reusable windowing clause

select points
, whole partition
, TOWS_
» BYoups_
, range_
from (
select drv.driverid
, drs.points
, max (drs.points) over w_part as whole partition
, max (drs.points) over w_rows as rows_
, max (drs.points) over w_group as groups
, max (drs.points) over w_range as range_
from fidata.driverstandings drs
join  fidata.drivers drv
on drv.driverid = drs.driverid
window w_part as (partition by drv.driverid)
,Ww_sort as (w_part order by drs.points desc)
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)

»W_TOWS

as (w_sort rows

betw

een
and

,W_group as (w_sort groups between

,W_range as (w_sort range

where driverid = 815
rownum <= 20

and
order by driverid, points desc

/

POINTS WHOLE PARTITION

190
190
190
178
165
150
147
135
129
129
125
125
120
118
110
108
104
104
104
104

190
190
190
190
190
190
190
190
190
190
190
190
190
190
190
190
190
190
190
190

20 rows selected.
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betw

and
een
and

10 preceding
current row)
10 preceding
current row)
10 preceding
current row)

GROUPS_

190
190
190
190
190
190
190
190
190
190
190
190
190
190
190
178
165
165
165
165

RANGE_

190
190
190
178
165
150
150
135
135
135
135
135
129
125
120
118
110
110
110
110
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The rows windowing clause uses a physical offset. The preceding example shows
up to ten rows before the current row is within the window. The range windowing
clause uses a logical offset. Values of 10 less than the current row’s value are in scope.
The groups windowing clause divides the values into groups where ties are in the
same group. In the preceding example, the offset is the number of groups before the

current row.

Note In the preceding example, the syntax over <window_name> is used.
Using parenthesis around the window name: over (<window name>) is also
possible. These are not equivalent. The latter implies copying and modifying
the window specification and is rejected if the referenced window specification
includes a windowing clause.

Pivot and Unpivot

End users don’t always want to see data going down the page; instead, they prefer it go
across the page. The pivot clause is an aggregate operator that turns rows into columns.
Similarly, occasionally the opposite makes more sense, and the unpivot clause can assist
with that.

Pivot

For the examples, the results table is used. This table is denormalized to contain
information about drivers, constructors, points scored, and laps completed per race. The
following is an excerpt from this table.

select rcs.year
, drv.driverref
, Isl.points
, rsl.laps
from fidata.results rsl
join  fidata.races rcs
on rcs.raceid = rsl.raceid
join  fidata.drivers drv
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on drv.driverid = rsl.driverid
where drv.driverref in ('norris', 'bottas')

YEAR DRIVERREF POINTS LAPS
2013 bottas 0
2013 bottas 0
2013 bottas 0 56
2013 bottas 0
2013 bottas 0

< rows omitted for brevity >

2022 norris 2 51
2022 bottas 0 50
2022 bottas 6 70
2022 norris 0 70
2022 norris 8 52
2022 bottas 0 20

The objective is to gather all points for each year for Norris and Bottas and show the
results for both drivers next to each other.

For this initial requirement, only the year, driverref, and points are needed. The
laps from the preceding data set can be ignored for now. The preceding query is the
input for the pivot clause. The aggregate is sum (to collect all the points). The aggregate
and pivot columns need to be specified in the pivot clause. The pivot columns are not
dynamic.

In the following query, the input query has been factored out in a named subquery
(called results), and the points are aggregated for drivers Norris and Bottas. Columns
that are part of the input query but not used in the pivot clause (like year) can be
considered the “group by” columns. All columns that are part of the input query but not
used in the pivot clause are used implicitly as “group by” columns.

Tip Use an inline view or subquery factoring (with clause) when pivoting a result
set, even when only using a single table. This safeguards the pivot action if the
underlying table or view gets a new column.
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select
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from

join
on

join
on

where

)

select

)

)

from
pivot

CHAPTER 2

esults as (

rcs.year

drv.driverref

rsl.points

fidata.results rsl

fidata.races rcs

rcs.raceid = rsl.raceid
fidata.drivers drv

drv.driverid = rsl.driverid
drv.driverref in ('norris', 'bottas')

year

norris

bottas

results

(

sum (points)

for driverref in ( 'norris' as norris
, 'bottas' as bottas

)

YEAR NORRIS BOTTAS

2013 4
2014 186
2015 136
2016 85
2017 305
2018 247
2019 49 326
2020 97 223
2021 160 219
2022 54 44

ANALYTIC FUNCTIONS AND (UN)PIVOTING
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The pivot columns are aliased to prevent the column names from becoming case-

sensitive i.e., the column name would be ‘norris, including the quotes.

There can be multiple aggregate functions in the pivot clause. When the number of

completed laps should also be summarized, the laps must be in the input query, and an

aggregate for the completed laps must be in the pivot clause.

with results as (

select

)
)

)

from
join
on
join
on
where

)

select

from

pivot

order

56

rcs.year
drv.driverref

rsl.points

rsl.laps --<----- Laps added to input
fidata.results rsl

fidata.races rcs

rcs.raceid = rsl.raceid
fidata.drivers drv

drv.driverid = rsl.driverid
drv.driverref in ('norris', 'bottas')

year
norris points
norris_laps
bottas_points
bottas_laps
results
( sum (points) as points
, sum (laps) as laps
for driverref in ( 'norris' as norris
, 'bottas' as bottas

)

by year
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YEAR NORRIS POINTS NORRIS LAPS BOTTAS POINTS BOTTAS LAPS

2013 4 1070
2014 186 1110
2015 136 1037
2016 85 1186
2017 305 1168
2018 247 1202
2019 49 1102 326 1233
2020 97 1015 223 994
2021 160 1223 219 1134
2022 54 570 44 541

10 rows selected.

The aggregate functions are also aliased to distinguish the values and what they
represent. The column names are derived from the pivot column, and the alias from the
aggregate

Unpivot

Where pivoting is the action of turning rows into columns, unpivot does the opposite.
The QUALIFYING table has three columns, one for each qualification. Qualifications
are used the day before the race to determine the starting grid and who starts in the pole
position. Each qualification round is an elimination. Only the fastest go on to the next
round. The following is an excerpt from the qualifications table for Robert Doornbos; he
only managed to get to the second round twice and once to the final round.

select drv.forename ||' '||drv.surname as driver
, ICS.name
, qlf.q1
, qlf.q2
» qlf.q3

from fidata.qualifying qlf

join  fidata.drivers drv

on drv.driverid = qlf.driverid
join  fidata.races rcs
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on
where
and
/
DRIVER

Robert
Robert
Robert
Robert
Robert
Robert
Robert
Robert
Robert

9 rows

rcs.raceid = glf.raceid
drv.driverref = 'doornbos’
gqlf.q1 is not null

Doornbos Chinese Grand Prix  1:46.387 1:45.747 1:48.021
Doornbos Japanese Grand Prix 1
Doornbos Brazilian Grand Prix 1:12.530 1:12.591
Doornbos German Grand Prix 1
Doornbos Hungarian Grand Prix 1:25.484
Doornbos Italian Grand Prix 1
Doornbos Belgian Grand Prix 1
Doornbos Japanese Grand Prix 1

1

Doornbos Chinese Grand Prix

selected.

The objective is to turn the three qualifying times columns (Q1, Q2, and Q3)

into rows.

The input query is the same as the preceding query, only now as a named query

block. The columns that need to be unpivoted must be in the input query, in this case,

the three qualifying columns. In the unpivot clause, the new column is labeled qtime,

which contains the unpivoted value of the three qualifying columns, and quali_round

labels what it represents.

with qualies as (

select

)
)

)

from
join
on
join
on
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drv.forename ||' '||drv.surname as driver
rcs.name

qlf.q1

qlf.q2

qlf.q3

fidata.qualifying qlf

fidata.drivers drv

drv.driverid = qlf.driverid

fidata.races rcs

rcs.raceid = glf.raceid
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where drv.driverref = 'doornbos'
and gqlf.q1 is not null

)

select driver

, Nhame
, quali round
, qtime
from qualies
unpivot (
qtime for quali round in (q1, g2, g3)
)
/
DRIVER NAME QU QTIME

Robert Doornbos Chinese Grand Prix Q1 1
Robert Doornbos Chinese Grand Prix Q2 1
Robert Doornbos Chinese Grand Prix 03 1
Robert Doornbos Japanese Grand Prix Q1 1
Robert Doornbos Brazilian Grand Prix Q1 1
Robert Doornbos Brazilian Grand Prix 02 1
Robert Doornbos German Grand Prix 01 1:18.313
Robert Doornbos Hungarian Grand Prix Q1 1
Robert Doornbos Italian Grand Prix 01 1
Robert Doornbos Belgian Grand Prix Q1 1
Robert Doornbos Japanese Grand Prix 01 1
Robert Doornbos Chinese Grand Prix 01 1

12 rows selected.

By default, NULL columns are excluded from the result set. There are no rows
in the output where Q2 or Q3 is NULL. This behavior can be overridden by stating
include nulls after the unpivot clause.

with qualies as (

select drv.forename ||' '||drv.surname as driver
, ICS.name
, qlf.q1
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)

)

from
join
on
join
on
where
and

select

)
)

)

from

qlf.q2

qlf.q3

fidata.qualifying qlf
fidata.drivers drv
drv.driverid = qlf.driverid
fidata.races rcs

rcs.raceid = glf.raceid
drv.driverref = 'doornbos'
gqlf.q1 is not null

driver

name

quali round
gtime
qualies

unpivot include nulls (

/
DRIVER

Robert
Robert
Robert
Robert
Robert
Robert
Robert
Robert
Robert
< TOWS
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qtime for quali round in (q1, q2, g3)

Doornbos Chinese Grand Prix Q1 1
Doornbos Chinese Grand Prix Q2 1:45.747
Doornbos Chinese Grand Prix Q3 1
Doornbos Japanese Grand Prix Q1 1
Doornbos Japanese Grand Prix Q2

Doornbos Japanese Grand Prix Q3

Doornbos Brazilian Grand Prix 01 1:12.530
Doornbos Brazilian Grand Prix 02 1:12.591
Doornbos Brazilian Grand Prix Q3

omitted for brevity >
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Summary

This chapter discussed analytic functions and the most common use cases. Once you
start using analytic functions, the more possibilities you recognize. There also lies a
warning: analytic functions are applied after the result set is determined (join, where,
group by, having) and before the final sort (order by). When you use an analytic function
with a distinct operator, maybe you need an aggregate instead of an analytic function.

At the end of the chapter, pivoting and unpivoting a result set are discussed. To pivot
results, the measures are aggregated in the pivot clause. With pivot, rows are turned into
columns, and with unpivot, columns are turned into rows.
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Joins

Discussing join syntax with other database developers almost always leads to discussing
the preferred style of joining data sources. Some are fanatic supporters of ANSI-style
joins, while others prefer to stick to the traditional way. Our preferred method is the
former—ANSI style.

This chapter discusses the advantages of using ANSI-style joins and describes the
most common joins: outer, inner, and full. It also covers some lesser-known joins, like
the partition outer and the lateral join. Where tables are mentioned, all types of data
sources that can be used in a query are meant, such as views or materialized views.

Why Choose ANSI Joins?

The main advantage of using ANSI-style join syntax is the separation of join and filter
criteria. Where the traditional syntax mixes the join and filter criteria, this is simply not
possible with ANSI-style. The join criteria specifies how the tables are joined, while the
filter criteria is located in the where clause.

The traditional style of joining tables is listing the table in the from clause and
specifying the join criteria in the where clause. When the data needs extra filters, they
also go into the where clause. This could potentially lead to confusion as to whether a
condition in the where clause is a join or filter criteria.

ANSI-style syntax forces to specify the join criteria in either an on clause or a using
clause. The filter criteria always go in the where clause.

Forgetting a join criteria with the traditional style leads to a cartesian product.

You cannot create an accidental cartesian product with ANSI-style syntax. When
the intention is to create a cartesian product traditionally, the code needs to be
properly commented to signal the next developer that this cartesian product is, in fact,
intentional. An ANSI-style cartesian product is clear as day: cross join. This signals to
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the next developer that this cartesian product is intentional without needing additional
comments.

Outer joining tables together is not as intuitive as the traditional style. Should the
outer join notation (+) go on the outer joined table, or should it be on the other? The use
of (+) must be applied to all outer joined columns for the join to remain an outer join.
Database developers from other database vendors will not be familiar with this Oracle-
style syntax of outer joining.

ANSI-style outer joins are easier to understand. To write a query that performs
an outer join of tables A and B and should return all rows from A (the table located to
the left of the join keyword), specify the left outer joinin the from clause. With the
traditional style of writing an outer join, the outer join operator (+) must be applied to
all columns of table B, which can be counterintuitive.

Under the hood, it doesn’t matter which style of join is used. They are rewritten by
the optimizer and executed in the same way.

Regardless of your join style preference, a common agreement can be that both styles
shouldn’t be mixed within the same query. Although this is possible, it is considered a
bad practice. Most commonly, the query style is agreed upon by all database developers
at the start of a project.

Natural Joins

A natural join is where the join criteria are derived from the name of the columns in both
tables. This abomination is in the ANSI standard but shouldn’t be used.

The DRIVERS, RESULTS, and CONSTRUCTORS tables are used to demonstrate the
absurdity of the natural join. Using natural joins, these tables are combined, and the
following query is executed.

select ctr.name
,drv.forename
,drv.surname
from fidata.drivers drv
natural
join fidata.results rst
natural
join fidata.constructors ctr
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/
no rows selected

There are no results for this query, and the reason for this becomes clear when the
explain plan is inspected.

explain plan for
select ctr.name

, drv.forename

, drv.surname
from fidata.drivers drv
natural
join  fidata.results rst
natural
join  fidata.constructors ctr
/

select *
from table (dbms xplan.display (format => 'BASIC +PREDICATE' ))

| Id | Operation | Name

| 0 | SELECT STATEMENT | |
|* 1 | HASH JOIN | |
| 2| JOIN FILTER CREATE | :BF0000

|* 3| HASH JOIN | |
| 4 | TABLE ACCESS STORAGE FULL| CONSTRUCTORS |
| 5] TABLE ACCESS STORAGE FULL| DRIVERS |
| 6| JOIN FILTER USE | :BF0000

|* 7 | TABLE ACCESS STORAGE FULL | RESULTS |

1 - access("RST"."CONSTRUCTORID"="CTR"."CONSTRUCTORID" AND
"DRV"."DRIVERID"="RST"."DRIVERID")
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3 - access("DRV"."URL"="CTR"."URL" AND
"DRV"."NATIONALITY"="CTR"."NATIONALITY")
7 - storage(SYS_OP BLOOM FILTER(:BF0000,"RST"."DRIVERID"))
filter(SYS OP BLOOM FILTER(:BF0000,"RST"."DRIVERID"))

As seen in the access predicate information, the join criteria performed by the
natural joins are based on the similarity between column names. Some are correct, like
constructorid and driverid, but others don’t make sense, like nationality or url. Again,
this abomination in the ANSI standard shouldn’t be used.

Inner Joins

The most common method of tying two tables together is done with an inner join. Tables
are joined together on certain columns specified in the join criteria. The following
example shows an inner join between the drivers and the results table.

select crt.raceid
, crt.points
, CST.name
, csr.nationality
from fidata.constructors csr
inner
join  fidata.constructorresults crt
on csr.constructorid = crt.constructorid

/
RACEID POINTS NAME NATIONALITY
18 14 Mclaren British
18 8 BMW Sauber German
18 9 Williams British
18 5 Renault French
18 2 Toro Rosso Italian
18 1 Ferrari Italian
18 0 Toyota Japanese
18 0 Super Aguri Japanese
18 0 Red Bull Austrian
18 0 Force India Indian
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In this query, it is explicitly stated that this concerns an inner join by use of the
optional keyword: inner. The join criteria are specified in the on clause. It is also possible
to use the using clause, which implies a common column between the two tables. The
using clause makes an equality comparison between the two columns. The on clause
allows other types of comparison between the joining columns. The following example is
equivalent to the previous example, but now uses the using clause in the join criteria.

select crt.raceid
, crt.points
, CST.name
, csr.nationality
from fidata.constructors csr
join  fidata.constructorresults crt
using (constructorid)

/
RACEID POINTS NAME NATIONALITY
18 14 Mclaren British
18 8 BMW Sauber German
18 9 Williams British
18 5 Renault French
18 2 Toro Rosso Italian
18 1 Ferrari Italian
18 0 Toyota Japanese
18 0 Super Aguri Japanese
18 0 Red Bull Austrian
18 0 Force India Indian

< rows removed for brevity >

The using clause cannot specify the columns used in the join condition with an
alias anywhere in the query. To be clear, the columns can be used; however, they can’t
be prefixed by the table alias. After all, the columns that join the tables are common
columns to join the tables together.
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Outer Joins

An outer join shows rows from one table, regardless of having a match in the other table.
There can be constructors that don’t have any results yet.

With ANSI-style outer join, the order of the tables as they appear in the query is
important. A left outer join directs that all rows from the table located on the left of the
join keyword are shown, even if there is no match with the table on the right of the join
keyword. A right outer join does the same, but now regarding the rows on the right side
of the join keyword.

Note The most common way of writing outer joins that can be found in forums
and examples around the internet is to use a left outer join. Maybe the reason
for this is that the leading table is often written down first. Even though common,
it is not a requirement, but still a best practice. In this chapter and throughout the
book, a left outer joinis used.

In the following example, all constructors are shown even when they don’t have any
points in the constructor results table.

select crt.raceid
, crt.points
, CST.name
, csr.nationality
from fidata.constructors csr
left outer
join  fidata.constructorresults crt
on c¢sr.constructorid = crt.constructorid

/
RACEID POINTS NAME NATIONALITY
18 14 McLaren British
19 10 Mclaren British
20 4 MclLaren British
< results omitted for brevity >
Pawl American
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Rae American
Adams American

Note The outer and inner keywords are optional, but it is highly
recommended to use them for syntactic clarity.

Almost Outer Joins

An “almost outer join” is where an outer join is written in the query, but it has been
negated by extra conditions in the where clause.

In the following example, the objective is to see all constructors and their constructor
results; however, if the team is Red Bull, you want to also see their points. For other
teams, this information is irrelevant and doesn’t need to be shown. The first attempt for
this query is the following.

select crt.raceid
, crt.points
, CST.name
, csr.nationality
from fidata.constructors csr
left outer
join  fidata.constructorresults crt
on csr.constructorid = crt.constructorid
where csr.constructorref = 'red bull'

/
RACEID POINTS NAME NATIONALITY

1062 2 Red Bull Austrian
1063 12.5 Red Bull Austrian

< results omitted for brevity >
1072 18 Red Bull Austrian
1073 26 Red Bull Austrian
1074 0 Red Bull Austrian
1075 37 Red Bull Austrian
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1076 18 Red Bull Austrian
1077 58 Red Bull Austrian

336 rows selected.

As seen in the example, there is an outer join in the query, but the results only show
Red Bull data. The constructor results for all other constructors are missing. This query
doesn’t show the results that were the objective stated earlier. To get the requested result
set, the filter criteria must be a join criteria.

select crt.raceid
, crt.points
, CST.name
, csr.nationality
from fidata.constructors csr

left outer
join  fidata.constructorresults crt
on csr.constructorid = crt.constructorid
and csr.constructorref = 'red bull'
/
RACEID POINTS NAME NATIONALITY
1062 2 Red Bull Austrian
1063 12.5 Red Bull Austrian

< results omitted for brevity >
Alpine F1 Team French

McLaren British
Martini French

Pawl American
Cooper-BRM British

546 rows selected.

Now the query shows the results the way specified, only points for team Red Bull.
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Full Quter Joins

The data model doesn’t have a good example where a full outer join can be applied, but
for demonstration purposes, the foreign key between RACES and CIRCUITS is changed
from mandatory to optional. The idea is that it should be possible to schedule a race in
the future where the circuit is unknown. It is also possible to have a circuit, but there are
no races for it yet.

In each table, an extra record is added with fictitious data.

Insert into fidata.races
( raceid

, year

, round

, Circuitid

, hame

, race date

values

(o

, 2023

, 42

, hull

, 'Hitchhiker Race'
, date '2023-10-07'

insert into fidata.circuits
( circuitid

, Circuitref

, hame

, location

, country

values
(o
, 'brabantbaan'
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, 'Brabant Baan'
, 'Oosterhout’
, 'Netherlands')

In the following example, a full outer join is performed, and the results are filtered to
only show the rows that were just added in the preceding code.

select rce.name as race

, rce.race_date

, cct.name as circuit

, cct.location
from fidata.races rce
full outer
join  fidata.circuits cct

on rce.circuitid = cct.circuitid
where rce.rowid is null
or cct.rowid is null

RACE RACE_DATE CIRCUIT LOCATION

Hitchhiker Race 07-0CT-23 Brabant Baan Oosterhout

A record from the RACES table is shown, even when there is no circuit to host the
event, and a circuit is shown where no race is planned.

Cross Joins

In a cartesian product, all records from the first table are joined with the records from the
second table. Using the ANSI join syntax, it is very clear that this is on purpose and not
because a join condition is missing by accident. In ANSI join syntax, this is called a cross
join. The following example creates a cartesian product of drivers; the drivers table is
joined with itself. To show the effect of the cross join, a count is used.

select count(*)
from fidata.drivers drv
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COUNT (*)

There are 854 drivers in the table. When this table is joined to itself as a cartesian
product, all possible combinations of drivers are made, resulting in 854 x 854 records:
729316 records.

select count(*)
from fidata.drivers drv
Cross
join  fidata.drivers drv2
/

COUNT (*)

729316

Because of the explicit cross join syntax, itis clear to the next developer reading
this code that the cartesian product is on purpose.

Partitioned Outer Joins

A regular outer join remedies the situation where there is a missing matched row in the
join condition by adding a null record to the result set. However, there are situations
when a single row added to the result set is insufficient

Earlier in the chapter, an extra race was added to the calendar. There are no race
results for this race. The objective is to show a result for each driver for this race, even if
there is no result (which there isn’t).

The tables involved are RACES, RESULTS, and DRIVERS (to show each driver’s name). A
first attempt would be to outer join the results to the races and the drivers.

select rce.name
, drv.forename||' '||drv.surname as driver
, rst.result number

from fidata.races rce

left outer
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join  fidata.results rst

on rce.raceid = rst.raceid
left outer
join  fidata.drivers drv

on drv.driverid = rst.driverid
where rce.raceid =0

NAME DRIVER RESULT _NUMBER

Hitchhiker Race

The result is not what is requested. There is only one row for the race. There are no
drivers listed, which is requested. The outer join to RESULTS only adds a single row as
there is no match, but it should add a row for each driver. The RESULTS table should be
subdivided by driverid and outer joined to the RACES table; that way, there is a record
for each driver. By adding the partition by clause to the table, the outer join is per
partition instead of the whole table. As the partition is per driverid, each driver has
a RESULTS record. Because there is a record of the result for each driver, it is no longer
necessary to have an outer join to the drivers table. The following query shows the
partition outer join only for the drivers in the current season (2022).

select rce.name
, drv.forename||' '||drv.surname as driver
, rst.result number
from fidata.races rce
left outer
join  fidata.results rst partition by (rst.driverid)
on rce.raceid = rst.raceid
join  fidata.drivers drv
on drv.driverid = rst.driverid
where rce.raceid = 0
and drv.driverid in ( 1, 4, 830, 815, 847
, 844, 832, 846, 839
, 20, 822, 817, 842
» 855, 854, 825, 840
, 852, 848, 849)
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DRIVER

RESULT_NUMBER

Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker
Hitchhiker

When the records are not filtered to only show data for certain drivers, there is a

Lewis Hamilton
Fernando Alonso
Sebastian Vettel
Sergio Pérez
Daniel Ricciardo
Valtteri Bottas
Kevin Magnussen
Max Verstappen
Carlos Sainz
Esteban Ocon
Lance Stroll
Pierre Gasly
Charles Leclerc
Lando Norris
George Russell
Alexander Albon
Nicholas Latifi
Yuki Tsunoda
Mick Schumacher
Guanyu Zhou
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record for each driver listed in the RESULTS table. Since the results table has records for

all races since the 1950s, there would be more data.

Lateral Joins

You cannot join a table to a correlated subquery unless a lateral join is used. With a

lateral inline view, you can specify tables that appear to the left of the lateral inline view

in the from clause of a query.
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The most common use case for a lateral join is to convert JSON documents to
arelational format using the JSON_TABLE operator or similarly converted XML
documents with the XML_TABLE operator.

The following query shows a select group of drivers and their points in the
driverstandings table, but only the first two (ordered by the highest points) and if
points are scored. There is a correlation from the lateral inline view to the drivers table
in the driverid column.

select drv.driverid
, drv.forename ||" '||drv.surname as driver
, dsg.points
, dsg.position
from fidata.drivers drv
Cross
join lateral
(select dsg.points
, dsg.position
from fidata.driverstandings dsg
where dsg.driverid = drv.driverid
and dsg.points > 0
order by dsg.points desc
fetch first 2 rows only) dsg
where drv.driverid in ( 855, 854, 840, 852, 848, 849)
order by driverid desc

/
DRIVERID DRIVER POINTS  POSITION
855 Guanyu Zhou 6 17
855 Guanyu Zhou 6 18
854 Mick Schumacher 12 15
854 Mick Schumacher 12 15
852 Yuki Tsunoda 32 14
852 Yuki Tsunoda 20 14
849 Nicholas Latifi 7 17
849 Nicholas Latifi 7 16
848 Alexander Albon 105 7
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848 Alexander Albon 93 8
840 Lance Stroll 75 11
840 Lance Stroll 74 10

In the results, two columns were selected from the correlated subquery. With a scalar
subquery, this would not be possible. A scalar subquery can only return a single value.

Note In addition to cross join lateral, you can also use inner join
lateral; however, an inner join also requires a join condition (on clause or using
clause). Because there is already a correlation between the table and the inline
view, having a join condition is superfluous and doesn’t contribute to readability or
maintainability. It is not recommended to use inner join lateral

The cross apply join is a variation of the cross join and can use a correlated
subquery, unlike the latter. The same results from the preceding example can be
achieved using a cross apply instead of cross join lateral.In the following example,
the cross apply join is applied.

select drv.driverid
, drv.forename ||' '||drv.surname as driver
, dsg.points
from fidata.drivers drv
Cross
apply (select dsg.points
, dsg.driverid
from fidata.driverstandings dsg
where dsg.driverid = drv.driverid
and dsg.points > 0
order by dsg.points desc
fetch first 2 rows only
) dsg
where drv.driverid in ( 855, 854, 840, 852, 848, 849)
order by driverid desc
/
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DRIVERID DRIVER POINTS

855 Guanyu Zhou
855 Guanyu Zhou

854 Mick Schumacher 4
852 Yuki Tsunoda 32
852 Yuki Tsunoda 20
849 Nicholas Latifi 7
849 Nicholas Latifi 7
848 Alexander Albon 105
848 Alexander Albon 93
840 Lance Stroll 75
840 Lance Stroll 74

To demonstrate the outer apply join, an extra driver is added to the drivers table.

insert into fidata.drivers
( driverid

, driverref

, driver number

, code

, forename

, surname

values

(o

, 'alxntn'
» 53

, 'ALX

, 'Alex'
‘Nuijten'

-
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The outer apply join is a variation of the left outer join and can use a correlated
inline view. The following example shows the same results as earlier but includes the
extra driver that was just created and has no driver standings record (he’s not that good).

select drv.driverid
, drv.forename ||' '||drv.surname as driver
, dsg.points
from fidata.drivers drv
outer
apply (select dsg.points
, dsg.driverid
from fidata.driverstandings dsg
where dsg.driverid = drv.driverid
and dsg.points > 0
order by dsg.points desc
fetch first 2 rows only
) dsg
where drv.driverid in (0, 855, 854, 840, 852, 848, 849)
order by driverid desc
/
DRIVERID DRIVER POINTS
855 Guanyu Zhou
855 Guanyu Zhou

854 Mick Schumacher 4
852 Yuki Tsunoda 32
852 Yuki Tsunoda 20
849 Nicholas Latifi 7
849 Nicholas Latifi 7
848 Alexander Albon 105
848 Alexander Albon 93
840 Lance Stroll 75
840 Lance Stroll 74

0 Alex Nuijten

12 rows selected.
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Because of the outer apply join, the newly added driver is also listed even though
he has no points.

Summary

This chapter covered ANSI joins. The separation of join and filter criteria makes these
types of joins significantly more elegant than the traditional method of joining tables.
There will always be a discussion between developers on the benefits of one over the
other, and it will always be a matter of preference. Choose what you're most comfortable
with but know the possibilities of ANSI joins and know how to interpret and apply them
when needed. Once you embrace ANSI joins, you will never go back.

There is one thing that both sides of the discussion can hopefully agree upon: don’t
mix the traditional syntax with ANSI joins in a single query.
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Finding Patterns

Oracle Database 12c introduced row pattern matching, where it is possible to analyze
patterns in sets of data. The match_recognize clause implements this. To a certain
extent, analytic functions can also be used to do some rudimentary pattern matching,
but it has its limitations. Other workarounds to find patterns in a sequence of rows

were difficult to write, often hard to understand, and inefficient to execute. The match_

recognize clause solves these problems using native SQL to allow pattern detection in
data sets.

Looking for Contracts

The data model has no information about the contracts between teams and drivers.
Maybe the contracts can be deduced by looking at the races. When a driver races for a
particular team, you can assume there is a contract between them.

There is information about races, drivers, and teams (constructors). The assumption

is made that during a race, the driver was under contract by the constructor and that the

contract starts at the first race of the season and ends with the last race of the season.
The following query retrieves information about Kimi Ridikkonen over the years.

select rcs.year
, ctr.name as constructor
, min (rcs.race date) as startrace
, max (rcs.race date) as endrace
from fidata.results rsl
join fidata.races rcs
on rsl.raceid = rcs.raceid
join fidata.constructors ctr
on ctr.constructorid = rsl.constructorid
where rsl.driverid = 8 -- Kimi Raikkonen

© Alex Nuijten, Patrick Barel 2023
A. Nuijten and P. Barel, Modern Oracle Database Programming, https://doi.org/10.1007/978-1-4842-9166-5_4
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group by rcs.year

,ctr.name

order by rcs.year

YEAR CONSTRUCTO STARTRACE

This result set is based on the results of the races over the years by Kimi Rdikkénen
for different constructors. His career started with Sauber, followed by McLaren, Ferrari,

Sauber
McLaren
McLaren
McLaren
McLaren
McLaren
Ferrari
Ferrari
Ferrari
Lotus F1
Lotus F1
Ferrari
Ferrari
Ferrari
Ferrari
Ferrari

04-MAR-01
03-MAR-02
09-MAR-03
07-MAR-04
06-MAR-05
12-MAR-06
18-MAR-07
16-MAR-08
29-MAR-09
18-MAR-12
17-MAR-13
16-MAR-14
15-MAR-15
20-MAR-16
26-MAR-17
25-MAR-18

Alfa Romeo 17-MAR-19
Alfa Romeo 05-JUL-20
Alfa Romeo 28-MAR-21

ENDRACE

14-0CT-01
13-0CT-02
12-0CT-03
24-0CT-04
16-0CT-05
22-0CT-06
21-0CT-07
02-NOV-08
01-NOV-09
25-N0OV-12
03-NOV-13
23-NOV-14
29-NOV-15
27-N0OV-16
26-NOV-17
25-N0OV-18
01-DEC-19
13-DEC-20
12-DEC-21

Lotus, Ferrari again, and ended with Alfa Romeo.

The objective is to group consecutive values, meaning that when the constructor
remains the same season after season, they collapse into a single group. The years when
Kimi raced with McLaren would be collapsed into a single group: 2002 to 2006.
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The preceding query is the input to the pattern-matching match_recognize clause.
In the following example, it is named races and used in the subquery factoring clause
(with clause).

The pattern we want groups the records based on the same constructors with respect
to consecutive years. That would mean that there are two separate periods in which Kimi
was under contract by Ferrari.

In looking for consecutive patterns in a data set, sorting order is important. In this
case, the sorting is done on year, which makes the most sense. This is implemented with
order byinthematch recognize clause:

order by year

Classifying the Records

Before you can look for a pattern, each row must be classified. How rows are classified
depends on the requirement. The following definition compares the current row’s
constructor to the first one in the group.

define eq as constructor = first (constructor)

For the first row in the result set, the start of the group is the current row (Sauber).
The second row in the result set is the start of the next group (McLaren). The third row
still belongs to the McLaren group, and so on. With this definition in place, the pattern
can be determined. The pattern is defined as follows.

pattern (eq+)

This means that one or more of the records classified as “eq” belong in the same
group. In the pattern clause, regular expressions can be used, which specify the pattern
that needs to be matched in the data set. Table 4-1 overviews the most common regular

expression quantifiers.
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Table 4-1. Regular Expressions Quantifiers

Type Description

* Zero or more

+ One or more

? Zero or one

{n} Exactly n

{n,} At least n

{,m} At most m

{n, m} Between nand m

| Alteration; try this, else try that

The following query uses the built-in match_number () function to show the different
groups in this data set.

with race years as (
select rcs.year
, ctr.name as constructor
, min (rcs.race date) as startrace
, max (rcs.race date) as endrace
from fidata.results rsl
join  fidata.races rcs
on rsl.raceid = rcs.raceid
join  fidata.constructors ctr
on ctr.constructorid = rsl.constructorid
where 7rsl.driverid = 8 -- Kimi Raikkdnen
group by rcs.year
, ctr.name

select rce.mnr
, rce.constructor
, Irce.startrace
, rce.endrace
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from race years

match_recognize (

order by year

measures

pattern (eq+)
define eq as constructor

match _number() as mnr
all rows per match

) rce
order by year

/

MNR CONSTRUCTOR

Sauber
McLaren
McLaren
McLaren
McLaren
McLaren
Ferrari
Ferrari
Ferrari
Lotus F1
Lotus F1
Ferrari
Ferrari
Ferrari
Ferrari
Ferrari
Alfa Romeo
Alfa Romeo
Alfa Romeo

CHAPTER 4

first (constructor)

STARTRACE ENDRACE

04-MAR-01
03-MAR-02
09-MAR-03
07-MAR-04
06-MAR-05
12-MAR-06
18-MAR-07
16-MAR-08
29-MAR-09
18-MAR-12
17-MAR-13
16-MAR-14
15-MAR-15
20-MAR-16
26-MAR-17
25-MAR-18
17-MAR-19
05-JUL-20
28-MAR-21

14-0CT-01
13-0CT-02
12-0CT-03
24-0CT-04
16-0CT-05
22-0CT-06
21-0CT-07
02-NOV-08
01-NOV-09
25-N0OV-12
03-NOV-13
23-NOV-14
29-NOV-15
27-NOV-16
26-NOV-17
25-NOV-18
01-DEC-19
13-DEC-20
12-DEC-21

FINDING PATTERNS
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As seen in the results, the column MNR shows the match_number () to identify the
different groups. It is a consecutive numbering of the matches found. In the preceding
query, all rows are shown. The all rows per match clause returns all rows, so it is easy
to identify which records are grouped. The all rows per match clause also ensures
that all columns of the input data set are returned, as well as everything listed in the
measures clause

Note The table alias goes after the final parenthesis of the match _
recognize clause.

Now that it is clear which records should be bundled together, the query can be
modified to only show one row per match. The measures are expressions that are
usable in other parts of the query. The following are the measures of interest.

o The constructor of the group: For this, the first (constructor)
expression is used. In this case, it could also be last (constructor)
as the constructor remains the same in the group.

o The first year under contract for this constructor: The expression for
this measure is first (startrace).

e The last year under contract for this constructor: The expression for
this measure is last (endrace).

with race years as (
select rcs.year
, ctr.name as constructor
, min (rcs.race date) as startrace
, max (rcs.race date) as endrace
from fidata.results rsl
join  fidata.races rcs
on rsl.raceid = rcs.raceid
join  fidata.constructors ctr
on ctr.constructorid = rsl.constructorid
where 1rsl.driverid = 8
group by rcs.year
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, ctr.name
select rce.constructor
, rce.strt
, rce.stp

from race years
match_recognize (
order by year
measures
first (constructor) as constructor
, extract (year from first (startrace)) as strt
, extract (year from last (endrace)) as stp
one row per match
pattern (eq+)
define eq as constructor = first (constructor)

) rce

order by rce.strt

/

CONSTRUCTOR STRT STP
Sauber 2001 2001
McLaren 2002 2006
Ferrari 2007 2009
Lotus F1 2012 2013
Ferrari 2014 2018
Alfa Romeo 2019 2021

6 rows selected.

The extract function is used to get the year. It shows only the year rather than a
specific date.

Note The expressions in the measures clause must a/ways be aliased, even
when the expression is a column of the input table.
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Logical Groups

Just like with analytic functions, it is in the match_recognize clause also possible to
partition the input data set. That way, the pattern is applied to each logical data set
group. The next example determines the contracts, in the same way as before, for the
years after 2021 and this time for all drivers. The subquery factoring clause is amended
to include the driver’s name. The following partition clause is added to the match_
recognize clause

partition by driver

This creates logical groups, one for each driver, and applies the same pattern
detection. The following is the complete query to determine the contracts for each driver
since 2021.

with race years as (
select drv.forename || ' ' || drv.surname as driver
, ICS.year
, ctr.name as con