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Introduction

Once upon a time, there lived a...

—Every Fairy-Tale Writer

These words start many a work of fiction and usually not the most believable works of
fiction either. While this book is clearly, at its core, nonfiction, I felt the need to warn
you that nearly every example in this book is fiction, carefully tailored to demonstrate
some principle of database design. Why fictitious examples? My good friend, Jeremiah
Peschka once explained it perfectly when he tweeted: “@peschkaj: I'm going to demo
code on a properly configured server with best practices code. Then you're all going to
[complain] that it takes too long.” This book is already bursting at the seams from the
examples I have attempted to provide. The most egregious work of fiction will be the
chapter on requirements, as in most cases the document to describe where to find the
actual requirements documents will be longer than the chapter where I describe the
process and include several examples.

So don’t expect that if you can understand all of the examples in the book, you can
easily be an expert in a week. The fact is, the real-world problems you will encounter
will be far more complex, and you will need lots of practice to get things close to right.
Even worse, every single design will be a failure. Not a complete failure, but you will
always have in the back of your head how you could have done things better. Failure is
a tremendous teacher. It will teach you more than ten university degrees, though the
parties will be a lot less fun.

The thing you will get out of my book is knowledge of how to get there, and ideals
to follow. If you are lucky, you will have a mentor or two who already know a few things
about database design to assist you with your first designs. I know that when I was
first getting started, I learned from a few great mentors, and even today I do my best to
bounce ideas off of others before I create my first table. (Note that you don’t need an
expert to help you validate designs. A bad design, like spoiled milk, always smells at least
a little fonky, which is 3.53453 times worse than funky.)
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INTRODUCTION

What is definitely not fiction is my reason for writing, revising, and honing the
material in this book: great design is still necessary no matter how much changes in
development patterns. There is a sneaky principle among many programmers that as
technology like CPU and disk improves, code needn’t be written as well to get the job
done fast enough. While there is a modicum of truth to that principle, consider just how
wasteful this is. If you have to do the operation once, then getting it right that once in
any method is fine. But programmers and architects don’t generally write software to
do something once. We write software to do repetitive tasks. Each execution of poorly
written code wastes time and resources to get the job done. Now consider how many
databases and how much code exist out there and guess what the impact to your
slice of the world, and to the entire world, would be. “How good is good enough?” is a
question one must ask, but if you aim for sleeping on the sidewalk, you are pretty much
guaranteed not to end up with a mansion in Beverly Hills (swimming pools and movie
stars!).

I cannot promise you the deepest coverage of the theory that goes into the database
design process, nor do I want to. If you want to go to the next level, the latest edition
of Chris Date’s An Introduction to Database Systems (Addison-Wesley) is essential
reading, and you'll find hundreds of other database design books listed if you search
for “database design” on a book seller’s website. The problem is that a lot of these
books have far more theory than the average practitioner wants (or will take the time to
read), and they don’t really get into the actual implementation on an actual database
system. Books that are implementation oriented often don’t give you enough theory
and focus solely on the coding and tuning aspects that one needs after the database
is a mess. So, many years ago, I set out to write the book you have in your hands, and
this is the sixth edition under the Apress banner. The song remains the same, but the
instruments keep getting better.

This book’s goal is simply to be a technique-oriented book that starts out with “why”
to design like the founders suggested and then addresses “how” to make that happen
using the features of SQL Server. I will cover many of the most typical features of the
relational engine, giving you techniques to work with. I can’t, however, promise that
this will be the only book you need on your shelf on the subject of database design and
particularly on SQL Server.

Oscar Wilde, the poet and playwright, once said, “I am not young enough to know
everything.” It is with some chagrin that I must look back at the past and realize that I
thought I knew everything just before I wrote my first book, Professional SQL Server 2000
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INTRODUCTION

Database Design (Wrox Press, 2001). It was ignorant, unbridled, unbounded enthusiasm
that gave me the guts to write the first book. In the end, I did write that first edition, and
it was a decent enough book, largely due to the beating I took from my technical editing
staff. And if I hadn’t possessed such enthusiasm initially, I would not likely be writing
this edition today. However, if you had a few weeks to burn and you went back and
compared each edition of this book, chapter by chapter, section by section, to the current
edition, you would notice a progression of material and a definite maturing of the writer.
There are a few reasons for this progression and maturity. One reason is the editorial
staff I have had over the past three versions: first Tony Davis and now Jonathan Gennick
for the fifth time. Both of them were very tough on my writing style and did wonders on
the structure of the book (which is why this edition has only minor structural changes).
Another reason is simply experience, as over 20 years have passed since I started the first
edition. But most of the reason that the material has progressed is that it’s been put to
the test. While I have had my share of nice comments, I have gotten plenty of feedback
on how to improve things (some of those were not nice comments!). And I listen very
intently, keeping a set of notes that start on the release date. I am always happy to get any
feedback that I can use (particularly if it doesn’t involve any anatomical terms for where
the book might fit). I will continue to keep my email address available (louis@drsql.org),
and you can leave anonymous feedback on my website if you want (www.drsql.org). The
code for the chapters and any addendums on features that cover material that I didn’t
have space for are located on my GitHub page here: (www.github.com/drsqlgithub/
dbdesignbook®).

Purpose of Database Design

What is the purpose of database design? Why the heck should you care? The main
reason is that a properly designed database is straightforward to work with, because
everything is in its logical place, much like a well-organized cupboard. When you need
paprika, it’s easier to go to the paprika slot in the spice rack than it is to have to look for it
everywhere until you find it, but many systems are organized just this way. Even if every
item has an assigned place, of what value is that item if it’s too hard to find? Imagine if a
phone book wasn’t sorted at all. What if the dictionary was organized by placing a word
where it would fit in the text? With proper organization, it will be almost instinctive
where to go to get the data you need, even if you have to write a join or two. I mean, isn’t
that fun after all?
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INTRODUCTION

You might also be surprised to find out that database design is quite a
straightforward task and not as difficult as it may sound. Doing it right is going to take
more up-front time at the beginning of a project than just slapping a database as you go
along, but it pays off throughout the later lifecycle of a project, that time immediately
after users begin to use it. Of course, because there’s nothing visual to excite the client,
database design is one of the phases of a project that often gets squeezed to make
things seem to go faster. Even the least challenging or uninteresting user interface is
still miles more interesting to the average customer than the most beautiful data model.
Programming the user interface takes center stage, even though the data is generally why
a system gets funded and finally created. It’s not that your colleagues won’t notice the
difference between a cruddy data model and one that’s a thing of beauty. They certainly
will, but the amount of time required to decide the right way to store data correctly can
be called into question when programmers need to code. I wish T had an answer for that
problem, because I could sell a million books with just that. This book will assist you
with some techniques and processes that will help you through the process of designing
databases, in a way that’s clear enough for novices and helpful to even the most
seasoned professional.

This process of designing and architecting the storage of data belongs to a different
role than that of database setup and administration. For example, in the role of data
architect, I seldom create users, perform backups, or set up replication or clustering.
Little is mentioned of these tasks, which are considered administration and the role of
the DBA. It isn’t uncommon to wear both a developer hat and a DBA hat (in fact, when
you work in a smaller organization, you may find that you wear so many hats your neck
tends to hurt), but your designs will generally be far better thought out if you can divorce
your mind from the more implementation-bound roles that make you wonder how hard
it will be to use the data. For the most part, database design looks harder than it is.

Who This Book Is For

This book is written for professional programmers and data architects who have the
need to design a relational database using any of the Microsoft SQL Server family of
technologies, or technology family, which includes the on-premises version that we
used to get in a cool box. It includes SQL Server running on a virtual machine (VM),
using Azure DB, and even Azure Managed Instance. The book is intended to be useful
for the beginner to the advanced programmer, either strictly database programmers or
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INTRODUCTION

a programmer who has never used a relational database product before to learn why
relational databases are designed in the way they are and get some practical examples
and advice for creating databases. Topics covered cater to the uninitiated to the
experienced architect to learn techniques for solving database design issues, controlling
concurrency, data protection and security, preemptive performance tuning, and more.

How This Book Is Structured

This book is composed of the following chapters, with the first five chapters being an
introduction to the fundamental topics and processes that one needs to go through/
know before designing a database. Chapters 6 and 7 are exercises in learning how a
database is put together using scripts, and the rest of the book takes the topics of design
and implementation and provides instructions and lots of examples to help you get
started building databases:

Chapter 1, “The Fundamentals”: This chapter provides a basic
overview of essential terms and concepts necessary to get started
with the process of designing a great relational database.

Chapter 2, “Introduction to Requirements”: This chapter
introduces how to gather and interpret requirements from a
client. Even if it isn’t your job to do this task directly from a client,
you will need to extract some manner or requirements for the
database you will be building from the documentation that an
analyst will provide to you.

Chapter 3, “The Language of Data Modeling”: This chapter serves
as the introduction to the main tool of the data architect—the
model. In this chapter, I introduce one modeling language
(IDEF1X, Integration Definition for Information Modeling) in
detail, as it’s the modeling language that’s used throughout this
book to present database designs. I also introduce a few other
common modeling languages for those of you who need to use
these types of models for preference or corporate requirements.
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Chapter 4, “Conceptual and Logical Data Model Production”: In
the early part of creating a data model, the goal is to discuss the
process of taking a customer’s set of requirements and to start the
process of discovering the entities and attributes that will become
the tables and columns along with relationships between objects
and surrounding business rules. Implementability is less of a goal
than is to faithfully represent the desires of the users. This chapter
takes some brief requirements and puts them into a data model
along with descriptions of the objects.

Chapter 5, “Normalization”: The goal of normalization is to hone
your data structures into objects that map to the relational model
that the SQL Server engine was created for. To do this, we will

take the set of tables, columns, relationships, and business rules
and format them in such a way that every value is stored in one
place and every table represents a single thing. Normalization

can feel unnatural the first few times you do it, because instead of
worrying about how you'll use the data, you must think of the data
and how the structure will affect that data’s quality. However, once
you've mastered normalization, not to store data in a normalized

manner will feel wrong.

Chapter 6, “Physical Model Case Study”: In this chapter, we will
walk through the process of taking a normalized model and
translating it into a physical data model. The goal of this chapter
is to go through the final steps that a data architect typically goes
through before creating a live database (though this step is not
done as its own distinct step in reality).

Chapter 7, “Physical Model Implementation”: This is the point in
the database design process in which we fire up SQL Server and
start building scripts to implement the model we have labored
over in previous chapters of the book. In this chapter, I cover
writing the code to create most of the typical databases an average
SQL Server data architect will go through.

XxXVi
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Chapter 8, “Data Protection Patterns with Check Constraints and
Triggers”: Beyond the way data is arranged in tables and columns,
other business rules need to be enforced. The front line of defense
for enforcing data integrity conditions in SQL Server is formed by
CHECK constraints and TRIGGER objects, as users cannot innocently
avoid them. This chapter will walk through the typical patterns of
implementing such data integrity checks.

Chapter 9, “Patterns and Anti-patterns”: Beyond the basic set of
techniques for table design, there are several techniques that

I use to apply a common data/query interface for my future
convenience in queries and usage. This chapter will cover
several of the common useful patterns as well as take a look at
some patterns that some people will use to make things easier
to implement the interface that can be very bad for your query
needs.

Chapter 10, “Database Security and Security Patterns”: Security is
high in almost every programmer’s mind these days, or it should
be. In this chapter, I cover the basics of SQL Server security and
show how to employ strategies to use to implement data security
in your system, such as employing views, triggers, encryption,
row-level security (RLS), and using other tools that are a part of
the SQL Server toolset.

Chapter 11, “Data Structures, Indexes, and Their Application”: In
this chapter, I show the basics of how data is stored internally in
SQL Server, as well as some strategies for indexing data for better
performance.

Chapter 12, “Matters of Concurrency”: As part of the code that’s
written, some consideration needs to be given to actively sharing
resources, if applicable. In this chapter, I describe several
strategies for how to implement concurrency in your data access
and modification code.

Xxvii

WOW! eBook
www.wowebook.org



INTRODUCTION

Chapter 13, “Coding Architecture”: This chapter covers the
concepts and concerns of choosing the storage engine and writing
code that accesses SQL Server. I cover on-disk or in-memory,

ad hoc SQL (Structured Query Language) vs. stored procedures
(including all the perils and challenges of both, such as plan
parameterization, performance, effort, optional parameters,

SQL injection, etc.), and whether T-SQL (Transact-SQL) or CLR
(Common Language Runtime) objects are best. In addition,

there is a discussion on building reusable code to help you build

applications.

Appendix A, “Scalar Datatype Reference”: In this appendix,
I present all of the types that can be legitimately considered
scalar types, along with why to use them, their implementation

information, and other details.

Prerequisites

The book assumes that the reader has some experience with SQL Server, particularly
writing queries using existing databases. Beyond that, most concepts that are covered
will be explained, and code should be accessible to anyone with experience in

programming using any language.

Downloading the Code

A download will be available as individual files from the Apress download site. Files will
also be available from my GitHub site, github.com/drsqlgithub/dbdesignbooké, as well
as links to additional material I may make available between now and any future editions
of the book.
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Contacting the Author

Don't hesitate to give me feedback on the book, anytime, at my website (www.drsql.org)
or my email (louis@drsql.org). I'll try to improve any sections that people find lacking
in one of my blogs, or as articles, with links from my website, currently at https://
drsql.org/publications, butif that direct link changes as it has in the past due to losing
a web host, this book will feature prominently on my new website one way or another.

I'll be putting more information there, if it becomes available, pertaining to new ideas,
goof-ups I find, or additional material that I choose to publish because I think of them
once this book is no longer a jumble of bits and bytes and is an actual instance of ink

on paper.
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CHAPTER 1

The Fundamentals

Get the fundamentals down and the level of everything you do will rise.
—Michael Jordan

Like almost anyone, I have a love-hate relationship with fundamentals. The easier the
task seems to be, the less enjoyable I seem to find it, unless of course I already have a
love for the topic. In elementary school, there were fun classes, like recess and lunch.
But when handwriting class came around, very few kids really liked it, and a solid
percentage of those who did just liked the taste of pencil lead. But handwriting class
was an important part of childhood educational development. Without it, you wouldn’t
be able to write on a whiteboard, and without that skill, could you stay employed as a
programmer? [ know I personally am addicted to writing on whiteboards, and only a
small fraction of that is the glorious smell of the markers.

Much like handwriting was an essential skill for life, database design has its own
set of skills that you need if creating relational databases is part of your vocation.
While database design is not a hard skill to learn, it is not exactly a completely obvious
one either. In many ways, the fact that it isn’t a hard skill makes it difficult to master.
Databases are being designed all the time by people of limited understanding of what
makes one “good.” Administrative assistants build databases using Excel, kids make
inventories of their video games on a sheet of paper, and newbie programmers do so
with all sorts of database management tools. The problem is that in almost every case,
the design produced is fundamentally flawed, not always so much that it is immediately
obvious. However, the flaws are generally enough that it causes mistakes to manifest
themselves in subtle, even dangerous ways. When you are finished with this book, you
should be able to recognize many of the common fundamental blunders and design
databases that avoid them in the first place. If a journey of a million miles starts with a

© Louis Davidson 2021
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CHAPTER 1  THE FUNDAMENTALS

single step, the first step in the process of designing a quality database is understanding
why databases are designed the way they are, and this requires us to cover the
fundamentals.

The first six chapters of this book are devoted to the fundamental tasks of relational
database design and preparing your mind for the task at hand: implementing a relational
database. The topics won't be particularly difficult in nature, and I will do my best to
keep the discussion at the layman’s level and not delve so deeply that you punch me if
you pass me in the hall at the SQL PASS Summit [https://www.pass.org/summit/] or
any of the technical conferences I try to get out to each year (assuming by the time you
are reading this book, we are back to meeting in person again!).

For this chapter, we will start out looking at basic groundwork topics that help to
align our thinking to someone designing and implementing with SQL Server’s relational
database engine:

e “History”: Where did all this relational database stuff come from?
In this section, I will present some history, largely based on Codd’s
12 rules as an explanation for why the RDBMS (relational database

management system) is what it is.

e “Recognizing Relational Data Structures”: This section will provide
introductions of some of the fundamental database objects, including
the database itself, tables, columns, and keys. These terms are likely
familiar to you, but there are some common misunderstandings in
their definition that can make the difference between a mediocre

design and an excellent one.

o “Understanding Relationships”: We will briefly survey the different
types of relationships that can exist between the relational data
structures introduced in the “Recognizing Relational Data Structures”
section.

o “Understanding Data Dependencies”: The concept of dependencies
between values and how they shape the process of relational
database design will be discussed.

e “Relational Programming”: This section will cover the differences
between procedural programming using C# or VB.NET (Visual Basic)
and relational programming using SQL (Structured Query Language).
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CHAPTER 1  THE FUNDAMENTALS

e “Outlining the Database-Specific Project Phases”: This section
provides an overview of the major phases of relational database
design: conceptual/logical, physical, and maintenance. For time and
budgetary reasons, you might be tempted to skip the first database
design phases and move straight to the physical implementation
phase (coding). However, skipping any or all these phases can lead
to an incomplete or incorrect design, as well as one that does not
support high-performance querying and reporting.

At a minimum, this chapter on fundamentals should get us to a place where we
have a set of common terms and concepts to use throughout this book when discussing
and describing relational databases. Throughout my years of reading and research,

I've noticed that lack of agreed-upon terminology is one of the biggest issues in the
database community. Academics have multiple sets of terms to mean the same thing
as people who develop code (who equally have several sets of terms, and sometimes
overlapping terms have different meanings). Tradespeople (like myself and probably
you the reader) have their own terminology, and it is usually used very sloppily. I am not
immune to sloppy terminology myself when chatting about databases, but in this book,
I do my best to try to be quite rigid to use proper terminology. Some might say that this
is all semantics, and semantics aren’t worth arguing about, but honestly, they are the
only thing worth arguing about. Agreeing to disagree is fine if two parties understand
one another, but the true problems in life tend to arise when people think they are in
complete agreement about an idea but the words they are agreeing to have different
meanings to the parties.

History

No matter what country you hail from, there is, no doubt, a point in history when

your nation began. In the United States, that beginning came with the Declaration

of Independence, followed by the Constitution of the United States (and the ten
amendments known as the Bill of Rights). These documents are deeply ingrained in
the experience of many citizens of the United States. We argue about them, we disagree
on their meaning, but they are ours. For relational database design, we have three
documents that are largely considered the foundations of relational databases.
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CHAPTER 1  THE FUNDAMENTALS

The term “relational database” is always an interesting one for people, because it
sounds like it has to do with the relationships between tables, but rather it is a term from
mathematics. The word relation is rather about the relationship between a set of values
(www.study.com/academy/lesson/relation-in-math-definition-examples.html),
which is analogous to the set of columns in a table.

The people who formulated databases, especially Edgar E Codd, were typically
mathematicians. Hence, a lot of the terminology used by the theorists is from their math
roots. This is a topic we will see later in the chapter, but the term “relational” stuck when
in 1979, Codd, who worked for the IBM Research Laboratory at the time, wrote a paper
entitled “A Relational Model of Data for Large Shared Data Banks,” which was printed
in Communications of the ACM (“ACM” is the Association for Computing Machinery
[www.acm.org]). In this 11-page paper, Codd introduces a revolutionary idea for how to
break the physical barriers of the types of databases in use at that time. At the time, most
database systems were very structure oriented, requiring a lot of knowledge of how the
data was organized in the storage. For example, to use indexes in the database, specific
choices would be made, like only indexing one key, or if multiple indexes existed, the
user was required to know the name of the index to use it in a query.

As almost any programmer knows, one of the fundamental tenets of good
programming is to attempt low coupling of computer subsystems. Requiring a user to
know about the internal structure of the data storage was obviously counterproductive.
If you wanted to change or drop an index, the software and queries that used the
database would also need to be changed. The first half of Codd’s paper introduced a set
of constructs that would be the basis of what we know as a relational database. Concepts
such as tables, columns, keys (primary and candidate), indexes, and even an early form
of normalization are be included. The second half of the paper introduced set-based
logic, including joins. This paper was pretty much the database declaration of storage
independence.

Moving six years in the future, after companies began to implement supposed
relational database systems, Codd wrote a two-part article published by Computerworld
magazine entitled “Is Your DBMS Really Relational?” and “Does Your DBMS Run by the
Rules?” on October 14 and October 21, 1985. Though it is nearly impossible to get a copy
of these original articles, many websites outline these rules, and I will too. These rules go
beyond relational theory and define specific criteria that need to be met in an RDBMS, if
it’s to be truly considered relational even today.
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CHAPTER 1  THE FUNDAMENTALS

Codd’s Rules for an RDBMS

I feel it is useful to cover Codd’s rules, because while these rules are well over 30 years
old, they do probably the best job of setting up not only the criteria that can be used to
measure how relational a database is but also the reasons why relational databases are
implemented as they are. The neat thing about these rules is that they are seemingly

just a formalized statement of the KISS manifesto for database users—keep it simple or
keep it standard...stupid, either one. By establishing a formal set of rules and principles
for database vendors, users could access data that not only was simplified from earlier
data platforms but worked pretty much the same on any product that claimed to be
relational. Every database vendor has a different version of a relational engine, and while
the basics are the same, there are wild variations in how they are structured and used.
The basics are the same, and for the most part, the SQL implementations are very similar
(Iwill discuss very briefly the standards for SQL in the next section). The primary reason
that these rules are so important for the person just getting started with design is that
they elucidate why SQL Server and other relational engine-based database systems work
the way they do. For another great overview of these rules from a person who has been
involved at every level of the process, see Joe Celko’s article “Codd’s Twelve Rules” (www.
red-gate.com/simple-talk/homepage/codds-twelve-rules/).

Rule 1: The Information Principle

Allinformation in the relational database is represented in exactly one and
only one way—Dby values in tables.

While this rule might seem obvious after just a little bit of experience with relational
databases, it really isn’t. Designers of database systems could have used global variables
to hold data or file locations or come up with any sort of data structure that they wanted.
Codd’s first rule set the goal that users didn’t have to think about where to go to get data.
One data structure—the table—followed a common pattern of rows and columns of data
that users worked with.

Many different data structures were in use in the early days that required a lot of
internal knowledge of data. Think about all the different data structures and tools you
have used. Data could be stored in files, a hierarchy (like the file system), or any method
that someone dreamed of. Even worse, think of all the computer programs you have
used; how many of them followed a common enough standard that they worked just like
everyone else’s? Very few, and new innovations are coming every day.
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While innovation is rarely a bad thing, innovation in relational databases is largely
limited to the layer that is encapsulated from the user’s view. The same database code
that worked 20 years ago could easily work today with the simple difference that it now
runs a great deal faster. There have been great advances in the language we use (T-SQL),
but other than a few wonky bits of syntax that have been actually removed from the
language (the most common example being *= for left join and =* for right [and there
was not an operator like *=* for full outer join]), T-SQL written 20 years ago will work
today, largely because data is stored in structures that appear to the user to be exactly the
same as they did in SQL Server 1.0 even though the internals are vastly different.

Rule 2: Guaranteed Access

Each and every datum (atomic value) is guaranteed to be logically acces-
sible by resorting to a combination of table name, primary key value, and
column name.

This rule is an extension of the first rule’s definition of how data is accessed. While all of
the terms in this rule will be defined in greater detail later in this chapter, suffice it to say
that columns are used to store individual points of data in a row of data and a primary
key (PK) is a way of uniquely identifying a row using one or more columns of data. This
rule defines that, at a minimum, there will be a non-implementation-specific way to
access data in the database. The user can simply ask for data based on known data that
uniquely identifies the requested data. “Atomic” is a term that will come up frequently;
it simply means a value that cannot be broken down any further without losing its
fundamental value. It will be defined later in this chapter and again in more depth in
Chapter 5 when we cover normalization.

Together with the first rule, rule 2 establishes a kind of addressing system for data
as well. The table name locates the container; the primary key value finds the row
containing an individual data item of interest; and the column is used to address an
individual piece of data.

Rule 3: Systematic Treatment of NULL Values

NULL values (distinct from the empty character string or a string of blank
characters and distinct from zero or any other number) are supported in
the fully relational DBMS for representing missing information in a system-
atic way, independent of datatype.
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The NULL rule requires that the RDBMS support a method of representing “missing” data
the same way for every implemented datatype. This is really important because it allows
you to indicate that for any column you can consistently indicate the lack of a value,
without resorting to tricks. For example, assume you are making a list of how many
computer mice you have, and you think you still have an Arc mouse, but you aren’t sure.
You list Arc mouse to let yourself know that you are interested in such mice, and then in
the count column, you put what? Zero? Does this mean you don’t have one? You could
enter -1, but what the heck does that mean? Did you loan one out? You could put “Not
sure” in the list, but if you tried to programmatically sum the number of mice you have,

1 + “Not sure” does not compute.

To solve this problem, the placeholder NULL was devised to work regardless of
datatype. For example, in string data, NULL values are distinct from an empty character
string, and they are always to be considered a value that is unknown. Visualizing them as
UNKNOWN is often helpful to understanding how they work in math and string operations.
NULL values propagate through mathematic operations as well as string operations.

NULL + <anything> = NULL, the logic being that NULL means UNKNOWN. If you add
something known to something unknown, you still don’t know what you have; it’s still
unknown. Throughout the history of relational database systems, NULL values have

been implemented incorrectly or abused, so there are generally settings to allow you

to ignore the properties of NULL column values. However, doing so is inadvisable. NULL
values greatly affect how data is modeled, represented, coded, and implemented. NULL
values are a concept that academics have tried to eliminate as a need for years and years,
but no practical replacement has been created. I generally consider them a painful but
necessary construct.

Rule 4: Dynamic Online Catalog Based on the Relational Model

The database description is represented at the logical level in the same way
as ordinary data, so authorized users can apply the same relational lan-
guage to its interrogation as they apply to regular data.

This rule requires that a relational database be self-describing using the same tools that
you store user data in. In other words, the database must contain tables that catalog
and describe the structure of the database itself, making the discovery of the structure
of the database easy for users, who should not need to learn a new language or method
of accessing metadata. This trait is very common, and we will make use of the system
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catalog tables regularly throughout the latter half of this book to show how something
we have just implemented is represented in the system and how you can tell what other
similar objects have also been created.

Rule 5: Comprehensive Data Sublanguage Rule

A relational system may support several languages and various modes of
terminal use. However, there must be at least one language whose state-
ments are expressible, per some well-defined syntax, as character strings
and whose ability to support all of the following is comprehensible: a. data
definition, b. view definition, c. data manipulation (interactive and by pro-
gramy), d. integrity constraints, e. authorization, and f. transaction bound-
aries (begin, commit, and rollback).

This rule mandates the existence of a high-level relational database language, such as
SQL, to manipulate data. The language must be able to support all the central functions
of a DBMS: creating a database, retrieving and entering data, implementing database
security, and so on. SQL as such isn’t specifically required, and other experimental
languages are in development all the time, but SQL is the de facto standard relational
language and has been in use for well over 20 years.

Relational languages are different from procedural (and most other types of)
languages in that you don’t specify how things happen or even where. In ideal terms, you
simply ask a question of the relational engine, and it does the work. You should at least,
by now, be starting to realize that this encapsulation and relinquishing of responsibilities
is a very central tenet of relational database implementations. Keep the interface simple
and encapsulated from the realities of doing the hard data access. This encapsulation
is what makes programming in a relational language very elegant but oftentimes
frustrating. You are commonly at the mercy of the engine programmer, and you cannot
implement your own access method, like you could in C# if you discovered an API
that wasn’t working well. On the other hand, the engine designers are like souped-up
rocket scientists and, in general, do an amazing job of optimizing data access. The true
hard part is understanding that usually the sooner you release responsibility and learn
to follow the relational ways, the better. But the more you understand about what the
engine is doing, the more you can help it.
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Rule 6: View Updating Rule

All views that are theoretically updateable are also updateable by the
system.

A table, as we briefly defined earlier, is a structure with rows and columns that represents
data stored by the engine. A view is a stored representation of data that is technically a
table too; it's commonly referred to as a virtual table. Views are generally allowed to be
treated just like regular (sometimes referred to as materialized) tables, and you should
be able to create, update, and delete data from a view just like from a table. This rule is
quite hard to implement in practice because views can be defined in any way the user
wants.

Rule 7: High-Level Insert, Update, and Delete

The capability of handling a base relation or a derived relation as a single
operand applies not only to the retrieval of data but also to the insertion,
update, and deletion of data.

This rule is probably the biggest blessing to programmers of them all. If you were a
computer science student, an adventurous hobbyist, or just a programming sadist like
the members of the Microsoft SQL Server Storage Engine team, you probably had to
write some code to store and retrieve data from a file. You will probably also remember
that it was very painful and difficult to do, as you had to manipulate data byte by byte,
bit by bit, and usually you were just doing it for a single user at a time. Now, consider
simultaneous access by hundreds or thousands of users to the same file and having to
guarantee that every user sees and can modify the data concurrently and consistently.
Only a truly excellent system programmer would consider that a fun challenge.

Yet, as a relational engine user, you write very simple statements using SELECT,
INSERT, UPDATE, and DELETE statements that do this every day. Writing these statements
is like shooting fish in a barrel—extremely easy to do (it’s confirmed by MythBusters as
easy to do, if you are concerned, but don’t shoot fish in a barrel unless you are at least
planning on having fish for dinner—it is not a nice thing to do). Simply by writing a
single statement using a known table and its columns, you can put new data into a table
that is also being used by other users to view, change data, or whatever. In Chapter 12,
we will cover the concepts of concurrency to see how this multitasking of modification
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statements is done, but even the concepts we cover there can be mastered by common
programmers who do not have a PhD from MIT because of the work of those who do
have such deep mathematics and engineering knowledge.

Rule 8: Physical Data Independence

Application programs and terminal activities remain logically unimpaired
whenever any changes are made in either storage representation or access
methods.

Applications must work using the same syntax, even when changes are made to the way
in which the database internally implements data storage and access methods. This

rule basically states that the way the data is stored must be independent of the way it’s
used and the way data is stored is immaterial to the users. This rule will play a big part of
our entire design process, because we will do our best to ignore implementation details
and design for the data needs of the user. That way the folks who write the code for SQL
Server’s engine can add new fun features to the product, and we can use many of them
without even knowing (or, at least, barely knowing) about them. For all we know, while the
output of SELECT * FROM <tablename> would be the same in any version of SQL Server,
the underlying code can be quite different (tremendously different when we look at how
the new memory-optimized features will affect the internals and query processing!).

Rule 9: Logical Data Independence

Application programs and terminal activities remain logically unimpaired
when information-preserving changes of any kind that theoretically permit
unimpairment are made to the base tables.

While rule 8 is concerned with the internal data structures that interface the relational
engine to the file system, this rule is more centered on things we can do to the table
definition in SQL. Say you have a table that has two columns, A and B. User X makes
use of A; user Y uses A and B. If the need for a column C is discovered, adding column
C should not impair users’ (X and Y) programs at all. If the need for column B was
eliminated and hence the column was removed, it is acceptable that user Y would then
be affected, yet user X, who only needed column A, would still be unaffected.

This principle, unlike physical data independence, does involve following solid
programming practices. For example, consider the construct known as star (*) that is
used as a wildcard for all the columns in the table (asin SELECT * FROM <tablename>).

10
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Using this shorthand means that if a column is added to the table, the results will change
in a way that might not be desirable. There are other places where this can cause issues
(like using a column list in an INSERT statement), which we will cover throughout the
book. Generally speaking, it is always a good idea to declare exactly the data you need for
any operation that you expect to reuse.

Rule 10: Integrity Independence

Integrity constraints specific to a particular relational database must be
definable in the relational data sublanguage and storable in the catalog,
not in the application programs.

Another of the truly fundamental concepts is that data should have integrity; and in
this case, the data subsystem should be able to protect itself from most common data
issues. Predicates that state that data must fit into certain molds are to be implemented
in the database. Minimally, the RDBMS must internally support the definition and
enforcement of entity integrity (primary keys) and referential integrity (foreign keys).
We also have unique constraints to enforce keys that aren’t the primary key, NULL
constraints to state whether or not a value must be known when the row is created,

and check constraints that are simply table or column predicates that must be met. For
example, say you have a column that stores employees’ salaries. It would be good to add
a condition to the salary storage location to make sure that the value is greater than or
equal to zero, because you may have unpaid volunteers, but I can only think of very few
jobs where you pay to work at your job.

Making complete use of the relational engine’s integrity constraints can be
controversial. Application programmers don’t like to give up control of the management
of rules because managing the general rules in a project must be done in multiple places
(for user friendliness if for no other reason). At the same time, many types of constraints
for which you need to use the engine are infeasible to implement in the application layer
due to the desire to allow concurrent access. For example, uniqueness and referential
integrity are extremely hard to implement from a client tool for reasons that probably
are obvious in some respects but will be covered in some detail when we look at
concurrency in depth in Chapter 12.

The big takeaway for this item should be that the engine provides tools to protect
data, and in the least intrusive manner possible, you should use the engine to protect the
integrity of the data.

11
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Rule 11: Distribution Independence

The data manipulation sublanguage of a relational DBMS must enable
application programs and terminal activities to remain logically unim-
paired whether and whenever data are physically centralized or
distributed.

This rule was exceptionally forward thinking in 1985 and is still only getting close to
being realized for anything but the largest systems. It is an extension of the physical
independence rule taken to a level that spans the containership of a single computer
system. If the data is moved to a different location, the relational engine should recognize
this and just keep working. With cloud computing exploding considerably in each of the
last few editions of this book, we are just getting closer and closer to being a full reality.

Rule 12: Nonsubversion Rule

If a relational system has or supports a low-level (single-record-at-a-time)
language, that low-level language cannot be used to subvert or bypass the
integrity rules or constraints expressed in the higher-level (multiple-records-
at-a-time) relational language.

This rule requires that methods of accessing data are not able to bypass everything that
the relational engine has been specified to provide in the other rule, which means that
users should not be able to violate the rules of the database in any way. At the time of
this writing, most tools that are not T-SQL based do things like check the consistency of
the data and clean up internal storage structures. There are also row-at-a-time operators
called cursors that deal with data in a very nonrelational manner, but in all cases, they do
not have the capability to go behind or bypass the rules of the RDBMS.

A common big (reasonable) cheat is to bypass rule checking when loading large
quantities of data using bulk loading techniques. All the integrity constraints you put on
a table generally will be quite fast and only harm performance an acceptable amount
during normal operations. But when you must load millions of rows, doing millions
of checks all at once can be very expensive, and hence there are tools to skip integrity
checks. Using a bulk loading tool is a necessary evil, but it should never be an excuse to
allow data with poor integrity into the system and just let it sit there.

12
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SQL Standards

In addition to Codd’s rules, one topic that ought to be touched on briefly is the SQL
standards. Rules 5, 6, and 7 all pertain to the need for a high-level language that works on
data in a manner that encapsulates the nasty technical details from the user. To fulfill this
need, SQL was born. The language SQL was initially called SEQUEL (Structured English
Query Language), but the name was changed to SQL for copyright reasons (though we
still regularly pronounce it as “sequel” today). SQL had its beginnings in the early 1970s
with Donald Chamberlin and Raymond Boyce (see http://en.wikipedia.org/wiki/
SQL), but the path to get us to the place where we are now was quite a trip. Multiple SQL
versions were spawned, and the idea of making SQL a universal language was becoming
impossible. T-SQL is Microsoft’s version of SQL that was borne of their partnering with
Sybase in the 1990s, until they split around the time Microsoft rewrote the SQL Server
core for version 7.0.

In 1986, the American National Standards Institute (ANSI) created a standard
called SQL-86 for how SQL should be moved forward. This standard took features
that the major players at the time had been implementing in an attempt to make code
interoperable between these systems, with the engines being the part of the system
that would be specialized. This early specification was tremendously limited and did
not even include referential integrity constraints. In 1989, the SQL-89 specification was
adopted, and it included referential integrity, which was a tremendous improvement
and a move toward implementing Codd’s twelfth rule (see Handbook on Architectures of
Information Systems by Bernus, Mertins, and Schmidt [Springer 2006]).

Several more versions of the SQL standard have come and gone, with the latest being
in 2016. For the most part, these documents are not exactly easy reading, nor do they
truly mean much to the basic programmer/practitioner, but they can be quite interesting
in terms of putting new syntax and features of the various database engines into
perspective. The standard also helps you to understand what people are talking about
when they talk about standard SQL and can help to explain some of the more interesting
choices that are made by database vendors.

This brief history lesson was mostly for getting you started to understand why
relational databases are implemented as they are today. In three papers, Codd took a
major step forward in defining what a relational database is and how it is supposed to
be used. In the early days, Codd’s 12 rules were used to determine whether a database
vendor could call itself relational and presented stiff implementation challenges
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for database developers. As you will see by the end of this book, even today, the
implementation of the most complex of these rules is becoming achievable, though SQL
Server and other RDBMSs still fall short of achieving their objectives.

Obviously, there is a lot more history between 1985 and today. Many academics,
including Codd himself, have advanced the science of relational databases to the
level we have now. Notable contributors include C. J. Date, Fabian Pascal (who has an
interesting website: www . dbdebunk.com), Donald Chamberlin, and Raymond Boyce
(who contributed to one of the normal forms, covered in Chapter 5), among many
others. Some of their material is interesting only to academics, but it all has practical
applications even if it can be very hard to understand and is very useful to anyone
designing even a modestly complex model. I suggest reading all the other database
design materials you can get your hands on after reading this book (after, read: after). In
this book, I will keep everything at a very practical level that is formulated to cater to the
general practitioner without dumbing it down to get down to the details that are most
important and provide common useful constructs to help you start developing great
databases quickly.

Recognizing Relational Data Structures

As a person reading this book, this is probably not your first time working with a
database, and therefore, you will no doubt be somewhat familiar with some of the
concepts I will be covering. However, you may find there are at least a few points
presented here that you haven’t thought about that might help you understand why I do
things later—for example, the fact that a table consists of unique rows or that within a
single row a column must represent only a single value. These points make the difference
between having a database of data that the client relies on without hesitation and having
one in which the data is constantly challenged.

This section introduces the following core relational database structures and
concepts:

e Database and schema
e Tables, rows, and columns
e  Missing values (nulls)

e Uniqueness constraints (keys)
14
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Note too that in this section I will only be talking about items from the relational
model. In SQL Server, you have a few layers of containership based on how SQL Server
is implemented. For example, the concept of a server is analogous to a computer or a
virtual machine perhaps. On a server, you may have multiple instances of SQL Server
that can then have multiple databases. The terms “server” and “instance” are often
misused as synonyms, mostly due to the original way SQL Server worked, allowing only a
single instance per server (and since the name of the product is SQL Server, it is a natural
mistake). For most of this book, we will not need to look at any higher level than the
database, which I will introduce in the following section.

Introducing Databases and Schemas

The basic concept of a database is simply a collection of facts or data. It needn’t be in
electronic form; it could be a card catalog at a library, your checkbook, a set of words

on a notepad, an Excel spreadsheet, or even just a simple text file. Typically, the point of
any database is to arrange data for ease and speed of search and retrieval—electronic or
otherwise.

For our purposes in relational design, the database is the highest-level container
that you will use to colocate all the objects and code that serve a common purpose. On
an instance of the database server, you can have many databases, but best practices
suggest using as few as possible for your needs (but not fewer!). This container is often
considered the level of consistency that is desired that all data is maintained at, but
this can be overridden for certain purposes (one such case is that databases can be
partially restored and be used to achieve quick recovery for highly available database
systems). A database is also where the storage on the file system meets the logical
implementation. Until very late in this book, we will treat the database as a logical
container and ignore the internal properties of how data is stored; we will treat storage
and optimization primarily as a post-relational structure implementation consideration.
When I get to Chapter 11, I will start to talk more deeply about performance and physical
characteristics you need to control.

The next level of containership is the schema. You use schemas to group objects in
the database with common themes. All objects on a database server can be addressed by
the server name, the database they reside on, and the schema, giving you what is known
as the four-part name:

ServerName.DatabaseName.SchemaName.ObjectName
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The only part of a name that is always required is the object name, but as we will
see in Chapter 7 when a complete database is created, always including the schema
name is generally desirable. Including the database name and server name typically
is frowned upon in typical coding use where the code is to be reused. These naming
parts are generally acquired by the context the user is in, to make code more portable. A
three-part name would be used to access a resource outside of the database in context
and a four-part name to access a database resource that is on another server. A goal
in database development is to keep your code isolated in a single database if possible.
Accessing a database on a different server is a practice disfavored by almost anyone
who does database coding, first because it can be terrible for performance and second
because it creates dependencies that are difficult to track and extremely hard to test.

The database functions as the primary container used to hold, back up, and
subsequently restore data when necessary. It does not limit you to accessing data within
only that one database; however, it should generally be the goal to keep your data access
needs to one database.

Schemas are valuable not only for logical organization but also, as we will see later,
to control access to the data and restrict permissions. In Chapter 10, we will discuss in
some detail the methods, values, and problems of managing security of data in separate
databases and schemas.

Note The term “schema” has other common usages that you should realize:
the entire structure for the database is referred to as schema, as are the Data
Definition Language (DDL) statements that are used to create the objects in the
database (such as CREATE TABLE and CREATE INDEX). Once we arrive to the
point where we are talking about schemas in the database, | will clearly make
that distinction.

Understanding Tables, Rows, and Columns

In arelational database, a table is used to represent some concept (generally a noun like
a person, place, thing, or idea), and a column represents information about that concept
(the name, address, descriptions, etc.). Getting the definitions of your tables correct

is the most important part of database design and something we will discuss in more
depth.
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A table is the definition of the container for a concept. For instance, a table
may represent a person. Each instance of a person “Fred Smith” or “Alice Smith” is
represented as a “row” of data. So, in this table of people, one row would represent one
person. Rows are further divided into columns that contain a single piece of information
about whatever the row is representing. For example, the FirstName column of a row
would contain “Fred” or “Alice.” A table is not to be thought of as having any order
and should not be thought of as a location in some type of storage. As previously
discussed in the “History” section of this chapter, one of the major design concepts
behind a relational database system is that it is to be encapsulated from the physical
implementation.

The concept of “atomic” describes the type of data stored in a column. The meaning
of “atomic” is pretty much the same as in physics as we understand it in the 21st century.
Atomic values are values that cannot be broken up further without losing the original
characteristics. In chemistry, molecules are made up of multiple atoms—H,O can be
broken down to two hydrogen atoms and one oxygen atom, but if you break the oxygen
atom into smaller parts, you will no longer have oxygen (and your neighbors will not
appreciate the massive crater where your house previously was).

In our data example, the name “Fred Smith” can be broken into “Fred” and “Smith”
naturally, and we do not lose any meaning. It can also be further subdivided into “F’, “re’,
“d’} “Smit’, and “h’) but now the chunks of data make no sense anymore.

Hence, our goal in designing databases will be to find values that have a single
meaning that is valuable to the common user, such as a single word or a number, or it
can mean something like a whole chapter in a book stored in a binary or even a complex
type, such as a point with longitude and latitude. The key is that the value represents a
single message that resists being broken down to a lower level than what is needed when
you start using the data. So having a scalar value defined as two dependent values, say
XandY, is perfectly acceptable because they are not independent of one another, while
avalue like 'Cindy, Leo,John"' would likely not be atomic, because that value can be
broken down into three separate and independent values without losing any meaning.
Keep in mind however that I said “would likely not be atomic,” not “would definitely not
be” Database design is a complex process because it matters what the customer means
by 'Cindy, Leo,John" and what you might do with them programmatically.

While you may be thinking that any programmer worth the price of a biscuit can
split those values into three when they need to, our goal throughout the database design
process is to do that work up front to provide the relational engine a consistent way of
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working with our data. It may also be that 'Cindy, Leo,John' is one complete value that
should not be separated, despite what you think looking at it. Remember when I said
that database design’s simplicity makes it difficult. This is exactly why.

Before moving on, I would like to take a moment to discuss the complexities with the
terms “table,” “row,” and “column.” These terms are commonly used by tools like Excel,
Word, and so on to mean a fixed structure for displaying data. For “table,” Dictionary.

com (www.dictionary.com) has the following definition:

An orderly arrangement of data, especially one in which the data are
arranged in columns and rows in an essentially rectangular form.

When data are arranged in a rectangular form, it has an order and very specific
locations. A basic example of this definition of “table” that most people are familiar with

is a Microsoft Excel spreadsheet, such as the one shown in Figure 1-1.

AutoSave LR Book3 - Excel Louis Davidson ':a 3]
File Home Insert Pagelayout Formulas Data Review View Help © Search 8 =
ES - f‘ v
_ A _ B _ C _ D E F G -~
1 /111-11-1111 FR4934339903 -$100.00 John Smith
2 |222-22-2222 FT4830498303 $200.00 Bob White
3 |333-33-3333 FQ9992023092 $40,000.00 Lilly Liver
4 |444-44-4444 FX8093234320 $14.00 Fred O'Franklin
5
6 4
h 2 : : J =
Sheetl ) < .
Ready H B [0 - il + 100%

Figure 1-1. Excel table

In Figure 1-1, the rows are numbered 1-4, and the columns are labeled A-E. The
spreadsheet is a table of accounts. Every column represents some piece of information
about an account: a Social Security number, an account number, an account balance,
and the first and last names of the account holder. Each row of the spreadsheet
represents one specific account. It is not uncommon to access data in a spreadsheet
positionally (e.g., cell A1) or as a range of values (e.g., A1-A4) with no reference to the
data’s structure, something I have already mentioned several times as being against the
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principles of relational databases. This physical meaning of a table, row, and column

gets mixed in with the more conceptual meaning that needs to be understood for

relational databases.

In the next few tables (in the book—see, this term has lots of meanings!), I will

present the terminology for tables, rows, and columns and explain how they will be used

in this book. Understanding this terminology is a lot more important than it might seem,

as using these terms correctly will point you down the correct path for using relational

objects. Let’s look at the different terms and how they are presented from the following

perspectives (note that there are quite a few other terms that mean the same things too,

but these are the most common that I see in mainstream discussions):

Relational theory: This viewpoint is rather academic. It tends to be
very stringent in its outlook on terminology and has names based on
the mathematical origins of relational databases.

Logical/conceptual: This set of terminology is used prior to the actual
implementation phase. Basically, this is based on the concepts of
Entity-Relationship (ER) modeling, which uses terms that are more
generic than what you will use when working with your database.

Physical: This set of terms is used for the implemented database.
The word “physical” is a bit misleading here, because the physical
database is really an abstraction away from the tangible, physical
architecture. However, the term has been ingrained in the minds of
data architects for years and is unlikely to change.

Record manager: Early database systems required a lot of storage
knowledge; for example, you needed to know where to go fetch a row
in a file. The terminology from these systems has spilled over into
relational databases, because the concepts are quite similar.

Table 1-1 shows the names that the basic data representations (e.g., tables) are given

from the various viewpoints. These names have slightly different meanings but are often

used as exact synonyms.
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Breakdown of Basic Data Representation Terms

Viewpoint

Name

Definition

Relational
theory

Logical/
conceptual

Physical

Record
manager

Relation

Entity

Table

File

This term is seldom used by nonacademics, but some literature uses it
exclusively to mean a strict version of what most programmers think of
as a table. In set theory, it is a structure that is made up of tuples and
attributes (which will be defined in greater detail later but share a lot in
common conceptually with rows and columns.)

An entity represents a container for some “thing” you want to store
data about. For example, if you are modeling a human resources
application, you might have an entity for employees. During the logical
modeling phase, many entities will be identified, some of which will
become tables, and some will become several tables, based on the
process known as normalization, which we’ll cover extensively in
Chapter 5. It should also be clear that an entity is not something that
has an implementation but is a specification tool that will lead us to an
implementation.

Atable is, at its heart, very similar to a relation and entity in that the goal
is to represent some concept that you will store data about. The biggest
difference between relations and tables is that tables technically may
have duplication of data (even though they should not be allowed to in
our implementations). A view is also considered a type of table, often a
“virtual” table, since it has a structure that is considered permanent.

In many nonrelational-based database systems (such as Microsoft
FoxPro), each operating system file represents a table (and sometimes
a table is referred to as a database, which is just way too confusing).
Multiple files make up a database. SQL Server employs files, but at
the engine level and may contain all or parts of one or more tables. As
previously mentioned, regarding Codd’s rules, how the data is stored
should be unimportant to how it is used or what it is called.
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Table 1-1. (continued)

Viewpoint Name

Definition

Physical Recordset/ A recordset, or rowset, is data that has been retrieved for use, such as

rowset

results sent to a client. Most commonly, it will be in the form of a tabular
data stream that the user interfaces or middle-tier objects can use.
Recordsets have some similarity to a normal table, but their differences
are tremendous as well. Seldom will you deal with recordsets in the
context of database design, but you will once you start writing SQL
statements. A major difference between relations/tables and recordsets
is that the former is considered “sets,” which have no order, while
recordsets are physical constructs used for communication.

Next up, we look at columns. Table 1-2 lists all the names that columns are given

from the various viewpoints, several of which we will use in the different contexts as we

progress through the design process.

Table 1-2. Column Term Breakdown

Viewpoint Name

Definition

Logical/ Attribute
conceptual

Relational Attribute
theory

The term “attribute” is common in the programming world. It basically
specifies some information about an object. In modeling, this term can
be applied to almost anything, and it may represent other entities. Just
as with entities, in order to produce proper tables for implementation,
normalization will change the shape of attributes until they are proper
column material.

When used in relational theory, an attribute takes on a strict meaning
of a scalar value that describes the essence of what the relation is
modeling.

(continued)
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Table 1-2. (continued)

Viewpoint  Name Definition

Physical Column A column is a single piece of information describing what a row
represents. The position of a column within a table is strongly suggested
to be unimportant to its usage, even though SQL does generally define
a left-to-right order of columns in the catalog. All direct access to a
column will be by name, not position. Each column value is expected to
be, but isn’t strictly enforced, an atomic value.

Record Field The term “field” has a couple of meanings in a database design
manager context. One meaning is the intersection of a row and a column, as in
a spreadsheet (this might also be called a cell). The other meaning is
more related to early database technology: a field was the offset location
in a record, which, as | will define in Table 1-3, is a location in a file on
disk. There are no set requirements that a field store only scalar values,
merely that it is accessible by a programming language.

Note Datatypes like XML, spatial types (geometry and geography),
hierarchyId, and even custom-defined CLR types really start to muddy the
waters of atomic, scalar, and non-decomposable column values. Each of these has
some implementational value, but in your design, the initial goal is to use a scalar
type first and one of the commonly referred to as “beyond relational” types as a
fallback for implementing structures that are overly difficult using scalars only.
Additionally, some support for translating and reading JSON-formatted values was
added to SQL Server 2016, though there is currently no formal datatype support.

Finally, Table 1-3 describes the different ways to refer to a row.
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Table 1-3. Row Term Breakdown

Viewpoint

Name

Definition

Relational
theory

Logical/
conceptual

Physical

Record
Manager

Tuple

Instance

Row

Record

A tuple (pronounced “tupple,” not “toople”) is a finite unordered set

of related and also unordered set of named value pairs, as in
ColumnName: Value.By “named,” | mean that each of the values is
known by a name (e.g., Name:Fred; Occupation:gravel worker).
“Tuple” is a term seldom used in a relational database context except in
academic circles, but you should know it, just in case you encounter it
when you are surfing the Web looking for database information. Note that
tuple is used in cubes and MDX to mean pretty much the same concept,
if things weren’t confusing enough already.

An important part of the definition of a relation is that no two tuples

can be the same. This concept of uniqueness is a topic that is repeated
frequently throughout the book because, while uniqueness is not a strict
rule in the implementation of a table, it is a very strongly desired design
characteristic.

Basically, as you are designing, you will think about what one version of
an entity would look like, and this existence is generally referred to as an
instance.

A row is essentially the same as a tuple, with each column representing
one piece of data in the row that represents one thing that the table has
been modeled to represent.

A record is a location in a file on disk. Each record consists of fields,
which all have physical locations. Ideally, this term should not be used
interchangeably with the term “row” because a row is not a physical
location, but rather a structure that is accessed using data.

If this is the first time you’ve seen the terms listed in Tables 1-1 through 1-3, I expect

that at this point you're banging your head against something solid (and possibly

wishing you could use my head instead) and trying to figure out why such a variety of

terms is used to represent pretty much the same things. Many a flame war has erupted

over the difference between a field and a column, for example. I personally cringe
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whenever a person uses the term “record” when they really mean “row” or “tuple,” but I
also realize that misusing a term isn’t the worst thing if a person understands everything
about how a table should be dealt with in SQL.

Working with Missing Values (NULL)

In order to get the most heinous topics out of the way in the least amount of time, we
move from terminology to the concept of NULL. The concept of NULL, and working with
NULL values, is the source of a very large amount of issues in database code all over the
world today.

In the previous section, we noted that columns are used to store a single value. The
problem with this is that often you will want to store a value, but at some point in the
process, you may not know the value. As mentioned earlier, Codd’s third rule defined the
concept of NULL values, which were different from an empty character string or a string of
blank characters or zero, used for representing missing information in a systematic way,
independent of datatype. All datatypes can represent a NULL, so any column may have
the ability to represent that data is missing.

When representing missing values, it is important to understand what the value
means. Since the value is missing, it is assumed that there may exist a value (even if that
value is that there is specifically “no value”). Because of this, two values of NULL are not
considered to be equal, and you must treat the value as UNKNOWN, as if it could be any
value at all.

This brings up a few interesting properties of NULL that make it a pain to deal with,
though it is very essential to express what you want to need to in a design without
resorting to tricks that are even more troublesome to use:

e Anyvalue concatenated with NULL is NULL. When NULL is present,
it represents possibly every valid value, so if an unknown value is
concatenated with a known value, the result is still an unknown
value. If T add an unknown value to anything, I still have an unknown
value.

o All math operations with NULL will evaluate to NULL, for the very same
reason that any value +/- or any value in a mathematical equation
will be unknown (though even 0 * NULL evaluates to NULL).
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o Logical comparisons can get tricky when NULL is introduced.
Consider the Boolean expression NULL <> NULL. The resulting
Boolean value is NULL, not FALSE, since any unknown value might
be equal to another unknown value, so it is unknown if they are not
equal. Special care is required in your code to know if a conditional
is looking for a TRUE or a non-FALSE (TRUE or NULL) condition. SQL
CHECK constraints look for a non-FALSE condition to satisfy their
predicate, whereas WHERE clauses look for TRUE conditions.

Let’s expand this point on logical comparisons somewhat, as it is very important to
understanding the complexities of NULL usage. When NULL is introduced into Boolean
expressions, the truth tables get more complex. Instead of a simple two-condition
Boolean value, when evaluating a condition with a NULL involved, there are three
possible outcomes: TRUE, FALSE, or UNKNOWN. Only if a search condition evaluates to
TRUE will a row appear in the results of a WHERE clause. As an example, if one of your
conditions evaluates to NULL=1, you might be tempted to assume that the answer to this
is FALSE, when in fact this resolves to UNKNOWN.

This is most interesting because of expressions such as the following in this SELECT
statement:

SELECT CASE WHEN 1=NULL or NOT(1=NULL) THEN 'True' ELSE 'NotTrue' END;

Since you have two conditions and the second condition is the opposite of the first,
it seems logical that either NOT(1=NULL) or (1=NULL) would evaluate to TRUE, but in fact,
1=NULL is UNKNOWN, and NOT (UNKNOWN) is also UNKNOWN. The opposite of UNKNOWN is not,
as you might logically guess, known. Instead, since you aren’t sure if UNKNOWN represents
TRUE or FALSE, the opposite might also be TRUE or FALSE.

Table 1-4 shows the truth table for the NOT operator.

Table 1-4. NOT Truth Table

Operand NOT(Operand)

TRUE FALSE
UNKNOWN UNKNOWN
FALSE TRUE
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Table 1-5 shows the truth tables for the AND and OR operators.

Table 1-5. AND and OR Truth Tables

Operandi Operand2 Operand1 AND Operand2 Operand1 OR Operand2
TRUE TRUE TRUE TRUE

TRUE FALSE FALSE TRUE

TRUE UNKNOWN UNKNOWN TRUE

FALSE FALSE FALSE FALSE

FALSE UNKNOWN FALSE UNKNOWN

In this introductory chapter, my main goal is to point out that the concept of NULL
exists and is a part of the basic foundation of relational databases as we know them
(along with giving you a basic understanding of why they can be troublesome); I don’t
intend to go too far into how to program with them unless it pertains strictly to a specific
design issue I am covering.

The goal in your designs will be to minimize the use of any place where NULL is
needed, but unfortunately, completely eliminating them is very nearly impossible,
particularly because they begin to appear in your SQL statements even when you do an
OUTER JOIN operation.

Defining Domains

The concepts discussed so far have one very important thing in common. They are
established to help us end up with structures that store information. Just what can be
considered information is our next consideration, and therefore we now need to define
the domain of a structure. The domain is the set of valid values that can be stored. At

the entity level, the domain is based on the definition of the object. For example, if

you have a table of employees, each instance will represent an employee, not the parts
that make up a ceiling fan or even the names of weasels, no matter your opinion of

your coworkers. You generally will also define that we don’t want the same employee
represented multiple times, unless it makes sense in the design and there is another way
to tell two rows apart. Unexpected duplicated data is one of the most troublesome things
to deal with in a database. The only thing that is worse is the inability to store data that is
legitimate because the data architect made up over-strict requirements.
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While getting the domain of the entity is straightforward enough, defining the
domain of attributes is a bit more work. For example, consider the following list of
possible aspects of the domain that you might need to consider for an attribute for an
EmployeeDateOfBirth column:

e The value must be a calendar date with no time value.

e The value must be a date prior to the current date (a date in the
future would mean the person has not been born).

o The date value should evaluate such that the person is at least 16
years old, since you couldn’t legally hire a 10-year-old, for example.

e The date value should usually be less than 70 years ago, since rarely
will an employee (especially a new employee) be that age.

o The value must be less than 130 years ago, since we certainly won’t
have a new employee that old. Any value outside these bounds would
clearly be in error.

As you define the domain of an attribute, the concepts of implementing a physical
database aren’t important; some parts of the domain definition may just end up just
using them as warnings to the user. Starting with Chapter 7, we’ll cover how you might
implement this domain in code, but during the design phase, we at least need to start out
by documenting it and then work toward making sure the data’s domain is considered in
the design. The most important thing to note here is that not all these rules are expressed
as 100% required. For example, consider the statement that the date value should be
less than 70 years old. This might just be an alert because it is so very rare and the times
when it occurs tend to be in error. During your early design phase, it is best to define
everything about your domains you can discover, so it may be implemented in some
manner, even if it is just a message box asking the user “C’'mon, really?” for values out of
normal bounds.

As you start to create your first model, you will find a lot of commonality among
attributes. As you start to build your second model, you will realize that you have done
a lot of this before. After 100 models, trying to decide how long to make a person’s first
name in a customer table would be akin to reinventing sliced bread by discovering that
wheat can be used as food. To make this process easier and to achieve some standards
among your models, a great practice is to give common domain types names so you can
associate them to attributes with common needs. For example, you could define the type
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we described at the start of this section as an EmployeeBirthDate domain. Every time an
employee birth date is needed, it will be associated with this named domain.

Admittedly, as I go through the process, it will be clear that using a named domain
in your models will not always be possible, particularly if you don’t have a tool that will
help you manage it. But I suggest that you at least take the time to start a document
somewhere of datatypes for common usage: How long is a person’s name? A phone
number? An email address? Then standardize all usage. The ability to create reusable
domain types is something I look for in a data modeling tool, but modeling tools can be
hard on a small company’s budget.

Domains do not have to be very specific, because often we just use the same kinds of
values the same way. For example, if we have a count of the number of puppies, that data
might resemble a count of bottles of hot sauce. Puppies and hot sauce don’t mix (only
older dogs use hot sauce after their palates have matured), but the domain for the value
of how many of either you have is going to be very similar. Both will be cardinal numbers,
but the upper bound may not be the same. For example, you might have the following

named domains:
o CardinalNumber: Integer values 0 and greater
o Date: Any valid date value (with no time of the day value)

e EmailAddress: A string value that must be formatted as a valid email
address

o 30CharacterString: A string of characters that can be no longer than
30 characters

Keep in mind that if you define the domain of a string as any positive integer, the
maximum is theoretically infinity. Today’s hardware boundaries allow some pretty far-
out maximum values (e.g., 2,147,483,647 for a regular integer; and Rodney Landrum,

a technical editor for previous editions of this book, has this as a tattoo, if you were
wondering), so it is useful to define how many is too many (can you really have a billion
puppies or bottles of hot sauce?). It is fairly rare that a user will have to enter a value
approaching 2 billion, but if you do not constrain the data within your domains, reports
and programs will need to be able to handle such large data and possibly handle when
two rows have 2 billion in them, leading to a sum that is greater than what can fitin a
normal int datatype. In my experience, when there is not a domain set on such values,
what happens is that someone accidentally keys in 1221404 instead of 12214.04 and 1.2
million is a real value that the system can handle, but is not a value that the company
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could ever handle and a lot of product shows up at the door. Without a defined domain
limiting the value either in a hard manner (value must be less than 100000) or soft
manner (warn user if value is greater than 100000 and require CEO approval if greater
than 1000000), then to clean up from even one such mess can cost far more than it would
cost to capture and implement a proper domain.

I'will cover this more in Chapters 7 and 8 when we discuss data integrity as well as
Chapter 9 when I will discuss patterns of implementation to meet requirements.

Metadata

Metadata is data used to describe other data. Knowing how to find information about
the data stored in your system is a very important aspect of the documentation process.
As previously mentioned in this chapter, Codd’s fourth rule states that “The database
description is represented at the logical level in the same way as ordinary data, so
authorized users can apply the same relational language to its interrogation as they
apply to regular data” This means you should be able to interrogate the system metadata
using the same language you use to interrogate the user data (i.e., SQL).

In SQL Server, the catalog is a collective description of the heading of tables and
other coded objects in the database. SQL Server exposes the heading information in a
couple of ways:

e Ina set of views known as the information schema: It consists of a
standard set of views used to view the system metadata table and
should exist on all database servers of any brand.

o Inthe SQL Server-specific catalog (or system) views: These views give
you information about the implementation of your objects and many
more properties of your system.

It is a very good practice to maintain your own metadata about your databases to
further define a table’s or column’s purpose than just naming objects. This is commonly
done in spreadsheets and data modeling tools, as well as using custom metadata storage,
including those built into the RDBMS (e.g., extended properties in SQL Server).
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Uniqueness Constraints (Keys)

As mentioned previously, in relational theory, a relation, by definition, cannot represent
duplicate tuples. In RDBMS products, however, no enforced limitation says that there
must not be duplicate rows in a table. However, it is the considered recommendation of
myself and any reasonable data architect that practically every table needs at least one
defined uniqueness criteria to fulfill the mandate that rows in a table are accessible by
knowing the value of the key. Unless each row is unique from all other rows, there would
be no way to effectively retrieve a single row.

To define the uniqueness criteria, we will define keys. Keys define uniqueness for an
entity over one or more columns that will then be guaranteed as having distinct values
from all other instances. Generically, a key is usually referred to as a candidate key,
because you can have more than one key defined for an entity, and a key may play a few
roles (primary or alternate) for an entity, as will be discussed in more detail later in this
section.

Consider the following set of data, named T, with columns X and Y:

X Y
1 1
2 1

If you attempted to add a new row with values X:1, Y:1, there would then be two
identical rows in the table. If this were allowed, it would be problematic for a couple of

reasons:

e Rowsin a table are unordered, so without keys, there would be no
way to tell which of the rows with value X:1, Y:1in the preceding
table was which. Hence, it would be impossible to distinguish
between these rows, meaning that there would be no logical method
of accessing a single row. Using, changing, or deleting an individual
row would be difficult without resorting to tricks with SQL (like using
an ORDER BY with a TOP operator to access one row at a time).

o Ifmore than one row has the same value, it describes the same thing,
so if you try to change one of the rows, the other row should also
change, which becomes a messy situation.
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If we define a key on column X, the previous attempt to create a new row would
fail, as would any other insert of a value of 1 for the X column, such as X:1, Y:3.
Alternatively, if you define the key using both columns X and Y (known as a “composite”
or “compound” key, i.e., a key that has more than one column, whereas a key with only
one column is sometimes referred to as a “simple” key), the X:1, Y:3 creation would be
allowed, but attempting to create a row as X:1, Y:1 would still be forbidden.

Note In a practical sense, no two rows can be the same, because there are
realities of the implementation, such as the location in the storage system where
the rows are stored. However, this sort of thinking has no place in relational
database design, where it is our goal to largely ignore the physical realities of the
implementation.

So what is the big deal? If you have two rows with the same values for X and Y, what
does it matter? Consider a table that has three columns:

MascotName MascotSchool PersonName

Now, you want to answer the question of who plays the part of Smokey for UT. If
there is only one actual person who plays the part, you go to retrieve one row. Since
we have stated that tables are unordered, you could get either row and hence either
person. Applying a candidate key to MascotName and MascotSchool will ensure that a
fetch to the table to get the mascot named Smokey that cheers for UT will get the name
of only one person. (Note that this example is an oversimplification of what can be a very
complicated issue, since you may or may not want to allow multiple people to play the
part for a variety of reasons including time, stand-ins, backups, and so on. But we are
currently defining a domain in which only one row should meet the criteria.)

Failure to identify the keys for a table is one of the largest blunders that a designer
will make, mostly because during testing such issues may not be noticed because weaker
testers tend to test with good data more than really messed up data. Add in the fact that
deep testing is often the first cost to be cut when time is running out for a release and
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major blunders can persist until the real users start testing the database in production
and just happen to enter the 20th Smokey in the database before it is noticed by the CEO
in areport.

In summary, a candidate key (or simply “key” for short) defines the uniqueness of
rows over a column or set of columns. In your logical designs, it will be essential for each
entity to have one uniqueness criteria set, and it may have multiple keys to maintain
the uniqueness of the data in the resulting tables and rows, and a key may have as many
attributes as is needed to define its uniqueness.

Types of Keys

Two types of keys you will define on your objects are primary and alternate. (You may
have also heard the term “foreign key,” but this is a reference to a key and will be defined
later in this chapter in the “Understanding Relationships” section.) A primary key (PK) is
used as the primary identifier for an entity. Think of it like your company identification
number in that it is the primary value you might use on things like your timesheet, your
insurance forms, and so on. It is the primary way you are identified in the company
systems. If you have more than one set of values that can perform the role of identifying
an instance of your entity beyond the PK, each remaining candidate key would be
referred to as an alternate key (AK). Your alternate keys at your company might be your
government ID, driver’s license number, and other pieces of data they know about you
that must be considered unique, but that will not be the most prevalently used in the
company to identify you regularly.

In theory, there is no difference in definition of an alternate or primary key, but in
practice, SQL Server will not allow nullable columns in a PK as this ensures that at least
one fully known key value will be available to fetch a row. Alternate keys do allow NULL
values, but in SQL Server, a unique constraint (and unique index) will treat all NULL
values as the same value and only a single instance of NULL may exist. In Chapter 7,
we will discuss in more detail implementation patterns for implementing uniqueness
conditions, and again in Chapter 8, we will revisit the methods of implementing the
different sorts of uniqueness criteria that exist.

The choice of primary key is largely a matter of convenience and ease of use. We'll
discuss primary keys later in this chapter in the context of relationships. The important
thing to remember is that when you have values that should exist only once in the
database, you need to protect against duplicates.
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Choosing Key Attributes

While keys can consist of any number of columns, it is best to limit the number of
columns in a key as much as possible. For example, you may have a Book entity with the
attributes Publisher Name, Publisher City, ISBN_Number, Book Name, and Edition. All
of these together should be unique, so technically could be considered a key. But what
you really want is the smallest subset of columns that can be considered unique in your
object definition. From these attributes, the following three keys might be defined:

e Publisher Name, Book Name, Edition: A publisher will likely
publish more than one book. Also, it is safe to assume that book
names are not unique across all books. However, it is probably true
that the same publisher will not publish two books with the same
author, title, and edition. “Probably” however, does not a key make.

o ISBN_Number: The ISBN (International Standard Book Number)
is the unique identification number assigned to a book when it is
published.

e Publisher City, ISBN_Number:Because ISBN_Number is unique,
it follows that Publisher City and ISBN Number combined is also

unique.

The choice of (Publisher Name, Book Name, Edition)asacomposite candidate key
seems valid, and the simple key ISBN_Number is a no-brainer. But consider the composite
key (Publisher City, ISBN Number). The implication of this key is that in every city,
ISBN_Number can be used again, a conclusion that is obviously not appropriate since
we have already said that ISBN_Number must be unique on its own. This is a common
problem with composite keys, which are often not thought out properly. In this case, you
might choose ISBN_Number as the PK and (Publisher Name, Book Name) as the AK.

Note Unique indexes should not be confused with uniqueness keys. There
may be valid performance-based reasons to implement the Publisher City,
ISBN_Number unique index in your SQL Server database. However, this would
not be identified as a key of an entity during design. In Chapter 7, we’ll discuss
implementing keys, and in Chapter 11 we’ll cover implementing indexes for data
access enhancement.
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Having established what keys are, let’s next discuss the two classes of keys:

e Natural key: The values that make up natural keys have some
connection to the row data outside of the database context.

o Surrogate key: Usually a database-generated value that has no
connection to the row data but is simply used as a stand-in for the
natural key for complexity or performance reasons.

Natural Keys

A natural key is defined as an attribute that has a natural, or at least external to your
system, connection with the entity in some manner. This means it wasn'’t just made up
in the database where it is found. Natural keys are generally some attribute of an entity
that the customer will enter or you will retrieve from a third party. From our previous
examples, all our candidate keys so far—employee number, Social Security number
(SSN), ISBN, and the (Publisher Name, Book Name, Edition) possible composite
key—have been examples of natural keys. Of course, a number like an ISBN doesn’t
look like a natural number, as it is just 13 digits that are formatted like NNN-N-NN-
NNNNNN-N and are managed by the International ISBN Agency to identify a book in a
database and a store.

Natural keys are values that a user would recognize and would logically be presented
to the user. Some common examples of natural keys are

e For people: Driver’s license number + location of issue, company
identification number, customer number, employee number,
and so on

e For transactional documents (e.g., invoices, bills, and computer-
generated notices): Usually assigned some sort of number when they
are created

e For products for sale: Product numbers (product names are likely not
unique), UPC (Universal Product Code), serial numbers

o For buildings: A complete street address, including the postal code,
GPS coordinates

Be careful when choosing natural key column sets. Ideally, you are looking for
something that is reasonably stable and most importantly that is going to allow you to
uniquely identify every row in your table. A value that is not stable but is unique (say
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a security code for a user that is regenerated periodically) may not be a great key for a
table that you may reference from another table, but it certainly should be tested for
uniqueness in your structures.

One thing of interest here is that what might be considered a natural key in your
database is often not actually a natural key in the place where it is defined—for example,
the driver’s license number of a person. In the example, this is a number that every person
has (or may need before inclusion in our database). However, the value of the driver’s
license number can be a series of integers. This number did not appear tattooed on the
back of the person’s neck at birth. In the database where that number was created, it
may be a random number created in some other database, but for your needs it will be a
natural key as you don’t have any control over it. In reality, it was possibly actually more of
a smart key or possibly an artificial key, generated randomly and imparted value by being
associated with that person in a database. Concepts which I will cover in a few pages.

Values for which you cannot guarantee uniqueness, no matter how unlikely the case,
should not be considered as keys. With three-part people names that are common in the
United States, it is very rare that you'll have two people working in the same company,
attending the same school, or even living in the same city who have the same three name
parts. (Have you ever wondered why they name serial killers with all three name parts?)
Of course, as the number of people who work in the company increases, or the number
of people who are related to one another live in the same area, the odds will certainly
increase that you will have duplicates.

If you include prefixes and suffixes, duplicates get even more unlikely, but “rare” or
even “extremely rare” cannot be implemented in a manner that makes a reasonable key.
If you happen to hire two people called Sir Lester James Fredingston III (I know I work
with three people with that name, because who doesn’t, right?), the second of them
probably isn’t going to take kindly to being called Les for short just so your database
system can store their name. (A user would, in fact, might do just that to get data to save
in that “stupid” database system. It would not be the user’s fault in that case.)

One notable profession where names must be unique is actors. No two actors
who have their union cards can have the same name. Some change their names from
Archibald Leach to something more cool sounding like Cary Grant, but in some cases,
the person wants to keep their own name even though they are not the first Gary Grant,
so in the actors’ database, the Screen Actors Guild adds a uniquifier to the name to make
it unique. A uniquifier is a nonmeaningful value (like a sequence number) that is added
to values to produce uniqueness where it is required for a situation like this where names
are very important to be dealt with as unique.
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For example, 21 people (up from six in the last edition, just to prove I am diligent in
giving you the most up-to-date information) are listed on the Internet Movie Database
site (www.imdb.com) with the name Gary Grant (not Cary, but Gary). Each has a different
number associated to make a unique Gary Grant. (Of course, none of these people have
hit the big time yet, but watch out—it could be happening soon!)

Tip While names are not reasonable keys, it is however useful to think of names
as a kind of semi-unique natural key. This isn’t good enough for identifying a single
row, but it’s great for a human to find a value. When someone calls your company
to place an order, it is important not to just make a new row with John Smith every
time without seeing if it is the same John Smith using other bits of data.

This semi-uniqueness is a very interesting attribute of an entity and should be
documented for later use, but only in rare cases would you make a key from
semi-unique values, probably by adding a uniquifier. In Chapter 9, we will cover
the process of defining and implementing this case, which | refer to as “likely
uniqueness.” Likely uniqueness criteria basically states that you should ask for
verification if you try to create very similar data that is likely to be the same, but
may not be.

Finding and dealing with duplicate data is a lot harder once the data is stored and
you have lost the connection to the source of the data.

A commonly occurring subclass of natural key in computer systems is a smart, or
intelligent, key. Some identifiers will have additional information embedded in them,
often as an easy way to build a unique value for helping a human identify some real-
world thing. In most cases, the smart key can be disassembled into its parts, and typically
the data will probably not jump out at you. Take the following example of the fictitious
product serial number XJV102329392000123, which I have devised to be broken down
into the following parts:

e X Type of product (LCD television)

e JV:Subtype of product (32-inch console)

e 1023: Lot that the product was produced in (batch number 1023)
e 293: Day of year
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e 9 Lastdigit of year
e 2:Original color
e 000123: Order of production

The simpler-to-use smart key values serve an important purpose to the end user;
the technician who is working on a product can decipher the value and see that, in fact,
this product was built in a lot that contained defective whatchamajiggers, and he needs
to replace it. The essential thing for us during the logical design phase is to find all the
bits of information that make up the smart keys, because each of these values is almost
certainly going to end up stored in its own column.

Smart keys, while useful as a human value that condenses a lot of information into
a small location, definitely do not meet the criteria we originally set up as scalar earlier,
and by the time when we start to implement database objects certainly should not be
the only representation of these pieces of data, but rather implementing each bit of data
as a single column with each of these values, and determine how best to make sure it
matches the smart key if it is unavoidable.

A couple of big problems with smart keys are that you could run out of unique values
for the constituent parts and some part of the key (e.g., the product type or subtype)
may change. Being very careful and planning well are imperative if you use smart keys
to represent multiple pieces of information. When you must change the format of
smart keys, making sure that different values of the smart key are valid becomes a large
validation problem. Note too that the color position can’t indicate the current color, just
the original color. This is common with automobiles that have been painted: the VIN
includes color, but the color can change.

Note Smart keys are useful tools to communicate a lot of information to the

user in a single value instead of multiple attributes, which can be clunky to work
with in the real world. However, all the bits of information that make up the smart
key need to be identified, documented, and implemented in a straightforward
manner. Optimum SQL code expects the data to all be stored in individual columns,
and as such, it is of great importance that you needn’t ever base computing
decisions on decoding the value. We will talk more about the subject of choosing
implementation keys in Chapter 7.
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Surrogate Keys

Surrogate keys are kind of the opposite of natural keys. The word surrogate means
“something that substitutes for,” and in this case, a surrogate key serves as a substitute for
a natural key. Sometimes, you may have no natural key that you think is stable or reliable
enough to use as the primary key, or perhaps one that is too unwieldy to work with, in
your model. Surrogate keys also make for a stable, common pattern for implementation,
and this has made them desirable to many architects and programmers.

A surrogate key can give you a unique value for each row in a table, but it has no
actual meaning about the data in the row other than to represent existence. Surrogate
keys are usually manufactured by the system as a convenience to either the RDBMS,
the modeler, or the client application or a combination of them. Common methods for
creating surrogate key values are to use a monotonically increasing number, to use a
random value, or even to use a globally unique identifier (GUID), which is a very long
(16-byte) identifier that is unique on all machines in the world.

The concept of a surrogate key can be troubling to purists and may start an argument
or two. Since the surrogate key is not really information, can it really be an attribute of
the entity? The question is valid, but surrogate keys have several nice values for usage
that make implementation easier:

o Inthe design phase of a project, the name of the surrogate key can
simply be the name of the table, often suffixed with Id or Key. This
makes it obvious what it is.

e An exceptionally nice aspect of a surrogate key is that the value of the
key need never change, since the value has no meaning. Much like
NULL, a value with no meaning + any value still has no real meaning.
Since the value has no meaning, changing it makes no sense either.
This, coupled with the fact that surrogate keys can always be a single
column, makes several aspects of implementation far easier than
they otherwise might be.

o For security purposes, since a surrogate key has no data in it, it means
data is less duplicated in your database. We will talk more about
personally identifiable information (PII) later in the book, but the
fewer times you duplicate data that identifies whom data is about is a
security win.
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Ideally, a true surrogate key is never shared with any users. It will be a value
generated on the computer system that is hidden from use, while the user directly
accesses only the natural keys’ values. Probably the best reason for this limitation is that
once a user has access to a value, it may need to be modified. For example, customer
0000013 and customer 00000666 are requesting a change as I type this (and there are
probably other customers requesting those same values).

Consider a driver’s license; if the driver’s license has just a single nonsensical
alphanumeric value (the surrogate key) on it, how would Officer Reilly Tofast determine
whether you were actually the person identified? He couldn’t, so there are other
attributes listed on the license, such as name, birth date, and your picture, which is an
excellent unique key for a human to deal with (except for identical twins, of course). He
can also go to the computer and enter the surrogate license number and get back all
your details and history of driving too fast to get to work because you stayed up all night
reading and writing books and didn’t want to get out of bed.

Consider the earlier example of a product identifier consisting of seven parts:

e X:Type of product (LCD television)

e JV:Subtype of product (32-inch console)

e 1023: Lot that the product was produced in (batch 1023)
e 293: Day of year

e 9 Lastdigit of year

e 2:Original color

e 000123: Order of production

A natural key would almost certainly consist of these seven parts since this is a smart
key (it is possible that a subset of the values forms the key with added data, but we will
assume all parts are needed for this example). There is also a product serial number,
which is the concatenation of the values such as XJV102329392000123, to identify the
row. Say you also have a surrogate key column in the table with a value of 10. If the only
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key defined on the rows is the surrogate, the following situation might occur if the same
data is inserted other than the surrogate (which gets an automatically generated value
of 3384):

SurrogateKey  ProductSerialNumber ProductType Lot Date ColorCode
10 XJV102329392000123 X 1023 20091020 2
3384 XJV102329392000123 X 1023 20091020 2

The two rows are not technically duplicating each other due to the different
SurrogateKey value, but since the surrogate key values have no real meaning, in essence
these are duplicate rows—the user could not effectively tell them apart. This situation
gets very troublesome when you start to work with relationships (which we cover in
more detail later in this chapter). Once the values 10 and 3384 are stored in other tables
as references to this table, it looks like two different products are being referenced when
there is only one.

Note When doing early design, | tend to model each entity with a surrogate
primary key, letting it stand in for the as yet undetermined parts of the key during
the design process, since | may not yet know what the keys will turn out to be
until far later in the design process. In systems where the desired implementation
does not include surrogates, the process of designing the system will eliminate the
surrogates. This approach will become obvious throughout this book, starting with
the conceptual model in Chapter 4.

Understanding Relationships

In the previous section, we established what an entity is and how entities are to be
structured (especially with an eye on the future tables you will create), but an entity

by itself is not terribly useful. To make entities more useful and to achieve some of the
structural requirements to implement tables to meet your customers’ requirements, you
will need to link them together (sometimes even linking one entity to itself). Without the
concept of a relationship, it would often be necessary to simply put all data into a single
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table when data was related to other data, which would be a very bad idea because of
the need to repeat data over and over (repeating groups of data is a primary problem in a
database design and much of what Chapter 5 will be about).
A term alluded to earlier that we need to establish is “foreign key.” A foreign key,
also known as a migrated key, is used to establish a link between two entities/tables
by stating that a set of column values in one table is required to match a set of column
values in a candidate key in another. The relationship is almost always with the primary
key, but any declared candidate key is generally allowed, with some caveats having to do
with NULL values that we will cover when we get to implementation sections of the book.
When defining the relationship of one entity to another, several factors are

important:

» Entity involvement: Sometimes, just one entity is related to itself, such
as an employee entity where you need to denote that one employee
works for another. In this case, you treat the entity as two copies
of itself for the operation. Sometimes, it is more than two entities;
for example, Book Wholesalers, Books, and Book Stores are all
common entities that would be related to one another in a complex
relationship.

e Ownership: It is common that one entity will “own” the other entity.
For example, an invoice will own the invoice line items. Without the

invoice, there can logically exist no line items.

o Cardinality: Cardinality indicates the number of instances of one
entity that can be related to another. For example, a person might
be legally allowed to have only one spouse, but a person could have
any number of children (still, I thought one was a good number there
too!). In both cases, a negative number does not make sense (and the
set of cardinal numbers is, by definition, 0 to infinity).

When we begin to implement tables, there will be a limitation that every relationship
can only be between two tables. The relationship is established by taking the key
columns and placing them in a different table. The table that provides the key that it
migrated from is referred to as the parent in the relationship, and the one receiving the
migrated key is the child.
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For an example of a relationship between two tables with some representative data,
consider the relationship between a Parent table, which stores the SSNs and names of
parents, and a Child table, which does the same for the children, as shown in Figure 1-2.
Bear in mind, this is a simple example that does not take into consideration even the
most basic intricacies of storing people’s names or the eventual discussion on the security
aspects of handling personally identifiable information (PII). PII is different for every
application, and what is acceptable in your modeling process may not be adequate (or
even legal) in your actual implementation. People’s names, for example, are far more
interesting than what most people reading this book in English will likely expect. For
an interesting list of considerations when storing a person’s name, check out the article
by Patrick McKenzie entitled “Falsehoods Programmers Believe About Names” (www.
kalzumeus.com/2010/06/17/falsehoods-programmers-believe-about-names/); itis
quite enlightening.

Parent

Parent SSN Parent Name

111-11-1111 |Larry Bull
222-22-2222 |Fred Badezine

Child

Child SSN Child Name |Parent's SSN
333-33-3333 Tay 111-11-1111
444-44-4444 |Maya 222-22-2222
555-55-5555 |Riely 222-22-2222

Figure 1-2. Sample Parent and Child tables

In the Child table, the Parent’s SSN attribute is the foreign key (denoted in these
little diagrams using a single underline, where the primary key is double underlined). It
isused in a Child row to associate the child with the parent. From these tables, you can
see that Tay’s dad is Larry Bull, and the parent of Maya is Fred Badezine.

Cardinality is the next question. It is important when defining a relationship to know
how many parent rows can relate to how many child rows. Based on the fact that the
Parent entity has its key migrated to the Child entity, we have the following restriction:
one parent can have any number of children, even zero, based on whether the
relationship is considered optional (which we will get to later in the chapter). Of course,
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if this were really a parent-child human relationship, we could not limit parents to one,
because every human (still) has two and only two biological parents, while the number
of persons denoted as parents/caregivers/guardians can be far more varied. What makes
the job of database design challenging and interesting is capturing all the realities of the
world that don’t always fit into nice neat molds, being able to record the data, and then
later reporting it back to the user in the ways they need to see it. Cardinalities that are
less than or greater than 1 add complexity to the job of working with data, but they are
very much necessary to represent reality.

Relationships can be divided at this point into two basic types based on the number
of entities involved in the relationship:

e Binary relationships: Those between two entities
e Nonbinary relationships: Those between more than two entities

The biggest difference between the two types of relationships is that the binary
relationship is very straightforward to implement using foreign keys, as we have
discussed previously. When more than two entities are involved, we will generally use
modeling methods to break down the relationships into a series of binary relationships
if it is possible, without losing fidelity or readability of the original relationship that your
customer desired. More on this will be clarified in Chapter 5 as we get to the advanced
normal forms.

When you are doing your early design, you need to keep this distinction in mind and
learn to recognize each of the possible relationships. When I introduce data modeling
techniques in Chapter 3, you'll learn how to represent relationships of many types in a
structured representation.

Binary Relationships

The number of rows that may participate in each side of a relationship is known as the
cardinality of the relationship. Different cardinalities of binary relationships will be
introduced in this section, grouped into high-level distinctions:

e One-to-many: A relationship linking one instance of an entity with
possibly multiple instances of another entity with a migrated key
column. This is the only type of relationship that we will directly
implement in our database’s tables, with varying limits on the
cardinality meant by “many.’
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e Many-to-many: Generally, a relationship where one instance of the
first entity can be linked with multiple instances of the second entity
and instances of the second entity can in turn be related to many
instances of the first one. This is the most typical relationship type
to occur naturally and will be implemented with two one-to-many
relationships.

We will look at each of these relationship types and their different subtypes that have
specific uses and specific associated challenges.

One-to-Many Relationships

One-to-many relationships are where one entity migrates its primary key to another

as a foreign key. As discussed earlier, this is commonly referred to as a parent/child
relationship and concerns itself only with the relationship between exactly two entities.
A child may have, at most, one parent, but a parent may have one or more than one
child instance. While the common name of a parent/child relationship is one-to-many,
a more specific specification of cardinality is necessary to be technically correct, where
the one part of the name really can mean zero or one (but never greater than one, as that
would then be many) and many can mean zero, one, a specific number, or an unlimited
number.

It should be immediately clear that when the type of relationship starts with “one-
to-,” such as “one-to-many,” one row is related to some number of other rows. However,
sometimes a child row can be related to zero parent row. This case is often referred to
as an optional relationship. If you consider the earlier Parent/Child example, if this
relationship were optional, a child might exist without a parent. In this case, it would be
OK to have a child named Sonny who did not have a parent as far as the database knows,
as shown in Figure 1-3.
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Parent

Parent SSN Parent Name
111-11-1111 |Larry Bull
222-22-2222 |Fred Badezine

Child

Child SSN Child Name Parent's SSN
333-33-3333 Tay 111-11-1111
444-44-4444 Maya 222-22-2222
555-55-5555 |Riely 222-22-2222
666-66-6666 |Sonny

Figure 1-3. Sample table including a parentless child

The missing value would be denoted by NULL, so the row for Sonny would be
represented as (ChildSSN: '666-66-6666", ChildName:'Sonny', Parent'sSSN:NULL).
For the general case, it is typical to speak in terms of one-to-many relationships, just for
ease of discussion. However, in more technical terms, the following is a list of several
variations of the zero or one-to-(blank) theme that have different implications during
implementation, that we will cover in this section:

o One-to-many: This is the general case, where “many” can be any
cardinal number, that is, between zero and infinity.

e One-to-exactly N: In this case, one parent row is required to be
related to a given number of child rows. For example, a child must
have two biological parents, so it would be one-to-exactly two
(though discussion about whether both parents must be known to
record a child’s existence is more of a topic for Chapter 2, when we
discuss requirements; the common exact case is one-to-one).

e One-to-between X and Y: Usually, the case that X is 0 and Y is some
boundary set up to make life easier. For example, a user may have
between one and two usernames.
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One-to-Many (The General Case)

The one-to-many relationship is the most common and important relationship type. For
each parent row, there may exist between 0 and infinity child rows. An example one-to-
many relationship might be Customer to Orders, as illustrated in Figure 1-4.

Customer Number |Name

1|Joe's Fisherteria
2|Betty's Bass Shop
3|Fred's Fish

Order Number|Customer Number |OrderDate
100002 1/2020-08-01
100003 1/2020-08-02
100005 2(2020-08-01
100012 2(2020-08-04
100022 2|2020-08-02
100029 3/2020-08-03

Figure 1-4. One-to-many example

A special type of one-to-many relationship is a “recursive relationship.” In a recursive
relationship, the parent and the child are from the same entity, and often the relationship
is set up as a single entity. This kind of relationship is used to model a tree data structure.
As an example, consider the classic example of a bill of materials. Take something as
simple as a ceiling fan. In and of itself, a ceiling fan can be considered a thing for sale by
a manufacturer, with its own product number, and each of its components is, in turn,
also a product that has a different product or part number. Some of these components
also consist of parts. In this example, the ceiling fan could be regarded as made up of
each of its parts, and in turn, each of those parts consists of other parts, and so on. (Note
that a bill of materials is a slice of a larger “graph” structure to document inventory, as
each part can have multiple uses, and multiple parts. This structure type will be covered
in more detail in Chapter 9.)
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The following table is a small subset of the parts that make up a ceiling fan. Parts 2 - 5
are all parts of a ceiling fan. You have a set of blades and a light assembly (among other
things). Part 4, the globe that protects the light, is part of the light assembly.

Part Number Description Used in Part Number
1 Ceiling Fan NULL

2 White Fan Blade Kit 1

3 Light Assembly 1

4 Light Globe 3

5 White Fan Blade 2

To read this data, you would start at Part Number 1, and you can see what parts
make up that part, which are a fan blade kit and a light assembly. Now, you have the
parts with numbers 2 and 3, and you can look for parts that make them up, which gets
you Part Numbers 4 and 5. (Note that the algorithm we just used is known as breadth-
first, where you get all of the items on a level in each pass through the data. It’s not
terribly important at this point, but it will come up in Chapter 9 when we are discussing
design patterns.)

One-to-N Relationship

Often, some limit to the number of children is required by the situation being modeled
or a business rule. So rather than one-to-many (where many is infinity), you may say
we only support a specific number of related items. A person playing poker is dealt five
cards. Throughout the game, the player has between zero and five cards, but never more.
As another example, a business rule might state that a user must have exactly two
email addresses so they can be more likely to answer one of the emails. Figure 1-5 shows
an example of that one-to-exactly two relationship cardinality. It’s not particularly a
likely occurrence to have data specifically like this, but you never know whether you
need a tool until a customer comes in with some wacky request that you need to fill.
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Employee Reference Number |Name
5001|Bob
5002 |Fred
5003|lean

Employee Reference Number |Email Address
5001|dbo@apress.com
5001|dbo2 @apress.com
5002 |serveradmin@apress.com
5002 |fred@apress.com
5003|md@apress.com
5003 |jean@apress.com

Figure 1-5. Example of a one-to-two relationship

The most typical version of a one-to-N relationship type that gets used is a one-to-
one relationship. This indicates that for any given parent, there may exist exactly one
instance of the child. A one-to-one relationship may be a simple attribute relationship
(e.g., ahouse has a location), or it may be what is referred to as an “is a” relationship. “Is
a” relationships indicate that one entity is an extension of another.

For example, say there exists a person entity and an employee entity. Employees are
all people (in most companies); thus, they need the same attributes as people, so we will
use a one-to-one relationship: employee is a person. It would be illogical (if not illegal
with the labor authorities) to say that an employee is more than one person or that one
person is two employees. These types of “is a” relationships are often what are called
subtype relationships, something we will cover again a few times later in the book.

Many-to-Many Relationships

The final type of binary relationship is the many-to-many relationship. Instead of a single
parent and one or more children, you have two entities where each instance in both
entities can be tied to any number of instances in the other. For example, continuing
with the familial relationships, a child always has two biological parents—perhaps
unknown, but they do exist. This mother and father may have more than one child, and
each mother and father can have children from other relationships as well.
Many-to-many relationships make up a lot more of what we will model than you
might immediately expect. Consider a car dealer. The car dealer sells cars. Inversely, pick
nearly any single model of car, and you'll see that it is sold by many different car dealers.
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Similarly, the car dealer sells many different car models. So many car models are sold by
many car dealers and vice versa.

It may not always seem quite as obvious as these examples either. As another
example, it initially seems that an album’s relationship to a song is simply one-to-
many when you begin defining an entity to catalog artists’ music output, yet a song can
be on many albums. Once you start to include concepts such as singers, musicians,
writers, and so on into the equation, you will see that it requires a lot of many-to-many
relationships to adequately model those relationships (many singers to a song, many
songs to a singer, etc.). An important part of the design phase is going to be to examine
the cardinality of your relationships and make sure you have considered how entities
relate to one another in reality, as well as in your computer system.

The many-to-many relationship is not directly implementable using a simple SQL
relationship but is typically implemented by introducing another structure. Instead of
the key from one entity being migrated to the other, the keys from both objects in the
relationship are migrated to a new entity that is used to implement the relationship (and
will almost always record additional information about the nature of the connection
of the specific two rows as well). In Chapter 3, I'll present more examples and discuss
how to design the many-to-many relationship, and in Chapter 7, we will look at how to
implement many-to-many relationships in some detail.

Many-to-many relationships are also the foundation of a type of structure known as
a graph structure, which, for the purposes of this book, will be an extension of tables and
relationships we have already introduced. Graph structures allow users to take many-to-
many relationships and look at data in highly interconnected ways that more resemble
how normal people think about data in the real world, rather than the somewhat rigidly
structured manner that a relational database may lead to. In Chapter 9, we will look
more at how we can mix graph structures with our relational database structures to
expand the horizons of your typical relational database.

Nonbinary Relationships

Nonbinary relationships involve more than two entities in the relationship. Nonbinary
relationships can be very problematic to discover and model properly, yet they are far
more common than you might expect, for example:

A room is used for an activity in a given time period.

Publishers sell books through bookstores and online retailers.
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Consider the first of these. We start by defining entities for each of the primary
concepts mentioned—room, activity, and time period:

Room (room number)
Activity (activity name)
Time Period (time period name)

Now, due to the way relational structures work, to relate these three entities together,
we connect them together in one entity, forming one relationship between the three:

Room Activity TimePeriod (room number, activity name, time_ period name)

We now have an entity that seemingly represents the relationship of room, activity,
and time utilization. From there, it may or may not be possible to break down the
relationships between these three entities (commonly known as a ternary relationship,
because of the three entities, or even n-ary, because the max is not three related
concepts) further into a series of relationships between the entities that will satisfy the
requirements in an easy-to-use manner.

Often, what starts out as a complex relationship is discovered to be a series of binary
relationships that are easy to work with. This is part of the normalization process that
will be covered in Chapter 5 that will change our initial entities into something that can
be implemented as tables in SQL. During the early, conceptual phases of design, it is
enough to simply locate the existence of the different types of relationships. The ability
(or nonability) to decompose entities to simpler pieces is largely dependent upon the
concepts in the next section of this chapter on functional dependencies.

Understanding Data Dependencies

Beyond basic database concepts, I want to introduce a few other concepts now before
they become necessary later. They center on the concept of that given one value (as
defined earlier, a key value), you can definitively know some other related value or
values. For a real-world example, take a person. If you can identify the person, you can
also determine other information about the person (such as hair color, eye color, height,
weight, driver’s license number, home address). The values for each of these attributes
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may change over time, but when you ask the question, there should be one and only one
answer to the question. For example, at any given instant, there can be only one answer
to the question, “What is a person’s eye color?”

We'll discuss two different concepts related to this in the sections that follow:
functional dependencies and determinants. Each of these is based on the idea that one
value depends on the value of another.

Functional Dependencies

Functional dependency is a very simple but important concept. It basically means that
if you can determine the value of variable A given a value of variable B, B is functionally
dependent on A. For example, you have a function, and you execute it with one value as
a parameter (let’s call it Value1), and the output of this function is always the same value
(Value2). Then Value2 is functionally dependent on Valuel. Then if you are certain that
for every input to the function (Value1-1, Valuel-2, ..., Value 1-N)you will always get
back (Value2-1, Value2-2, ..., Value 2-N), the function that changes Valuel to Value2 is
considered deterministic. On the other hand, if the value from the function can vary for
each execution, it is nondeterministic. This concept is central to how we form a relational
database to meet a customer’s needs, along with the needs of the RDBMS engine.

In a table form, consider the functional dependency of non-key columns on key
columns. For example, consider the following table T with a key of column X:

X Y
1 1
2 2

You can think of column Y as functionally dependent on the value in X, or fn(X) =Y.
Clearly, Y may be the same for different values of X, but not the other way around (note
that these functions are not strictly math; it could be IF X = (2 or 3) THEN 2 ELSE 1;
that forms the function in question). This is a pretty simple yet important concept that
needs to be understood.
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Now, let’s add in an additional attribute Z. You can see that in cases where Y=2,7Z = 4.

X Y Z

1 20
2 4

3 2 4

Determining what is a dependency and what is a coincidence is something to be
careful of as well. In this example, fn(X) = Yand fn(X) = Zis certain (since that is
the definition of a key), but looking at the data, there also appears to exist another
dependency in this small subset of data, fn(Y) = Z.

If this is true, and in fact it is the case that fn(Y) = Z, you want to modify the Z value
to 5 for the second row:

X Y JA
1 20
2 5
3 2 4

Now there is a problem with our proposed dependency of fn(Y) = Z because
fn(2) = 5 AND fn(2) = 4. Asyou will see quite clearly in Chapter 5, poorly understood
functional dependencies are at the heart of many database problems, because one of the
primary goals of any database design is that to make one change to a piece of data, you
should not need to modify data in more than one place. It is a lofty goal, but ideally, it is
achievable with just a little bit of planning.

Finding Determinants

A term that is related to functional dependency is determinant, which can be defined
as “any attribute or set of attributes on which any other attribute or set of attributes
is functionally dependent.” In our previous example, X would be considered the
determinant. Two examples of this come to mind:
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o Consider a mathematical function like 2 * X. For every value of X,
a value will be produced. For 2, you will get 4; for 4, you will get 8.
Anytime you put the value of 2 in the function, you will always return
a 4, so 2 functionally determines 4 for function (2 * X). In this case, 2
is the determinant.

e In amore database-oriented example, consider the serial number
of a product. From the serial number, additional information can
be derived, such as the model number and other specific, fixed
characteristics of the product. In this case, the serial number
functionally determines the specific, fixed characteristics, and as
such, the serial number is the determinant.

If this all seems familiar, it is because any key of an entity will functionally determine
the other attributes of the entity, and each key will be a determinant, since it functionally
determines the attributes of the entity. If you have two keys, such as the primary key and
alternate key of the entity, each must be a determinant of the other.

Relational Programming

One of the more important aspects of Codd’s rules was at least one language whose
statements are expressible, per some well-defined syntax, as character strings and whose
ability to support all of the following is comprehensive: data definition, view definition,
data manipulation (interactive and by program), integrity constraints, authorization, and
transaction boundaries (begin, commit, and rollback).

This language has been standardized over the years as the SQL we know (and love,
or you will hopefully learn to love!). Throughout this book, we will use most of the
capabilities of T-SQL (T-SQL is short for Transact-SQL, Microsoft’s version of SQL that is
in its relational database-oriented products) in some way, shape, or form, because any
discussion of database design and implementation is going to be centered on using SQL
to do all the things listed in the fifth rule and more.
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There are two characteristics of SQL that are particularly important to understand.
First, SQL is at its core a declarative language, which basically means that the goal is to
describe what you want the computer to do for you, and the SQL engine works out the
details.! So when you make the request “Give me all of the data about people,” you ask
SQL in a structured version of that very sentence, rather than describe each individual
step in the process.

Second, as a relational language, you work at the relation (or table) level on sets of
data at a time, rather than on one piece of data at a time. This is an important concept.
Recall that Codd’s seventh rule states “the capability of handling a base relation or a
derived relation as a single operand applies not only to the retrieval of data but also to
the insertion, update, and deletion of data.”

What is amazingly cool about SQL as a language is that one very simple declarative
statement almost always represents hundreds and thousands of lines of code being
executed. Lots of this code execute in the hardware realm, accessing data on disk drives,
moving that data into registers, and performing operations in the CPU, and now, 20
years removed from the first edition of this book, sometimes some of these operations
are done thousands of miles away from each other, with data storage in one data center,
processing in another, and the user sitting in yet another.

If you are already well versed as a programmer in a procedural language like C#,
FORTRAN, VB.NET, and so on, SQL is a lot more restrictive in what you can do. You have
two sorts of high-level commands:

e Data Definition Language (DDL): SQL statements used to set up data
storage (tables and the underlying storage), apply security, and so on.

e Data Manipulation Language (DML): SQL statements used to create,
retrieve, update, and delete data that has been placed in the tables.
In this book, I assume you have used SQL before, so you know that
almost everything done is handled by four statements: SELECT,
INSERT, UPDATE, and DELETE.

As arelational programmer, your job is to work hard at giving up control of the
details of storing data, querying data, modifying existing data, and so on. The system
(commonly referred to as the relational engine) does the work for you—well, a lot of
the work for you. There is talk after every version of every RDBMS released of the DBA

'For a nice definition of declarative languages, see www.britannica.com/technology/
declarative-language.
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becoming obsolete because the database system is so smart it tunes itself. Then users
come along and demand more out of the platform without learning how to design or
code well, and DBA futures look bright again.

Hence, it will probably always remain important as a relational database designer to
make sure the database suits the needs of the RDBMS. Think of it like a chef in a kitchen.
Producing wonderful food is what they do best, but if you arranged their utensils in a
random order, it would take a lot longer for them to make dinner for you, and you just
might end up with fingertip soup.

Dr. David DeWitt (a technical fellow in the Data and Storage Platform Division at
Microsoft Corporation) said, during his PASS Keynote in 2010, that getting the RDBMS
to optimize the queries you send isn’t rocket science; it is far more difficult than that,
mostly because people can send an almost infinite array of possible queries at the engine
and expect perfection.

Microsoft SQL Server 2017 and 2019 have made many great strides since the previous
version of this book, with new Al and Machine Learning features being integrated
into query optimization under the heading of Intelligent Query Processing (docs.
microsoft.com/en-us/sql/relational-databases/performance/intelligent-query-
processing), moving closer and closer to this dream of self-tuning, letting us care less
about common performance cases. The closer you design your database to the way the
server wants it, the better.

The last point to make again ties back to Codd’s rules, this time the twelfth, the
nonsubversion rule. Basically, it states that the goal is to do everything in a language that
can work with multiple rows at a time and that low-level languages shouldn’t be able to
bypass the integrity rules or constraints of the engine. In other words, leave the control
to the engine and use T-SQL. Of course, this rule does not preclude other languages from
existing. The twelfth rule does state that all languages that act on the data must follow
the rules that are defined on the data. In some relational engines, it can be faster to work
with rows individually rather than as sets in some scenarios. However, the creators of
the SQL Server engine have chosen to optimize for set-based operations. This leaves the
onus on the nonrelational programmer to play nice with the relational engine and let it
do alot of the work.
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Outlining the Database-Specific Project Phases

As we go through the phases of a project, the phases of a database project have some
very specific names and meanings that have evolved to describe the models that are
created. Much like the phases of the entire project, the phases that you will go through
when designing a database are defined specifically to help you think about only what is
necessary to accomplish the task at hand.

Good design and implementation practices are essential for getting to the right
result that the customer desires. Once that is done, we move on to implementation using
proper fundamentals and, finally, tune the implementation to work in the real world by
real people and processes.

The phases I outline here will steer us through creating a database by keeping the
process focused on getting things done right, using terminology that is reasonably
common in the general programmer community:

o Conceptual: During this phase, we are building a database sketch
from requirements gathering and customer information. This
sketch will consist of a data model with high-level entities and the
relationships between them. In some respects, this is the hardest
part of the design process because it requires understanding what
the customer wants quite well. The name “conceptual” is based in
finding concepts, not a design that is conceptual like building a cool
concept car.

e Logical: The logical phase is an implementation-nonspecific
refinement of the work done in the conceptual phase, transforming
the concepts into a full-fledged database requirement that will be
the foundation for the implementation design. During this stage, you
flesh out the model that the system needs and capture the details that
were missing from the conceptual model, like attributes, domains,
and rules/predicates for data.

e Physical: In this phase, you adapt the logical model for
implementation to the host RDBMS, in our case, SQL Server. For the
most part, the focus in this phase is to build a solution to the design
that matches the logical phase output while matching the needs
of the SQL Server internals. It may also be decided that the design
really should be done with a different engine altogether and to use
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a completely different database management system, as I discussed
briefly in the “Introduction.” Performance is certainly taken into
consideration as it meets the requirements, but the most important
thing is to make sure the requirements are met.

e Maintenance: This phase of the project is multifaceted and complex
and is centered around surviving without changing the meaning of
the code. For a vendor-oriented product, it starts when a company
buys a product and installs it. You may need to add indexes, add
hard drives, distribute data across multiple drives, add memory, add
indexes, and so on to make the system run faster. For systems built
in-house, this phase may start during implementation, but certainly
runs longer than physical implementation.

You may be questioning at this point, “What about testing? Shouldn’t there be a
testing phase?” No, there should not be a singular, independent, testing “phase.” Every
phase of a project requires testing and multiple types of testing. This starts even before
code is written with the conceptual design to make sure it fits the requirements. You
test the logical design to make sure you have covered every data point that the user
requires. You test the physical design by building code and unit and scenario testing
it. You test how your code works in the engine by throwing more data at the database
than you will ever see in production and determining whether the engine can handle
it as is or requires adjustments. A specific testing phase is still necessary for the overall
application, but each of the database design/implementation phases should have testing
internally to the process (something that will equally be sewn into the rest of the book as
we cover the entire process).

In the book, I will mention testing in multiple places, but it is not covered nearly as
often as it needs to be done.

Conceptual

The conceptual design phase is essentially a process of analysis and discovery; the goal
is to define the organizational and user data needs of the system at a functional level.
Note that the overall design of an application goes beyond the needs of the database.
However, for much of this book, the design process will be discussed in a manner that
may make it sound as if the database is all that matters (as a reader of this book who is
actually reading this chapter on fundamentals, you probably already feel that way).
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Over the years, I have discovered that the term “conceptual model” has several
meanings depending on the person I interviewed about the subject. In some people’s eyes,
the conceptual model was very specifically only a diagram of entities and relationships.
Others included attributes and keys as they were describing it. In early editions of this
book, I leaned toward the latter, but shifted toward the former as I gained experience.

The core activity that defines the conceptual modeling process for every source I have
found is discovering and documenting a set of entities and the relationships between them,
the goal being to capture, at a high level, the fundamental concepts that are required to
support the business processes and the users’ needs. Entity discovery is at the heart of this
process. Entities correspond to nouns (people, places, and things) that are fundamental
to the business processes you are trying to improve by creating software. Once you
understand the things your customer wants to store data about and how those things relate
to one another, you are very close to understanding your customer’s needs. Invariably, the
closer I get to a correct conceptual model, the shorter the rest of the process is.

I personally find the discipline of limiting the model to entities and relationships
to be an important first step, avoiding the technical arguments, things like whether the
company name attribute needs to allow 100 Unicode characters or 75 ASCII characters
to a time after we have the overall picture in mind. Those arguments may certainly
matter, but doing them at the right time really helps.

Logical

The logical phase is a refinement of the work done in the conceptual phase. The output
from this phase will be an essentially complete blueprint for the design of the relational
database. During this stage, you should still think in terms of entities and their attributes,
rather than tables and columns, though in the database’s final state, there may be almost
no difference. No consideration should be given at this stage to the exact details of how
the system will be implemented.

As previously stated, a good logical design could be built on any RDBMS, or even in
Excel for that matter. Core activities during this stage include the following:

e Dirilling down into the conceptual model to identify the full set of
entities that will be required to define the entire data needs of the user.

o Defining the attribute set for each entity. For example, an Order entity
may have attributes such as Order Date, Order Amount, Customer
Name, and so on.
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o Identifying the attributes (or a set of attributes) that make up
candidate keys. This includes primary keys, foreign keys, alternate
keys, and so on.

o Defining relationships, their cardinalities, and whether they are
optional or mandatory.

o Identifying an appropriate domain (which will become a datatype)
for each table and attribute including whether values are required.

While the logical model continues like the conceptual model in that it is meant to
give the involved parties a communication tool to discuss the data requirements and to
start seeing a pattern to the eventual solution, the logical phase is also about applying
proper design techniques. The finished logical modeling phase defines a blueprint for
the database system, which can be handed off to someone else with little knowledge of
the system to implement using a given technology (which in our case is going to be some
version of Microsoft SQL Server).

Note Before we begin to build the logical model, we need to introduce a
complete data modeling language. In our case, we will be using the IDEF1X
modeling methodology, described in Chapter 3.

Physical

During the physical implementation phase, you fit the logical design to the tool that is
being used (in our case, the SQL Server RDBMS). This involves validating the design
(using the rules of what is known as normalization, covered in Chapter 5), then choosing
datatypes for columns to match the domains, building tables, applying constraints and
occasionally writing triggers to implement business rules, and so on to implement the
logical model in the most efficient manner. This is where reasonably deep platform-
specific knowledge of SQL Server, T-SQL, and other technologies becomes essential.
Occasionally, this phase can entail some reorganization of the designed objects
to make them easier to implement in the RDBMS. In general, I can state that for most
designs there is seldom any reason to stray a great distance from a well-designed
logical model, though the need to balance user load, concurrency needs, and hardware
considerations can make for some changes to initial design decisions. Ultimately, one of
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the primary goals is that no data that has been specified or integrity constraints that have
been identified in the logical model will be lost. Data points can (and will) be added,
often to handle the process of writing programs to use the data, like data to know who
created or was the last person to change a row. The key is to avoid affecting the designed
meaning or, at least, not to take anything away from that original set of requirements.

At this point in the project, constructs will be applied to handle the business rules
that were identified during the conceptual part of the design. These constructs will vary
from the favored declarative constraints, such as DEFAULT and CHECK constraints, to less
favorable but still useful TRIGGER and occasionally STORED PROCEDURE objects to make
sure data meets certain rules. In Chapter 12, I discuss concurrency, where I will make it
clear why many business rules cannot be effectively implemented outside of database
engine code.

Finally, this phase includes designing the security for the data we will be storing
(though to be clear, while we may design security late in the process, we shouldn’t design
it so late in the process that it gets shortchanged, especially in case it affects the desired
design in some way).

Maintenance

The goal of the maintenance phase is really survival. The fact is, as an architect, I have
built many databases, got them ready, and then pushed them to production; then you
move along. From there, it becomes someone else’s problem until new features are
needed. In this phase, the goal of the DBA team is to manage the structures and data
as they interact with the SQL Server engine and the hardware. The goal is to optimize
how your design interacts with the relational engine with varying amounts of data, new
versions of SQL Server, upgraded hardware, and newer versions of the query optimizer.
The most important point to understand about the maintenance phase is that
all changes to optimize performance should be done without changing the meaning
of the implemented database in any way. This goal embodies Codd’s eleventh rule,
which states that an RDBMS should have distribution independence. Distribution
independence implies that users should not have to be aware of where the database is
located or how it is physically implemented. Adding a non-unique index is not blocking,
and adding a unique index that contains all the index keys of an existing uniqueness
constraint is safe also. Equally safe is distributing data across different files, or even
different servers, as long as the published interface object names do not change, since
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users will still access the data as columns in rows in tables in the same database. Using
features such as Stretch DB, you can even have part of a table’s data on-premises and
part of it in Azure, and the user will be none the wiser.

Even as more and more data is piled into your database, ideally the only change you
will need to make to your database (without changing requirements and functionality
needs) is in this phase by adding indexes and newer, better hardware. This task is
generally one for the production DBA, who is charged with maintaining the database
environment. This is particularly true when the database system has been built by a third
party, like in a packaged project or by a consultant.

When new features are needed, the process is started back over with the conceptual
and logical phases (depending on how large or small the change may be) and iterated
until the system is eventually retired.

Note Our discussion of the storage model will be reasonably limited. We will
start by looking at entities and attributes during conceptual and logical modeling.
In implementation modeling, we will switch gears to deal with tables, rows,

and columns. If you want a deeper understanding or how data is implemented
internally, check out the latest in the Internals series by Kalen Delaney (http://
sqlserverinternals.com/). To see where the industry is rapidly headed, look
at the SQL Azure implementation, where the storage aspects of the implementation
are very much removed from your control and even grasp.

Summary

In this chapter, I offered a quick overview of RDBMS history to provide context to the
trip I will take you on in this book, along with some information on the basic concepts
of database objects and some aspects of theory. It’s very important that you understand
most of the concepts discussed in this chapter, since from now on, I'll assume you
understand them.
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Iintroduced relational data structures and defined what a database is. Then, we
covered tables, rows, and columns. From there, I explained the information principle
(which states that data is accessible only in tables and that tables have no order),
defined keys, and introduced NULL values and relationships. We also looked at a basic
introduction to the impetus for how SQL works.

We discussed the concept of dependencies, which are concerned with noticing when
the existence of a certain value requires the existence of another value. This information
will be vital in Chapter 5 as we reorganize our data design for optimal usage in our
relational engine.

In the next few chapters, as we start to formulate a conceptual and then a logical
design, we will primarily refer to entities and their attributes. After we have logically
designed what our data ought to look like, we'll shift gears to the implementation phase
and speak of tables, rows, and columns. The terminology is not terribly important, and in
the real world it is best not to be a terminology zealot, smacking your coworkers on the
hand with a ruler when they call rows records and columns fields; but when learning, it
is a good practice to keep the differences distinct. The exciting part comes as database
construction starts, and our database starts to become real. After that, all that is left is to
load our data into a well-formed, well-protected relational database system and set our
users loose!

Everything starts with the fundamentals presented here, including understanding
what a table is and what a row is (and why it differs from a record). As a last not-so-
subtle-subliminal reminder, rows in tables have no order, and tables need natural keys.

The rest of the book will cover the process with the following phases in mind (the
next chapter will be a short coverage of the project phase that comes just before you start
the conceptual design requirements):

e Conceptual: 1dentify the concepts that the users expect to get out of
the database system that you are starting to build.

e Logical: Document everything that the user will need in their
database, including data, predicates/rules, and so on.

e Physical: Design and implement the database in terms of the tools
used (in the case of this book, SQL Server), adjusting based on the
realities of the current version of SQL Server/another RDBMS you are
working with.
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e Maintenance: Keep the system alive by adjusting and laying out data
on storage based on actual usage patterns and what works best for
SQL Server. Adjust the design such that it works well with the engine
layers, both algorithms and storage layers. The changes made ought
to only affect performance, not correctness or the meaning of the
system that has been implemented.

Of course, the same person will not necessarily do every one of these steps. Some of
these steps require different skill sets, and not everyone can know everything—or so I
have been told.
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Introduction to
Requirements

The oldest, shortest words— “yes” and “no”—are those which require the
most thought.

—Pythagoras

If there is anything worse than doing a simple task without fully understanding the
requirements for success, it is doing a complex one. It happens every day; computer
projects are created with only a shimmer of an idea of what the end goal is. Sometimes
experimentation leads you to something interesting. What rarely happens though is that
you experiment around and meet the actual goal of your customer who knew what they
wanted but you just didn’t take the time to ask. In every project, someone involved must
take time to figure out what the customer wants before design begins (which also must
precede coding!). If you are very lucky, the person who figures out what the customer
wants will not be you, as capturing requirements is considerably more difficult than
any task that will follow in later chapters. The name of this role is commonly known as a
business analyst.

However, for the rest of this chapter, we are going to assume that we have been given
a business analyst hat to wear, and we need to gather the requirements before we start to
design a database. We will keep it very simple, covering only the bare minimum amount
of detail that can be gotten away with as an illustration.

The first thing one generally does when starting a computer project is to interview
users and ask a question along the lines of “What problem are you trying to solve?”
And then listen, being mindful that users fall into many categories. Some are very
technical. Some are not. Some think they are, but most certainly are not. Take the time to
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understand the customer’s problems before you try to solve them. A major issue from my
own history was that I would try to rapidly get past understanding the customer needs
and right into designing the internals of a database.

Tip Itis important to realize the question was only “What problem are you trying
to solve?” and did not end up “And how do you think the software should be built
to solve it?” Some requirements may be technical, like requiring certain platforms
or integrations, but the goal should be that the programmers build the technical
solutions for the customers.

The problem lies in the fact that that users don’t think about databases; they think
about either the problem they need to solve or, if they are savvy with the tech, how they
want things to look and feel in the user interfaces (UIs) and reports. Of course, a lot of
what the user specifies for a UI or report format is actually going to end up reflected in
the database design; it is up to you to be certain that there is enough in the requirements
to design storage without too much consideration about how it will be displayed. The
data has an essence of its own that must be obeyed at this point in the process, or you
will find yourself in a battle with the structures you concoct. In this chapter, we will go
through some of the basic types of information you want to gather and the locations
to look to make sure you are getting all of the requirements necessary to do a proper
database design.

Of course, if you are a newbie, as you work through this chapter, you are probably going
to think that this all sounds like a lot of writing, not a lot of designing, and even less coding.
No matter how yous slice it, planning every project must start out like this to be successful in
a smooth manner. As noted, typically as a data architect or programmer, analysts will do the
lion’s share of the requirements gathering, and you will design and code software. The most
important thing is that you will need to at least read the requirements and judge whether
they make sense, possibly compared to the artifacts the requirements are based on. The
importance of making sure someone gathers requirements cannot be understated. During
a software project, the following phases are common:

e Requirements gathering: Document what a system is to be and
identify the criteria that will make the project a success.

o Design: Translate the requirements into a plan for implementation.
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o Implementation: Code the software.
o Testing: Verify that the software does what it is supposed to do.

e Maintenance: Make changes to address problems not caught in
testing.

Each phase of the project after requirements gathering relies on the requirements
to make sure that the target is met. Trying to build your database without first outlining
what you are trying to store is like taking a trip without a map. The journey may be fun,
but you may find you should have taken that left turn at Albuquerque, so instead of
sunning your feathers on Pismo Beach, you must fight an abominable snowman. Due to
poor requirements, a very large percentage of projects fail to meet users’ needs. A very
reasonable discussion that needs to be considered is how detailed requirements need to
be before moving forward with design. In the early days of software development, these
phases were done one at a time for the entire project, so you gathered all requirements
that would ever be needed and then designed the entire software project before any
coding started and so on.

This method of arranging a project has been given the name of “waterfall method”
because the output of one step flowed into another. Waterfall has been derided as a
generally terrible idea, because each phase was done to completion before moving to the
next. At a high level, it makes perfect sense to follow this pattern, but to do requirements
for a reasonably sized website might take an entire year and then another year of design,
and by that time, the rest of the world has moved on to using images on their web pages,
and you are still employing flashing fonts.

So the concept of “agile” project development was developed, where small chunks
of the process were done, in as short as a day or two, but typically between a week and
a month. The phases are more or less the same as in the waterfall method, the major
differences being that small, releasable chunks are gathered requirements for, designed,
built, and tested, in a very short time frame, even daily. If the world changes between
iterations, changing direction can be done quickly. Even still, it is essential to have an
overall picture of where you are going and essential to know what is required of the
software before you design, and to have the entire design done before you start to code is
rather likely.

The important point I want to make clear in this rather long chapter introduction is
simple: each of these phases will be performed whether you like it or not. I have been
on projects where we started implementation almost simultaneously with the start of
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the project. Eventually, we had to go back to gather requirements to find out why the
user wasn’t happy with our output. The times when we jumped directly from gathering
requirements to implementation were a huge mess, because every programmer did their
own thing, and eventually every database, every object, and every interface in the system
looked completely different and didn’t work or make sense altogether. Some of these
messes are probably still being dug out from today.

This book is truly about design and implementation, and after this chapter, I am
going to assume requirements are finished, that you understand what the customer
wants, and the design phase has begun properly. Many books have been written about
the software requirements gathering and documenting process, so I am not going to
even attempt to come up with a deep example of requirements. Rather, I'll just make a
quick list of what I look for in requirements. As writer Gelett Burgess once said about art,
“I don’t know anything about art, but I know what I like,” and the same can be quite true
when it comes to requirements. And just like most art forms, when it is truly good, most
people will like it.

Requirements should be captured and written down, and you can generally tell the
good from the bad by a few key criteria:

e Requirements should include reasonably few unnecessary technical
details about how a problem will be solved; they should contain
only the definition of the problem and success criteria. For example,
a good requirements document might say, “The clerks must do all
their adding in their heads, and this is slow and error prone. For
project success, we would prefer the math in a manner that avoids
error.” A poor requirements document would exchange the last
phrase for “..we would prefer the math be done using an ACME
QR3243 calculator” A calculator might be the solution, and that may
be a great one, but the decision should be left to the technologist to
avoid overly limiting the final solution. What if the WhatchaDooger
325 calculator is cheaper and has better ratings and battery life.
Only when there is a very specific reason for a technology should
technology show up in requirements.

o The language used should be as specific as it can without dictating
a solution. As an example, consider a statement like “we only pay
new-hire DBAs $20,000 a year, and the first raise is after six months.”
If this was the actual requirement, the company could never hire a

68

WOW! eBook
www.wowebook.org



CHAPTER 2  INTRODUCTION TO REQUIREMENTS

qualified DBA—ever. And if you implemented this requirement in
the software as is, the first time the company wanted to break the rule
(like if Paul Nielsen became available), that user would curse your
name; hire Paul as a CEQ, in title only; and, after six months, change
his designation to DBA to get around silly software limitations. (Users
will find a way to get their job done!) If the requirement was written
specifically enough, it might have said, “We usually only...,” which is
implemented much differently.

e Requirements should be easily read and validated by customers. Pure
and simple, use language the users can understand, not technical
jargon that they just gloss over, so they don’t realize that you were
wrong until their software fails to meet their needs. Simple diagrams
and pictures also work nicely as communication devices.

For my mind, it really doesn’t matter how you document requirements, just if they
get written down. Write them down. Write them down. Hopefully, if you forget the rest
of what I say in this chapter, you’ll remember that. If you are married or have parents,

you have probably made the mistake of saying “Yes , I promise I will get that done

for you” and then promptly forgetting what was said exactly so an argument eventually

'"

occurs. “Yes, you did say that you wanted the database blue!” you say to your customers.
At this point, you have just called them liars or stupid, and that is not a great business
practice. On the other hand, if you forward the document in which they agreed to color
the database blue, taking responsibility for their mistake is in their court. Besides, it is
rumored that mauve has more RAM.

Finally, how will we use written requirements in the rest of the software creation
process? In the design phase, requirements are your guide to how to mold your software.
The technical bits are yours (or corporate standards) to determine: two tables or three,
stored procedures or ad hoc access, C#, JavaScript, or Python? But the final output
should be verifiable by comparing the design to the requirements. And when it is time to
do the overall system tests, you will use the requirements as the target for success. As you
are building tests of your design and software, requirements should be the only place

you need to go to get the rules that your output needs to follow.
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In this chapter, I will cover two parts of the requirements gathering process:

e Documenting requirements: I'll briefly introduce the types of
concerns you'll have throughout the project process in terms of

documenting requirements.

o Gathering requirements: Here, I'll talk about the places to find
information and some techniques for mining that information.

Requirements are not a trivial part of a project and most certainly should not be
omitted, but like anything, they can be overdone. This chapter will give you a bit of
advice on where to look or, if you are in the happy programmer position of not being the
one gathering requirements, what to make sure has been looked at. The sad reality of
programming is that if the system you create stinks because the requirements that you
were given stink, it won’t be the requirements gatherer who has to do all that recoding
and waking up at 3:00 AM because the software is crashing.

Documenting Requirements

If you've ever traveled to a place where no one speaks the same language as you, you
know the feeling of being isolated based solely on communication. Everything everyone
says sounds incomprehensible to you, and no matter how often you ask where the
bathroom is, all you get is this blank look back no matter how desperate the look on
your face may be getting. It has nothing to do with intelligence; it’s because you aren’t
speaking the same language. This sounds obvious to say, but you can’t expect the entire
population of another country to learn your language perfectly just so you can get what
you need. It works better if you learn their language. Even when two people speak the
same basic language, often there can be dialects and phrasing that can be confusing. But
that is what we expect of users of documentation we write.

Information technology professionals and our clients tend to have these sorts of
communication issues, because frequently, we technology types don’t speak the same
dialect or even the same language as our clients. Clients tend to think in the language of
their industry, and we tend to think in terms of computer solutions. For example, think
about SQL Server’s tools. We relational programmers have trouble communicating to
the tool designers what we want in SQL Server’s tools. They do an adequate job for most
tasks, but clearly, they aren’t completely on the same page as the users.
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During the process of analysis, you should adopt one habit early on: document,
document, document as much of the information that you acquire as reasonably
possible. Sometimes people take vacations, departing with vast amounts of job
knowledge that is in their heads only, and sometimes they don’t come back from
vacation (you know, because they get offered a job as a Jungle Cruise captain at Disney
World; I know if I get that offer on my next trip, I won’t be coming back!). Many variations
on this scenario exist, not all as pleasant to contemplate or as possible to bribe for
information about where and what the XRDCEIT object is. Without documentation, you
will quickly risk losing vital details. It’s imperative that you don’t try to keep everything
in your head, because even people with the best memories tend to forget the details of a
project.

The following are a few helpful tips as you begin to take notes on users’ needs:

e Tryto maintain a set of documents that will share system
requirements and specification information. Important documents
to consider include design meeting notes, documents describing
verbal change requests, and signoffs on all specifications, such as
functional, technical, testing, and so on.

e Beyond formal documentation, it’s important to keep the members
of your design team up to date and fully informed. Develop and
maintain a common repository for all the information and keep it up
to date.

o Note anywhere that you add information that the users haven’t given
you and have specifically agreed to.

o Set the project’s scope early on and do your best to scope the
requirements the same. This will prevent the project from getting
too big or diverse to be achievable within a reasonable time frame
and within the budget. Hashing out changes that affect the budget,
particularly ones that will increase the budget, early in the process
will avoid future animosity.

e Besuccinct, but thorough. Sometimes a document can be 100 pages
or 10 and say the same thing. The big test: Can the users, architects,
and programmers use it and produce the end goal?
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Once you produce a document, a crucial step follows: make sure the client agrees
with your version of their goals. As you go through the entire system design process, the
clients will no doubt change their minds on entities, data points, business rules, user
interface, or colors—just about anything they can—and you must prepare yourself for
this. Whatever the client wants or needs is what you have to endeavor to accomplish,
as they are ultimately in control of the project, which unfortunately often means
communicating through a third party like a project manager and being flexible enough
to run with any proposed changes, whether minor or major. This setup initially sounds
great, because you think the project manager will translate for you and be on the side
of quality and correctness, and sometimes this is true. But often, the manager will
mistranslate a client desire into something quite odd and then insist that it is the client’s
desire. “I need all of the data on one screen” gets translated into “I need all of the data in
one table” Best case is that the manager realizes who the technical people are and who
have business needs. If you have a typical job, worst case is may be closer to reality.

In addition to talking to the client, it's important to acquire as many notes, printouts,
screenshots, portable drives loaded with spreadsheets, database backups, Word
documents, emails, handwritten notes, and so on that exist for any current solution
to the problem. This data will be useful in the process of discovering data elements,
screens, reports, and other elements that you'll need to design into your applications.
Often, you'll find information in the client’s artifacts that’s invaluable when putting
together the data model.

Tip Throughout the process of design and implementation, you'll no doubt
find changes to the original requirements. Make sure to continue to update and
verify your documentation, because the most wonderfully written and formatted
documentation in the world is sometimes worse than useless if it’s out of date.

Gathering Requirements

No matter how you slice up the work, the eventual outcome should at least resemble
the same set of desires of the customers (with allowances for change in technology and
corporate needs). The important thing is that all development methodologies will tell
you one thing: have an idea of a design from the requirements before you code.
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For gathering requirements, there are many tools and methodologies for
documenting processes, business rules, and database structures. The Unified Modeling
Language (UML) is one possible choice; the Microsoft Solutions Framework (which
employs UML) and Rational Unified Process are others. There are also several model
types in the IDEF family of methods for business process modeling; we will cover
their data modeling technique in Chapter 3. I'll employ the Entity-Relationship (ER)
modeling method IDEF1X to model databases. I won’t be covering any of the other
modeling languages for the non-database structure parts of the project but will rather be
using a simple manual spreadsheet method, which is by far the most common method
of documenting requirements—even in medium-sized organizations where spending
money on documentation tools can be harder than teaching your pet half-bee Eric to
make good word choices when playing Scrabble (“Buzz...again?”).

Regardless of the tools used to document the requirements, the needs for the
database design process are the same. Specifications need to be acquired that will lead
to you as the database designer to discover all the following:

o Entities and their relationships between each other
o Attributes

o Domain of entities and attributes

o Business rules that can be enforced in the database
o Processes that require the use of the database

Without these specifications, you'll either must constantly go back to the clients
and ask a bunch of questions (which they will sometimes answer three different ways
for every two times they are asked, teaching you discernment skills) or start making
guesses. Some versions of Agile do have customers working with the team closely, which
would seem like the same thing, though it is very unlikely that your customer will want
to be at your team’s beck and call 24 hours a day while you code. Note that there is a
big difference between doing micro-designs and no design at all. If you have enough
requirements that you can clearly understand where the requirements/design is leading
you, that is fine. What you don’t want to do is to be clueless as to what comes next and
to be going back to the customer and asking “Now what are we doing again?” and then
finding out that what you thought was a shipping container warehousing system is
actually a cupcake bakery point of sale system.
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Tip During the early parts of a project, figure out the “what” and “why” first; then
you can work on the “how.” Once you know the details of what needs to be built,
the process to get it built will be reasonably natural, and you can possibly apply
preexisting patterns to the solution. Requirements are the whole essence of what
the customer needs.

Vagueness may cause unnecessary discussions, fights, or even lawsuits later in the
process. So make sure your clients understand what you're going to do for them, and use
language that will be clearly understood and that’s specific enough to describe what you
learn in the information gathering process.

Throughout the process of discovery, artifacts will be gathered and produced that
will be used throughout the process of implementation as reference materials. Artifacts
are any kind of documents that will be important to the design, for example, interview
notes, emails, sample documents, and so on. In this section, I'll discuss some of the main
types of activities that you will need to be very interested in as a database architect:

o Interviewing clients
e Getting the answers to the right questions
» Finding obscure requirements

By no means will this chapter form an exhaustive list of tasks or questions for the
process of finding and acquiring documentation; in fact, it’s far from it. The goal is
simply to get your mind clicking and thinking of information to get from the client so
your job will be easier.

Interviewing People

As noted, it might be the case that the data architect will never meet the user, let alone
be involved in formal interviews. The project manager, business analyst, and possibly
the system architect might provide all the required information. Other projects might
involve only a data architect or a single person wearing more hats than the entire Fourth
Army on maneuvers. I've done it both ways: I've been in the early design sessions, and
I've worked primarily from documentation. The better the people you work with, the
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more favorable the latter option is. In this section, I'll talk quickly about the basics of
client interviews, because on almost any project, you may end up doing some amount of
interviewing the client.

Interviewing the people who are going to use the final product is commonly where
the project really gets started. It's where the free, unstructured flow of information starts.
However, it’s also where the communication gap starts to be a concern. Many people
think visually—in terms of how they work, web pages they use, and perhaps simple user
interfaces. Users also tend to think solely from their own perspective. For example, they
may use the word “error” to denote why a process did not run as they expected. These
error conditions may be not only actual errors but choices the user makes. A value like
“scheduled maintenance” might be classified as an error condition. It is very much up to
the people with “analyst” embroidered on the back of their hats to analyze what users are
asking for.

As such, the job is to balance the customer’s perceived wants and needs with their
real need: a properly structured database that sits nicely behind a user interface and
captures what they are after, information to make their business work well and to be
more lucrative. Be careful of too quickly showing people you are interviewing something
that looks like it might work. Doing so might give the user the false impression that
creating the entire application is an easy process. If you want proof, make the foolish
mistake of demonstrating a polished-looking prototype application with non-hard-
coded values that makes the client think it actually works. The clients might be
impressed that you've put together something so quickly and expect you to be nearly
done. Rarely will they understand that what exists under the hood—namely, the
database and other layers of business and interface objects—is where all the main work
takes place.

Tip While visual elements are great places to find a clue to what data a user
will want as you go along in the process, you’ll want to be careful not to let the
customer think their database will mirror the interface. The structure of the data
needs to be dictated by what the data means, not on how it will be presented.
Presentation is more tailored to how the user typically uses the data; the database
design will be more tailored to the overall meaning of the data.
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Brainstorming sessions with users can also yield great results for gathering a lot of
information at once, if the group doesn’t grow too large (if your meeting requires an
onsite caterer for lunch so you can keep working, you are probably not going to make a
lot of monumental decisions). The key here is to make sure that someone is facilitating
the meeting and preventing the “alpha” person from beating up on the others and giving
only one loud opinion (it is even worse if you are that alpha person, which I tend to have
a problem with myself!). Treat information from every person interviewed as important,
because each person will likely have a different, yet valuable viewpoint. Sometimes
(usually?) the best information comes not from the executive, but from the person who does
the work. Don’t assume that the first person speaks for the rest, even if they're all working on
the same project or if this individual is the manager (or even president or owner of a major
corporation, though a great amount of tact is required sometimes to walk that tight rope).

In many cases, when the dominant person cannot be controlled or the mousey
person cannot be prodded into getting involved, one-on-one sessions should be
employed to allow all clients to speak their minds, without untimely interruptions from
stronger-willed (though perhaps not stronger-minded) colleagues. Be mindful of the
fact that the loudest and boldest people might not have the best ideas and that the quiet
person who sits at the back and says nothing might have the key to the entire project.
Make sure to at least consider everybody’s opinions.

This part of the book is written with the most humility, because I've made more
mistakes in this part of the design process than any other (and like anyone with lots of
experience, I have made my fair share of mistakes in all levels of the software engineering
process). The client interview is one of the most difficult parts of the process that I've
encountered. It might not seem a suitable topic for experienced analysts, but even the
best of us need to be reminded that jumping the gun, bullying the clients, telling them
what they want before they tell you, and even failing to manage the user’s expectations
can lead to the ruin of even a well-developed system. If you have a shaky foundation, the
final product will likely be shaky as well.

Getting the Answers to the Right Questions

Before painting the interior of any house, there are a set of questions that the painting
company’s representative will ask every single one of their clients (colors to use, rooms
to paint, children’s room, write-on/wipe-off use). The same can go for almost any
computer software project. In the following sections are some questions that are going
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to be important to the database design aspects of a system’s development. Clearly, this
is not going to be an exhaustive list, but it’s certainly enough to get you started, so at a
minimum, you won’t have to sit in a room one day with no idea about what to say.

Tip While this section is specifically speaking about questions you might ask
people you are interviewing about a new system, they are also questions you are
going to want to ask when you are looking over requirements that have been given
to you to design a database.

What Data Is Needed?

Most users, at a high level, know what data they want to see out of the system. For
example, if they're in accounting, they want to see dollars and cents summarized in very
specific groupings. It will be very important at some time in your process to differentiate
between what data is needed and what would just be nice to have. It is obviously a really
straightforward question, and the customer may have no idea what they need, but many
users already work with data, either on existing systems (they either hate these systems
and will be glad you are replacing them, or they will hate you for changing things) or in a
spreadsheet system that they have been using since VisiCalc.

How Will the Data Be Used?

Knowing what your client is planning to use the data in the system for is an important
thing to know indeed. Not only will you understand the processes that you will be trying
to model but you can also begin to get a good picture of the type of data that needs to be
stored.

For example, imagine you're asked to create a database of contacts for a dental office.
You might want to know the following:

o Will the contact names be used just to make phone calls, like a quick
phone book?

« Will the client be sending email or posting to the members of the
contact lists? Should the names be subdivided into groups for this
purpose?
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o Will the client be using the names to solicit a response from the mail,
such as appointment reminders?

o Isitimportant to have family members documented? Do they want to
send cards to the person on important dates?

Usage probably seems like it would be out of bounds early in the design process, but
why capture any data if you don’t have any idea how you might use it? Storage is cheap
for sure. But why keep personal information about a person if you have no intention of
using it?

Where usage information can be useful in your design later is how stringent to be
with the data format. For example, take addresses. If you just capture them for infrequent
usage, you might only need to give the user a single string to input an entire address.

But if your business is mailing, you may need to format it to your post office’s exact
specifications, so you don’t have to pay the same postage rates as the normal human
beings.

What Rules Govern the Use of the Data?

Almost every piece of data you are going to want to store will have rules that govern how
itis stored, used, and accessed. These rules will provide a lot of guidance to the model
that you will produce. As an example, taking our previous example of contacts, you
might discover the following:

» Every contact must have a valid email address.
o Every contact must have a valid street address.

o The client checks every email address using an email routine, and the
contact isn’t a valid contact until this routine has been successfully
executed.

o Contacts must be subdivided by the type of issues they have.
e Only certain users can access the email addresses of the contacts.

It’s important to be careful with the verbiage of the rules gathered early in the
process. Many times, the kinds of rules you get seem pretty straightforward when they
are written down, but the reality is quite often not so simple. It is important as you are
reviewing rules to confirm them with the analyst and likely directly with the client before
assuming them to be true.
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As a case in point, what is a “valid” email address? Well, it’s the email address that
accurately goes with the contact. Sure, but how on earth do you validate that? The
fact is that in many systems you don’t. Usually, this is implemented to mean that the
string meets the formatting for an email address, in that it has an ampersand character
between other characters and a dot (.) between one or more alphanumeric values (such
as %@%.%, plus all characters between A and Z and 0 and 9, an underscore, etc.), but the
value is completely up to interpretation. On the other hand, in other types of systems,
you require the user to pick up some information from the email to validate that it is,
indeed, a working email address and that the person who entered the data has rights to
it. It is very much up to the needs of the system, but the English question can easily be
put using the exact same words.

The real problem comes when you too strictly interpret rules and your final product
ends up unacceptable because you've placed an overly restrictive rule on the data
that the client doesn’t want or you've missed a rule that the client truly needs. I made
this mistake in a big way once, which torpedoed a system for several weeks early in
its life. Rules that the clients had seemingly wanted to be strictly enforced needed
to be occasionally overridden on a case-by-case basis, based on the clients’ desires.
Unfortunately, our program didn’t make it possible for the user to override these rules,
and they never tried to simulate this condition in their user acceptance testing, so teeth
were gnashed and sleep was lost fixing the problem.

Some rules might have another problem: the client wants the rule, but implementing
itisn’t possible or practical. For example, the client might request that all registered
visitors of a website must insert a valid mobile phone number, but is it certain that
visitors would provide this data? And what exactly is a valid mobile number? Can
you validate that by format alone, or does the number have to be validated by calling
it or checking with the phone company? What if users provide a landline instead?
Implementability is of limited concern at this point in the process. Someone will have to
enforce the rule, and that will be ironed out later in the process.

What Special Security Considerations Does the Data Require?

There are a plethora of data security regulations out there, including, but not limited to,
Health Insurance Portability and Accountability Act (HIPAA), Sarbanes-Oxley (SOX) Act,
General Data Protection Regulation (GDPR), California Consumer Privacy Act (CCPA),
Children’s Online Privacy Protection Act (COPPA), and Payment Card Industry (PCI)
Data Security Standard. As a person gathering requirements and building code that
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stores data, you need to at least be aware of them. They are all acronyms for different
security laws and protocols that govern how you can handle and store sensitive personal
data. HIPAA is about medical data, COPPA is about child data, PCI is regarding payment
forms, and GDPR and CCPA govern how you handle every piece of data your company
stores about people from the European Union and California. And if by the time you

are reading this book there aren’t more of these governing more of your data, color me
amazed.

Securing the personal and private data you capture about people has never been
more scrutinized than it has been today. Part of the requirements gathering process
needs to be understanding data that the customer wants to capture that may be sensitive
in nature and how it needs to be safeguarded properly.

Throughout the book, I will mention this topic of handling sensitive data, but I am
not going to dig into any specific details of any of the regulation because they are subject
to change and are specific to specific industries. What is NOT subject to change is that
we must understand the sensitivity of customer data, and the best possible place to start
is before the system is created. There are tools that Microsoft and other vendors will
provide to find and tag sensitive data, but during requirements gathering, you and your
customers have a very good idea what data you would not like to just have sitting around
for all of their employees to see. Couple that with whatever your company’s security
officer says about the laws that apply to your industry and do the right thing.

What Data Is Reported On?

There are typically two reasons we store data at all. First is to make something
mechanical (or perhaps magical) happen—an order taken, invoice sent, payment
recorded, or entry to a theme park recorded. Once the money is in the bank and the
customer has their product, that is pretty much it for what a large majority of the
common stakeholder cares about.

The second purpose is to report what has occurred, and this is where the true value
of data really lies. It is where the things that have happened in the past start to inform us
of what will happen in the future. Don’t be misled by the word “reports” either; by this,
I don’t just mean some arcane spreadsheet-looking thing that could have been printed
on a dot matrix printer. Those reports are more valuable and useful than they look, but
reports can employ Al/Machine Learning built right into the tools today to give instant
and valuable insights.
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Many novice developers leave designing and implementing reports until the last
minute (a mistake I've made more than once over the years and have suffered through
many, many times). For the user, reports are where data becomes information and are
used as the basis of vital decision making and can make or break a company. Note that
itisn’t a tools problem. Reporting Services, Power BI, Synapse, and so on all make the
tasks easier. The problem lies in knowing what data to capture. If you need to know the
temperature of a freezer over the last five days, a part of the initial design is to capture
the temperature in a temporal manner, over at least five days. If you didn’t know that
requirement, you might just have a single value for the current freezer temperature and
not be able to meet the reporting needs. That would be an easy problem to solve, but
often there are many problems like this that come up late in the process that end up
implemented in a less than awesome manner because it has to be done so late in the
process. Getting it right the first time is better than not.

Looking back at the contact example, what name does the client want to see on the
reports? The following items come to mind:

e First name, Last name

¢ First name, Middle name, Last name
e Last name, First name

¢ Nickname

It’s important to try to nail down such issues early, no matter how small or silly
they seem to you at this point. They’'re important to the client, who you should always
remember is paying the bill. And frankly, the most important rule for reporting is that
you cannot report on data that you do not capture. (And yes, that rule does collide nicely
with the previous discussion of not capturing data unless you have some idea of how you
would use it. Things like that are why requirements gathering is harder than designing
and coding systems.)

From a database design standpoint, the content of reports is extremely important,
because it will likely help to discover data requirements that aren’t otherwise thought
of. Avoid being concerned with the aesthetics of the reports yet if at all possible, because
that might lead to the temptation of discussing implementation and away from the
purpose of requirements: what the customer is trying to do.
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Tip Don’t overlook any existing reports that might have a corresponding report in
the new system. You may not want to duplicate old reports as was, but the content
will likely include data that the client may never even think about when they’re
expressing needs. There will often be hundreds of reports currently in production,
and in the new system, there is little doubt that the number will go up, unless many
of the reports can be consolidated. Specific reporting architecture is covered in
more detail in Appendix C, which will be available with the download for the book.

Where Is the Data Now?

It is nice occasionally to have the opportunity to create a totally new database

with absolutely no preexisting data. This makes life easy and your job a lot of fun.
Unfortunately, as years pass, finding a completely new system to implement is quite rare.
The only likely exception is when building a product to be sold to end users in a turnkey
fashion (then the preexisting data is their problem or yours if you also have to write

the code to import data from your customers’ systems). For almost every system I have
worked on, I was creating a better version of an existing system, so we had to consider
converting existing data that’s important to the end users. (A rare few have been brand-
new systems. These were wonderful experiences for many reasons; not only didn’t we
have to deal with data conversion but we didn’t have to deal with existing processes,
code, or expectations either.)

Every organization is different. Some have data in one centralized location, while
others have it scattered in many (many) locations. Rarely, if ever, is all the related data
already in well-structured database(s) that you can easily access and use. If that were the
case, why would the client come to you at all? Clients typically have data in the following
sundry locations:

e Mainframe or legacy servers: Millions of lines of active COBOL still
power many corporations, even 20 years after the first edition of this
book on relational databases.

o Spreadsheets: Spreadsheets are wonderful tools to view, slice, and
dice data but are wildly inappropriate places to maintain complex
data, especially by more than one person. Most users know how
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to use a spreadsheet as a database but, unfortunately, are not so
experienced in ensuring the integrity of their data, so this data is
undoubtedly going to give you a major headache.

e Desktop databases such as Microsoft Access or SQL Server Express
Edition: Desktop databases are great tools and are easy to deploy
and use. However, this ease of use often means that these databases
are constructed and maintained by nontechnical personnel and
are poorly designed, potentially causing many problems when the
databases must be enlarged or modified. Both can be great products,
but they are also often just data dumpsters where mounds of data are
stored.

o Filing cabinets: Even now, in the twenty-first century, many
companies still have few or no computers used for anything other
than playing solitaire and instead maintain stockpiles of paper
documents. Your project might simply be to replace a filing cabinet
with a computer-based system or to supply a simple database that
logs the physical locations of the existing paper documents.

o The cloud: There is nothing wrong with the cloud. Most of the code
in this book will run in the cloud or on premises. But depending
on where the data is and how it is formatted, the cloud can provide
extra challenges. The name “the cloud” is there to give you a sense
of grandeur, like anything is possible. Anything can be good... and
anything can be the opposite of good.

Data that you need to include in the SQL Server database you're designing will come
from these and other weird and wonderful sources that you discover from the client
(truth is commonly stranger than fiction). Even worse, spreadsheets, filing cabinets,
and poorly designed computerized databases don’t enforce data integrity (and often
desktop databases, mainframe applications, and even existing SQL Server databases
don’t necessarily do such a perfect job either), so always be prepared for freaky data
that will have to be cleaned up before storage in your nice new database. Even more
importantly, be ready to find out that what appears to be dirty data based on the original
requirements is just wrong requirements.
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Will the Data Need to Be Integrated with Other Systems?

Once you have a good idea of where the client’s important data is located, you can
begin to determine how the data in your new SQL Server solution will interact with the
data that will stay in its original format. This might include building intricate gateway
connections to mainframes; linking server connections to other SQL Servers, Oracle
boxes, or Hadoop systems; or even linking to spreadsheets. You can’t make too many
assumptions about this topic at this point in your design. Just knowing the architecture
you’'ll need to deal with can be helpful later in the process.

Tip Meverexpect that the data you will be converting or integrating with is
going to have any quality and plan accordingly. Too many projects get their start
with poor guesses about the effort required, and data cleanup has been the least
well-guessed part of them all. It will be hard enough to understand what is in

a database to start with, but if the data is bad, it will make your job orders of
magnitude more difficult.

How Much Is This Data Worth?

It’s important to place value judgments on data. In some cases, data will have great value
in the monetary sense. For example, in the dental office example that will be presented
later in Chapter 4, the value lies in the record of what has been done to the patient and
how much has been billed to the patient and their insurance company. Without this
documentation, digging out this data to eventually get paid for the work done might

take hours and days. This data has a specific monetary value; first, just to get paid at all

is important. Then, perhaps temporally, the quicker the payment is received, the more
interest is drawn, meaning more profits. If the client shifts the turnover of payments from
one month to one week because of streamlining the process, this might be worth quite a
bit more money over all the patients at a practice.

When considering keeping historical data, just because existing data is available
doesn’t necessarily mean that it should be included in the new database. The client
needs to be informed of all the data that’s available and should be provided with a cost
estimate of transferring it into the new database. The cost of transferring legacy data can
be high, and the client should be offered the opportunity to make decisions that might
conserve funds for more important purposes.
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Who Will Use the Data?

Who is going to use the data probably doesn’t instantly jump out at you as a type of data
that needs to be considered during the early stages of requirements gathering. When
designing an interface, usually who is going to be clicking the button probably doesn’t
make a lot of difference to the button design (unless disabilities are involved in the
equation perhaps, but Uls should be built that work for everyone, or morph to people’s
special needs). Yet, the answer to the question of “who” can start to answer several
different types of questions:

e Security: “Who will use the data?” can be taken two ways. First, these
are the only people who care about the data. Second, these are the
only people who are allowed to use the data. The latter will require
you to create boundaries to utilization. Add in the kinds of things
the privacy regulations previously discussed in the “What Special
Security Considerations Does the Data Require?” section earlier in
this chapter, and this can be pretty complex at times.

e Concurrency: The design considerations for a system that has one
user are different from those for a system that has ten simultaneous
users, or a hundred, a thousand, or even more. The number of users
should not considerably change our conceptual or logical designs,
but it can certainly change how we design the physical layer and will
definitely change how the hardware looks. Concurrency is something
we won’t make a lot of reference to until very late in this book
(Chapter 12), but this is the point in time when you are doing the
asking and likely specifying the future hardware/software (at least for
cost estimates), so it doesn’t hurt to find out now.

This choice of who will use the data goes hand in hand with all the other questions
you have gotten answered during the process of gathering requirements. Of course,
these questions are just the start of the information gathering process, but there is still a
lot more work to go before you can start building a database, so you are going to have to
cool your jets a bit longer.
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Finding Obscure Requirements

This section contains a few locations where sneaky requirements may be found that you
will not get from a user or an existing system. The problem with these locations is that
they are not freely available to just anyone in an organization. The documents involved
might include records of amounts of money paid to previous contractors for failed
attempts to solve a problem, for example.

So apart from the obvious locations we have discussed such as talking to users and
examining existing systems, there are some other more obscure locations you may wish
to inquire about. Often, the project manager may be able to obtain these documents;
sometimes, they will strictly not be available to you. Frequently you just must take someone
else’s word for what is said in them. In these cases, I find it best to put into writing your
understanding and make sure it is clear who said what about the meaning of documentation
you cannot see, because I have heard more than a few really weird requirements that
supposedly came from contracts and one-tenth of the time they were actually true. As
always, the following list is certainly not exclusive but should kick-start your thinking about
where to get existing documentation for a system you are creating or replacing.

Early Project Documentation

If you work for a company that is creating software for other companies, you'll find
that early in the project, there are often documents that get created to solicit costs and
possible solutions, for example:

o Request for quote (RFQ): A document with a fairly mature
specification that an organization sends out to determine how much
a solution would cost

e Request for proposal (RFP): For less mature ideas for which an
organization wants to see potential solutions and get an idea about
costs

Each of these documents contains valuable information that can help you design a
solution, because you can get an idea of what the client wanted before you got involved.
Things change, of course, and not always will the final solution resemble the original
request, but a copy of an RFP or an RFQ should be added to the pile of information that
you'll have available later in the process. Although these documents generally consist
of sketchy information about the problem and the desired solution, you can use them
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to confirm the original reason for wanting the system and for getting a firmer handle
on what types of data are to be stored within it. A more interesting purpose may be to
discover the underlying reason for a company wanting a new computer system. By the
time programming starts, things often have a very single-minded focus toward delivering a
solution and may miss that the most important part of the process is to be able to analyze
some specific bit of data that may not seem essential to the primary purpose of the system.
No matter what, if you can get a copy of these documents (even redacted somewhat),
you'll be able to see the client’s thought pattern and why the client wants a system
developed.

Contracts or Client Work Orders

Getting copies of the contract can seem like a radical approach to gathering design
information, depending on the type of organization you're with. Frankly, in a corporate
structure, you'll likely have to fight through layers of management to make them
understand why you need to see the contract at all. Contracts can be inherently difficult
to read because of the language they’re written in (sort of like a terse version of a
programming language, with intentional vagueness tossed in to give lawyers something
to dispute with one another later). However, be diligent in filtering out the legalese, and
you’ll uncover what amounts to a high-level set of requirements for the system—often
the requirements that you must fulfill exactly or not get paid. Even more fun is the stuff
you may learn that has been promised that the implementation team has never heard of.

What makes the contract so attractive is simple: it is the target you'll be shooting at.
No matter what the client says or what the existing system was, if the contract specifies
that you deliver some sort of watercraft and you deliver a Formula 1 race car because
the lower-level clients change their minds without changing the contract, you might not
get paid because your project is deemed a failure (figuratively speaking, of course, since
maybe they will let you keep the car?).

Level of Service Agreement

One section of legal documents that’s important to the design process is the required
level of service. This might specify the number of web pages per minute, the number of
rows in the database, and so on. All this needs to be measured, stored, tested for, and
so on. When it comes to the testing and optimization phases, knowing the target level
of service can be of great value. You may also find some data that needs to be stored to
validate that a service level is being met.
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Audit Plans

Don’t forget about audits. When you build a system, you must consider whether

the system is likely to be audited in the future and by whom. Government agencies,
ISO 9000 clients, and all of the regulations mentioned in the “What Special Security
Considerations Does the Data Require?” section of this chapter are likely to have strict
audit requirements. Certain types of clients may also have financial or oversight body
audit processes. All of these will require not only that you follow rules that regulatory
bodies set but that you document certain parts of your operation. These audit plans
might contain valuable information that can be used in the design process.

Prototypes

A prototype is kind of a live document that gets created so that the user can get a feel

for how software might work for them. Prototypes are fantastic communication devices,
but they are focused on visuals, not internals. The real problem with prototypes is that
if a database was created for the prototype, it is rarely going to be worth anything. So, by
the time database design starts, you might be directed to take a prototype database that
has been hastily developed and “make it work” or, worse yet, “polish it up.” Indeed, you
might inherit an unstructured, unorganized prototype, and your task will be to turn it
into a production database in no time flat (loosely translated, that means to have it done
early yesterday, or at least by late today).

It may be up to you, at times, to remind customers to consider prototypes only as
interactive pictures to get the customer to try out a concept, often to get your company
to sign a contract. As a data architect, you must work as hard as possible to use prototype
code only as a working document that you use to inform your own design.

However, don’t consider a prototype an enemy. What you see in the prototype is
almost certainly very useful. The things the prototyper added to the screen and where
they added them will not dictate the database design, but will inform it. Prototypes will
almost certainly help you to be sure you're not going to miss out on any critical pieces
of information that the users need—such as a name field, a search operation, or even
a button (which might imply a data element)—just understand they don’t dictate the
future database design.
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Best Practices

The following list of some best practices can be useful to follow when dealing with and

gathering requirements:

Be diligent: Look through everything to make sure that what’s being
said makes sense. Be certain to understand as many of the business
rules that bind the system as possible before moving on to the next
step. Mistakes made early in the process can mushroom later in the
process.

Verify: Whether gathering or interpreting requirements is your lot in
life, make sure the requirements make sense. Too often I see where a
requirement has been misinterpreted (or just mistyped) and a feature
gets implemented to match the incorrect interpretation because that
is what the requirement said, despite being illogical.

Document: The format of the documentation isn’t really all that
important, only that you get documented as much of what the

client wants as possible. Make sure that the documentation is
understandable by all parties involved and that it will be useful going

forward toward implementation.

Communicate: Constant communication with clients is essential
to keep the design on track. The danger is that if you start to get the
wrong idea of what the client needs, every decision past that point
might be wrong. Get as much face time with the client as possible.

Iterate: Like a road trip, you always need to know where your
destination is planned to be, but only make firm plans as far as the
next stop. Make sure you firmly understand the requirements for
each iteration of the system you are building and just enough of the
overall picture to make sure you are still headed in the right direction.
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Summary

In this chapter, I've touched on some of the basics of documentation and requirements
gathering. This is one of the most important parts of the process of creating software,
because it’s the foundation of everything that follows. If the foundation is solid, the
rest of the process has a chance. If the foundation is shoddy, the rest of the system that
gets built will likely be the same. The purpose of this process is to acquire as much
information as possible about what the clients want out of their system. As a data
architect, this information might be something that’s delivered to you, or at least most of
it. Either way, the goal is to understand the users’ needs.

Once you have as much documentation as possible from the users, the real work
begins. Through all this documentation, the goal is to prepare you for the next step of
producing a data model that will serve as the documentation of the following:

o Entities and relationships

¢ Attributes and domains

¢ Business rules that can be enforced in the database
e Processes that require the use of the database

From this, a conceptual data model will emerge that has many of the characteristics
that will exist in the actual implemented database. In the upcoming chapters, the
database design will certainly change from this conceptual model, but it will share many
of the same characteristics.
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The Language of Data
Modeling

A doctor can bury his mistakes, but an architect can only advise his clients
to plant vines.

—Frank Lloyd Wright, Architect

In this chapter, I will introduce the basic process and concepts of data modeling, in
which a representation of a database will be produced that shows the objects involved in
the database design and how they interrelate. It is really a description of the exterior and
interior parts of the database, with a graphical representation being a communication
vehicle of the most important parts of the model (the graphical part of the model is
probably the most interesting to the general audience, because it gives a very quick and
easy-to-work-with user interface and overview of your objects and their relationships).

A data model is one of the most important tools in the design process, as if it isn’t
done well, you will pay for it until you replace the system. It starts as a sketch of the data
requirements that you use to communicate with the customer and is refined over and
over until you get it right and it becomes a real SQL Server (or perhaps another RDBMS)
database. A common misconception is that a data model is a picture of a database. That
is partly true, but a model is so much more. A true data model includes nongraphical
representations of pretty much everything about a database and serves as the primary
documentation for almost all aspects of the lifecycle of a database. Parts of the model
will be useful to developers, users, and the database administrators (DBAs) who
maintain the system.
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In the next section, I'll provide some basic information about data modeling and
introduce the language I prefer for data modeling (and will use for many examples
throughout this book): IDEF1X. I'll then cover how to use the IDEF1X methodology to model
and document the following parts of the database (introduced in the first chapter):

o Entities/tables

e Attributes/columns

e Relationships

e Descriptive information

In the process of creating a database, we will start out modeling entities and
attributes, which will start fairly loosely defined until we start to formalize tables and
columns, which, as discussed in Chapter 1, have very formal definitions that we will
continue to refine through Chapter 5. For this chapter and the next, I will primarily refer
to entities during the modeling exercises, unless I'm trying to demonstrate something
that would specifically be created in SQL Server. The same data modeling language
will be used for the entire process of modeling the database, with some changes
in terminology to describe an entity, changing to a table later in this book after we
transform the model from requirements to an implementation tool.

After introducing IDEF1X, I will briefly introduce several other alternative modeling
methodology styles, including Information Engineering (IE) (also known as “Crow’s
Feet”) and the Chen Entity-Relationship Model (ERD) methodology because they both
are very useful when looking for model examples in business and academic locations
that do not use IDEF1X.

Note This chapter mainly covers the mechanics and language of modeling. In the
next chapter, we will apply these concepts to build a data model.

Introducing Data Modeling

Data modeling is a foundational skill of database design. In order to start designing
databases, it is essential to effectively communicate the design to others by making

it easier to visualize. Many of the concepts introduced in Chapter 1 have graphical
representations that allow you to get an overview of a vast amount of database structures
and metadata in a very small amount of space.
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Note There are many types of models or diagrams: process models, data flow
diagrams, data models, sequence diagrams, and others. For our purpose of
database design, however, | will focus specifically on data models.

Several popular modeling languages are available to use, and each is generally just
as good as the others at the job of documenting a database design. The major difference
will be some of the symbology that is used to convey the information. When choosing
my data modeling methodology, I looked for one that was easy to read and could display
and store everything required to implement very complex systems. The modeling
language I use is Integration Definition for Information Modeling (IDEF1X). (It didn’t
hurt that the organization I have worked for over 20 years has used it for that amount of
time too, but I definitely feel it to be at least as good as, if not slightly superior to, other
modeling languages.)

IDEF1X is based on Federal Information Processing Standards (FIPS) Publication
184, published on September 21, 1993. To be fair, the other major mainstream
methodology, Information Engineering, is good too, but I like the way IDEF1X works,
and it is based on a publicly available standard. IDEF1X was originally developed by the
US Air Force in 1985 to meet the following requirements:

1. Support the development of data models.

2. Be alanguage that is both easy to learn and robust.
3. Beteachable.

4. Be well tested and proven.

5. Be suitable for automation.

Note At the time of this writing, the full specification for IDEF1X is available at
www.idef.com/idef1x-data-modeling-method/. Wikipedia has a decent
overview as well: https://en.wikipedia.org/wiki/IDEF1X.

While the selection of a data modeling methodology may be a personal choice,
economics, company standards, or features usually influence tool choice. IDEF1X is
implemented in many of the popular design tools, such as the following, which are just
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a few of the products available that claim to support IDEF1X (note that the URLs listed
here were correct at the time of this writing, but are subject to change in the future, and
most had changed since the last edition of this book):

e SqIDBM: sqldbm.com/home/ (This is the modeling tool that was used
to draw the models in this book, with some modifications to keep more
to the standard IDEF1X modeling language. Most deviations from the
standards do not take away from a tool’s ability to produce a working
database.)

o erwin Data Modeler: exwin.com/products/data-modeler
o Toad Data Modeler: wiw . quest.com/products/toad-data-modeler/

o ER/Studio: waw.idera.com/er-studio-enterprise-data-modeling-
and-architecture-tools

o Visible Analyst DB Engineer: waw.visiblesystemscorp.com/
products/Analyst/

Let’s next move on to practice modeling and documenting, starting with entities.

Entities

In the IDEF1X standard, entities are modeled as rectangular boxes, as they are in most
data modeling languages. Two types of entities can be modeled: identifier independent
and identifier dependent, typically referred to as “independent” and “dependent,’
respectively. The difference between a dependent entity and an independent entity lies
in how the primary key of the entity is structured. The independent entity is so named
because it has no primary key dependencies on any other entity, or in other words, the
primary key contains no foreign key columns from other entities.

Chapter 1 introduced the term foreign key, and the IDEF1X specification introduces
an additional term: migrated key. If the attributes are migrated to the non-primary
key attributes, they are independent of any other entities. All attributes that are not
migrated as foreign keys from other entities are owned, as they have their origins in
the current entity. Other methodologies and tools may use the terms “identifying” and
“nonidentifying” instead of “dependent” and “independent.” Another pair of terms
that is commonly used for the same purposes is “strong” for identifying and “weak” for
nonidentifying.
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For example, consider an invoice that has one or more line items. The primary
key of the Invoice entity might be InvoiceNumber. If the invoice has two line items, a
reasonable choice for the primary key would be InvoiceNumber and probably some
sequence attribute like LineItemNumber (you might consider a product identifier, but it is
not uncommon to see two line items with the same product on each line), but since the
primary key contains InvoiceNumber, it would be dependent on the Invoice entity. If you
had an InvoiceStatus entity that was also related to Invoice, it would be independent,
because an invoice’s existence is not predicated on the existence of a status (even if a
value for the InvoiceStatus to Invoice relationship is required—in other words, the
foreign key column would not allow NULL values). We will see this more clearly later
when we start to draw the relationships in the diagrams.

An independent entity is drawn with square corners, as shown here:

Independent

The dependent entity is drawn with rounded corners, as follows:

Dependent

Note The concept of dependent and independent entities leads us to a bit of a
chicken and egg paradox (not to mention a fork in the road, also known as the
don’t write just before lunch principle). The dependent entity is dependent on a
certain type of relationship. However, the introduction of entity creation can’t wait
until after the relationships are determined, since the relationships couldn’t exist
without entities. If this is the first time you’ve looked at data models, this chapter
may require a reread to get the full picture, as the concept of independent and
dependent objects is linked to relationships.
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As we start to identify and model entities, we need to take a quick look at the topic
of naming. One of the most important aspects of designing or implementing any system
is how objects, variables, and so forth are named. Long discussions about names always
seem like a waste of time, but if you have ever gone back to work on code that you wrote
months ago, you understand what I mean. For example, @x might seem like a perfect,
easy-to-type variable name when you first write some code, and it certainly saves a lot of
keystrokes vs. typing @HoldEmployeeNameForCleaningInvalidCharacters, but the latter
is much easier to understand after a period of time has passed (which, for some of us, is
about the amount of time to grab something to drink).

Naming database objects is no different; actually, naming database objects is
more important than naming other programming objects, as often very nontechnical
end users will get used to these names—the names given to entities will be used as
documentation and translated into table names that will be accessed by programmers
and users alike. The conceptual and logical model will be considered your primary
schematic of the data in the database and should be a living document that you change
before changing any implemented structures.

Frequently, discussions on how objects should be named can get heated because
there are several different schools of thought about how to name objects. A central
concern is whether to use plural or singular entity/table names. Both have merit, but
one style must be chosen and followed. I choose to follow the IDEF1X standard for
object names, which says to use singular names. By this standard, the name itself doesn’t
name the container but, instead, refers to an instance of what is being modeled. Other
standards use the table’s name for the container/set of rows, which also makes sense
from another reasonable standpoint. It truly matters how you use the names. Plural
names tend to need to be constantly made singular. Say you have a table that represents
donuts. To discuss it, you would need to say awkward-sounding things such as “I have a
donuts table. I have a table of donuts. There are seven donuts rows. There are seven rows
of donuts. One donuts row is related to one or more donut eaters rows.” Singular names
are appended to descriptions easily: “I have a donut table. I have seven donut rows.

One donut row is related to one or more donut eater rows.” By applying the pattern of
adding the name to a scope, we can build up lots of documentation easily, and it is pretty
readable by a normal person.

Each method has benefits and strong proponents, and plural or singular naming
might be worth a few long discussions with fellow architects, but, honestly, it is certainly
not something to get burned at the stake over. If the organization you find yourself
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beholden to uses plural names, that doesn’t make it a bad place to work. The most
important thing is to be consistent and not let your style go all higgledy-piggledy as you
go along. Any naming standard is better than no standard at all, so if the databases you
inherit use plural names, follow the “when in Rome” principle and use plural names so
as not to confuse anyone else.

In this book, I will follow these basic guidelines for naming entities:

o Entity names should never be plural. The primary reason for this
is that the name should refer to an instance of the object being
modeled, rather than the collection.

e The name given should directly correspond to the essence of what
the entity is modeling. For instance, if you are modeling a person,
name the entity Person. If you are modeling an automobile, call it
Automobile. Naming is not always this straightforward, but keeping
the name simple and to the point is wise.

Entity names frequently need to be made up of several words. During the conceptual
and logical modeling phases, including spaces, underscores, and other characters when
multiple words are necessary in the name is acceptable but not required. For example,
an entity that stores a person’s addresses might be named Person Address, Person_
Address, or, using the style I have recently become accustomed to and the one I'll use
most frequently in this book, PersonAddress. This type of naming is known as Pascal
case or mixed case. (When you don'’t capitalize the first letter, but capitalize the first
letter of the second word, this style is known as camelCase.) Just as in the plural/singular
argument, there really is no “correct” way; these are just the guidelines that I will follow
to keep everything uniform.

Regardless of any style choices you make, very few abbreviations should be used
in the logical naming of entities unless it is a universal abbreviation that every person
reading your model will know (and you can actually be certain of that!). Every word
ought to be fully spelled out, because abbreviations lower the value of the names as
documentation and tend to cause confusion. Abbreviations may be necessary in the
implemented model because of some naming standard that is forced on you or a very
common industry standard term. Be careful of assuming the industry standard terms are
universally known.
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If you decide to use abbreviations in any of your names, make sure that you have a
standard in place to ensure the same abbreviation is used every time. One of the primary
reasons to avoid abbreviations is so you don’t have to worry about different people using
different abbreviations like Description, Descry, Desc, Descrip, and Descriptn for the
same thing on different entities (or sometimes as a suffix on different attributes on the
same entity!).

Often, novice database designers (particularly those who come from interpreted
or procedural programming backgrounds) feel the need to use a form of Hungarian
notation and include prefixes or suffixes in names to indicate the kind of object—for
example, tb1Employee or tbl Customer. Prefixes like this are generally considered a
bad practice for entities (and tables), because names in relational databases are almost
always used in an obvious context. Using Hungarian notation is often a good idea when
writing procedural code (like Visual Basic or C#), since objects don’t always have a
very strict contextual meaning that can be seen immediately upon usage, especially
if you are implementing one interface with many different types of objects. In SQL
Server Integration Services (SSIS) packages, I commonly name each operator with
a three- or four-letter prefix to help identify them in logs, and in PowerShell I name
global variables G_ and parameters P_, for example. However, with database objects,
questioning whether a name refers to a column or a table is rare. Plus, if the object type
isn’t obvious, querying the system catalog to determine it is easy. I won’t go too far into
implementation right now, but you can use the sys.objects catalog view to see the
type of any object. For example, this query will list all of the different object types in the
catalog (your results may vary; this query was executed against the WideWorldImporters
database we will use for some of the examples in this book):

SELECT DISTINCT type_desc
FROM sys.objects
ORDER  BY type desc;

Here’s the result:

CHECK_CONSTRAINT
DEFAULT_CONSTRAINT
FOREIGN KEY CONSTRAINT
INTERNAL TABLE

98

WOW! eBook
www.wowebook.org



CHAPTER 3  THE LANGUAGE OF DATA MODELING

PRIMARY KEY CONSTRAINT
SECURITY_POLICY

SEQUENCE_OBIJECT

SERVICE_QUEUE
SQL_INLINE_TABLE VALUED FUNCTION
SQL_SCALAR_FUNCTION
SQL_STORED_PROCEDURE

SYSTEM TABLE

TYPE_TABLE

UNIQUE_CONSTRAINT

USER_TABLE

VIEW

We will use sys.objects and other catalog views throughout this book to view
properties of objects that we create.

Attributes

All attributes in the entity must be uniquely named within it. They are represented by a

list of names inside of the entity rectangle:

AttributeExample

Attributel
Attribute2

Note The preceding illustration shows a technically invalid entity, as there is
no primary key defined (a requirement for a table and for IDEF1X). I'll cover the
notation for keys in the following section.

99

WOW! eBook
www.wowebook.org



CHAPTER 3  THE LANGUAGE OF DATA MODELING

At this point, you would simply enter all of the attributes that you discover from the
requirements (the next chapter will demonstrate this process). As I will demonstrate
in Chapter 5, the attributes will be transformed a great deal during the normalization
process, but the process is iterative, and the goal will be to capture the details that are
discovered. For example, the attributes of an Employee entity may start out as follows:

Employee

EmployeeNumber
FirstName
LastName
Address
PhoneNumber

During the normalization process, where we transform the table to work well with
the relational engine, tables like this will often be broken down into many attributes
(e.g., Address might, in an American company’s database, be broken into Number, Street
Name, City, State, PostalCode, etc.) and possibly multiple entities depending on your
actual system’s needs.

Note Attribute naming is one place where | tend to deviate slightly from

IDEF1X. The standard is that names are unique within a model, not just within a
table. This tends to produce names that include the table name (or worse yet some
table name abbreviation prefix) followed by the attribute name, which can result in
unwieldy, long names that look archaic.

Just as with entity names, there is no need to include Hungarian notation prefixes or
suffixes in names to let you know it is a column. However, there is value in structuring
names in a very straightforward way to let the reader know what the column means. The
implementation details of the attribute can be retrieved from the system catalog if there
is any question about it.

The format I use is loosely based on the concepts in ISO 11179, though there really
is not much freely available about this standard in a format that is worth referencing.
Generally, the idea is that names include standard parts that are put together to form a
standard-looking name. I will use the following parts in my names:
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Role name: Optionally explains a specific role the attribute/column
plays
Attribute: The primary purpose of the attribute being named.

Optionally can be omitted, meaning the attribute/column name
refers directly to the entity in the most obvious manner

Classword: A required term that identifies the primary type of usage

of the attribute/column, in non-implementation-specific terms

Scale: Optional to tell the user what the scale of the data is in when
it is not obvious from the context, like Minutes, Seconds, Dollars,
Euros, and so on

Here are some examples of attribute names using some or all of the standard parts:

Name: Simply uses a classword to denote a textual string that

names the row value, but whether or not it is a varchar (30) or
nvarchar(128) is immaterial (Without a role name, the name should
apply directly to an instance of the entity. For example, Company .Name
is the name of the company itself.)

UserName: An attribute and a classword, where the attribute tells

the more specific use of the Name classword to indicate what type of

name. (For example, Company .UserName would be the username the
company uses. More context would be acquired from the name and
purpose of the database.)

AdministratorUserName: A role name added to the UserName
attribute, identifying the specific role the user plays that is
being named. Specifically, this username is the username of the
administrator.

PledgeAmount: Here the attribute Pledge is coupled with a class I
typically use for an amount of money, no matter the datatype which
is used. The amount of money is assumed to be in the local currency
that is typical for the database.

PledgeAmountEuros: Indicates that for the PledgeAmount, this is an
amount of money pledged, but with an atypical scale for the context
of the database.
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o FirstPledgeAmountEuros: Plays the role of the first PledgeAmount
recorded in euros, unlike the previous which could be any pledge in
order.

e StockTickerCode: Couples the Code classword (a short textual string)
with the attribute part: Ticker and the role Stock. So this is a short
textual string representing a stock ticker. Note that each part of the
name need not be a single word; it is just important that the name
flows in a way that feels the same to every user of your database.

e EndDate: The Date classword says that this will not include a time
part, and the attribute is the ending date for the row.

o SaveTime: Much like the previous attribute, only now it is a time,
which will be treated as a point in time.

Almost all the names used throughout the book will be in this format, unless I am
explicitly attempting to demonstrate alternative naming. One of the most important
parts of your database design is going to be consistent naming to assist users in
understanding what you have built.

Next, we will go over the following aspects of attributes on your data model:

e Primary keys
e Alternate keys
o Foreign keys

e Domains

e Attribute naming

Primary Keys

An IDEF1X entity must have a primary key. This is convenient for us, because an entity
is defined such that each instance must be unique (see Chapter 1). The primary key may
be a single attribute, or it may be a composite of multiple attributes. A value is required
for every attribute in the key (logically speaking, in the implementation, this means that
no NULLs are allowed for column values for primary key columns).
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The primary key is denoted by placing attributes above a horizontal line through the
entity rectangle, as shown next:

PrimaryKeyExample

PrimaryKey

Attributel
Attribute?2

Note that no additional notation is required to indicate that the value is the primary
key, though sometimes you will see a key symbol or the letters PK on the diagram or
even a tiny key glyph. As an example, consider the Employee entity from the previous
section. The EmployeeNumber attribute is unique, and logically, every employee would
have one, so this would be an acceptable primary key:

Employee

EmployeeNumber

FirstName
LastName
Address
PhoneNumber

The choice of primary key is an interesting one. In the early logical modeling phase,
I generally do not like to spend time choosing the final primary key attribute(s) because
it can easily change based on later findings. I tend to create a simple surrogate primary
key to migrate to other entities to help me see when there is any ownership. In the
current example, EmployeeNumber clearly refers to an employee, but not every entity
will be so clear—not to mention that more advanced business rules may dictate that
EmployeeNumber is not always unique or not always known. For example, the company
also may have contractors in the table that have the same EmployeeNumber value,
thus requiring EmployeeType as part of the key or some form of smart key that has an
indicator of the person being a contractor or regular employee in the EmployeeNumber
attribute value. That’s not a good practice perhaps, but no matter how much I try to
describe perfect databases in this book, the business world is full of weird, archaic,
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messy practices that you will have to incorporate into your models. Having to go back
repeatedly and change the attribute used for the primary key in the logical model can be
tiresome, particularly when you have a very large model with a lot of relationships.

It is also quite likely that you may have multiple column sets that uniquely identify
a given instance of many of your entities. As an example, consider an entity that models
a product manufactured by a company. The company may identify the product by the
type, style, size, and series:

Product

Type
Style
Size
Series

ProductName

The name may also be a good key, and more than likely, there is also a product
code. Which attribute is the best key—or which is even truly a key—may not become
completely apparent until later in the process. There are many ways to implement a
good key, and the best way may not be recognizable right away.

Instead of choosing a primary key at this point, I add a value to the entity for
identification purposes and then model all candidate keys as alternate keys (which I will
discuss in the next section). As a result, the logical model clearly shows what entities are
in an ownership role to other entities, since the key that is migrated contains the name of
the modeled entity. I would model this entity as follows:

Product

ProductId

Type
Style
Size
Series
Name
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Note Using surrogate keys is certainly not a requirement in logical modeling; it
is a personal preference that | have found a useful documentation method to keep
models clean, and it corresponds to my method of implementation later. Not only
is using a natural key as the primary key in the logical modeling phase reasonable
but many architects find it preferable. Either method is perfectly acceptable (and
just as likely to start a philosophical debate at a table of data modelers—you have
been warned, so start the debate after the dessert course).

Alternate Keys

As defined in Chapter 1, an alternate key is a grouping of one or more attributes whose
uniqueness needs to be guaranteed over all the instances of the entity. Alternate keys

do not have specific locations in the entity graphics like primary keys, nor are they
typically migrated for any relationship (you can reference an alternate key with a foreign
key based on the SQL standards and in SQL Server, but this feature is seldom used, and
when used, it often really confuses even the best DBAs). They are identified in the model
in a very simple manner:

AlternateKeyExample

PrimaryKey

AlternateKeyl AK1
AlternateKey2Attributel AK2
AlternateKey2Attribute2 AK2
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In this example, there are two alternate key groups: group AK1, which has one
attribute as a member, and group AK2, which has two attributes. There also is nothing
wrong with overlapping alternate keys, which could be denoted as (AK1,AK2). Thinking
back to the product example, the two keys could then be modeled as follows:

Product
ProductId
Type AK1
Style AK1
Size AK1
Series AK1
Name AK2

One extension that some data modeling tools may add to this notation is shown
here:

AlternateKeyExample

PrimaryKey

AlternateKeyl AK1.1
AlternateKey2Attributel AK2.1
AlternateKey2Attribute2 AK2.2

A position number notation is tacked onto the name of each key (AK1 and AK2) to
denote the position of the attribute in the key. In the logical model, technically, the
order of attributes in the key should not be considered even if the tool does display
them (unique is unique, regardless of key column order). Which attribute comes first
in the key really does not matter; all that matters is that you make sure there are unique
values across multiple attributes. When a key is implemented in the database, the
order of columns will almost certainly become interesting for performance reasons, but
uniqueness will be served no matter what the order of the columns of the key is.
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Note Primary and unique keys are implemented with indexes in SQL Server, but
the discussion of index utilization for performance reasons is left to Chapter 11. Do
your best to reasonably ignore performance tuning needs during the conceptual
and logical design phases. Defer most performance tuning issues until you are
coding and have enough data to really see what indexes are needed.

Foreign Keys

Foreign key attributes, as mentioned, are also referred to as migrated attributes. They are
primary keys from one entity that serve as references to an instance in another entity.
They are, again, a result of relationships (we’ll look at their graphical representation later
in this chapter). They are indicated, much like alternate keys, by adding the letters “FK”
after the foreign key:

ForeignKeyExample

PrimaryKey

ForeignKey FK

As an example of a table with foreign keys, consider an entity that is modeling a

music album:

Album
AlbumId
Name AK1
ArtistId FK AK1
PublisherId FK AK1
CatalogNumber AK2

The ArtistId and PublisherId represent migrated foreign keys from the Artist and
Publisher entities. We'll revisit this example in the “Relationships” section later in this
chapter.
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One tricky thing about foreign keys is that diagrams don’t generally show what entity
the key is migrated from. This can tend to make things a little hard to follow, depending
on how you choose and name your primary keys (and, as we will look at later, how you
role-name your keys). This lack of clarity about what table a foreign key migrates from is
a limitation of most modeling methodologies, because displaying the name of the entity
where the key came from would be unnecessarily confusing for a couple of reasons:

e There is no limit (nor should there be) on how far a key will migrate
from its original owner entity (the entity where the key value was not
a migrated foreign key reference).

o Itis not completely unreasonable that the same attribute might
migrate from two separate entities with the same name, especially
early in the logical design process. This is certainly not a best practice
at all, but it is possible and can make for interesting situations.

As you can see, one of the reasons for the primary key scheme I will employ in logical
models is to add a key named <EntityName>Id as the identifier for entities, so the name
of the entity is easily identifiable and lets us easily know where the original source of the
attribute is. Also, we can see the attribute migrated from entity to entity even without any
additional documentation. For example, in the Album entity example, we instinctively
know that the ArtistId attribute is a foreign key and most likely was migrated from the
Artist entity just because of the name alone.

Domains

In Chapter 1, the term “domain” referred to a set of valid values for an attribute. In
IDEF1X, you can formalize domains and define named, reusable specifications known
as domains, for example:

o String: A character string
o SocialSecurityNumber: A character value with a format of ###-##-###4#

o Positivelnteger: An integer value with an implied domain of
0-MAX(integer value)

o TextualFlag: A five-character value with a domain of
("FALSE', 'TRUE")
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Domains in the specification not only allow us to define the valid values that can be
stored by an attribute based on the domain but also can provide a form of inheritance
in the datatype definitions. Subclasses can be defined of the domains that inherit the
settings from the base domain. It is a good practice to build domains for any attributes
that get used regularly, as well as domains that are base templates for infrequently
used attributes. For example, you might have a character-type domain where you
specify a basic length, like 60. Then, you may specify common domains, like name and
description, to use in many entities. For these, you should choose a reasonable length
for the values, plus you could include a requirement that the data in the column cannot
be just space characters, to prevent a user from having one, two, or three spaces each
looking like different values—except in the rare cases where that is desirable.

Note In SQL Server, one space character (‘ ’) in many situations is equivalent to
multiple space characters, such as (* ).

Regardless of whether you are using an automated tool for modeling or just a simple
spreadsheet, try to define common domains that you use for specific types of things. For
example, a person’s first name might be a domain where you define at a corporate level
that every column that stores a person’s first name will allow up to 100 characters. This
is cool because you don’t have to answer more than once questions such as “Hmm, how
long to make a person’s name?” or “What is the format of our part numbers?” After you
decide, you just use what you have used before.

If it sounds unreasonable that you might argue about a datatype length, it is likely
that you don’t get out much. Good programmers argue all the time about the details, so
if you establish a standard after the first argument, you only have to have that argument
once (until you hire a new employee, at least). Note too that almost everything you want
to store data on has been done before, so look to standards documents on the Web.

For example, how long might a dialable phone number column be? The answer is 15
characters based on ITU-T E.164 (searchnetworking.techtarget.com/definition/
E164). So making it 100 characters “just in case one day it is 6.66 times longer than the
current standard” is not only silly, but it is bad for data integrity.
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Note Defining common domains during design fights against another major
terrible practice, the string(2000) syndrome (or similar string length), where
every column in a database stores textual data in columns of exactly the same
length. Putting in some early thought on the minimum and maximum lengths of
data is easier than doing it when the project manager is screaming for results
later in the process and the programmers are champing at the bit to get at your
database and get coding. It is also one of the first steps in producing databases
with data integrity.

Early in the modeling process, you'll commonly want to gather a few bits of
information, such as the general type of the attribute: character, numeric, logical, or
even binary data. Determining minimum and maximum lengths may or may not be
possible, but the more information you can gather without crushing the process, the
better. Another good thing to start is documenting the legal values for an attribute that is
classified as being of the domain type. This is generally done using some pseudocode or
in a textual manner, either in your modeling tool or even in a spreadsheet.

It is rather important to keep these domains as implementation independent as
possible. For example, you might specify a domain of GloballyUniqueIdentifier,

a value that will be unique no matter where it is generated. In SQL Server, a unique
identifier could be used (GUID value) to implement this domain. Or you might use

a SEQUENCE object that every user has to call to get a value from when needing a new
value. In another database system (created by a company other than Microsoft, perhaps)
where there is not exactly the same mechanism, it might be implemented differently; the
point is that this value is statistically guaranteed to be unique every time it is generated.
The conceptual/logical modeling phase should be done without too much thinking
about what SQL Server can do, if for no other reason than to prevent you from starting

to impose limitations on the future solution prior to understanding the actual problem.
Another sort of domain might be a set of legal values, like if the business users had
defined three customer types, you could specify the legal string values that could be
used.

When you start the physical modeling of the physical relational structures, you
will use the same domains to assign the implementation properties. This is the real
value in using domains. By creating reusable template attributes that will also be used
when you start creating columns, you'll spend less effort and time building simple
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entities, which makes up a lot of your work. Doing so also provides a way for you to
enforce companywide standards, by reusing the same domains on all corporate models
(predicated, of course, on your being diligent with your data modeling processes over
time, something that is a lot more difficult than it initially sounds).

Later when you start designing the actual tables, implementation details such as
exact datatypes, constraints, and so forth will be chosen, just to name a few of the more
basic properties that may be inherited (and if Microsoft adds a more suitable datatype
for a situation in the future, you can simply—at least from the model’s standpoint—
change all of the columns with that domain type to the new type). Since it is very likely
that you will have fewer domains than implemented attributes, the double benefit of
speedy and consistent model assembly is achieved. However, it is probably not overly
reasonable or even useful to employ the inheritance mechanisms when building tables
by hand. Implementation of a flat domain structure is enough work without a tool.

As an example of a domain hierarchy, consider this set of character string domains:

[/

String ]

[ ] Descnptlon ]
FileName ] PersonNamePart |
[ LastName FirstName ]

Here, String is the base domain from which you can then inherit Name and
Description. Stringindicates thatitis a typical character type, most likely a Unicode
type; then the Name and Description domains have specific size, definition, and so
on set. FileName and PersonNamePart are inherited from Name and FirstName and
LastName from PersonNamePart. During logical modeling, this might seem like a lot of
work for nothing, because most of these domains will share only a few basic details, such
as not allowing NULL values or blank data. FileName may be optional, whereas LastName
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might be mandatory by default. FileName probably also starts to have rules like not
allowing things like * in the value, all things that you need every time you have to store
the name of a file.

Things get good when you need to change all of your datatypes for all string types, for
example, if you decide to finally make that blanket change from ANSI character sets to
Unicode or to implement encryption on all personal notes-type attributes but not name
ones.

During logical modeling, domains might optionally be shown to the right of the
attribute names in the entity (which is where you will eventually see the SQL Server
datatype as well):

DomainExample

AttributeName DomainName

AttributeName2 DomainName2

So, if T have an entity that holds domain values for describing a type of person, I
might model it as follows:

Person

PersonId SurrogateKey

Description Description
Firstname FirstName
LastName LastName

To model this example, I defined four domains:

1. SurrogateKey: The surrogate key value (Implementation of the
surrogate should not be implied by building a domain, so later,
this can be implemented in any manner.)

2. Description: Holds the description of “something” (can be 60
characters maximum, cannot be blank or NULL)

3. FirstName: A person’s first name (100 characters maximum,
allows NULL values)

4. LastName: A person’s last name (100 characters maximum, cannot

be blank or NULL)
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The choice of the length of name is an interesting one. I searched on Bing for “person
first name varchar” and found lots of different possibilities: 10, 35, unlimited, 25, 20,
and 15—all on the first page of the search! Just as you should use a consistent naming
standard, you should use standard lengths every time that like data is represented, so
when you hit implementation, the likelihood that two columns storing like data will have
different definitions is minimized.

During the implementation phase, all the domains will get mapped to some form of
datatype, check constraint, and so on in SQL Server. However, the future implementation
isn’t quite the point at this point of the process. The point of a domain in the logical
model is to define common types of storage patterns that can be applied in a common
manner, including all of the business rules that will govern their usage.

If you follow the naming standard I discussed earlier made up of Role name +
Attribute + Classword + Scale, you may find that your domains often share a lot of
similarity with that hierarchy. Name is a classword, and Name is in our domain list.
FirstName is an attribute and classword that also ends up as a domain. Domains,
however, as you get more and more specific in the deeper parts of the tree, will often
include things like size. Name30Characters, Name60Characters, and so on may not be
good classwords, but they can be perfectly acceptable domains with the size indicated in
the name. This gives some clarity for cases where you just want a class of name attributes
that are 30 characters, with others that are 60, and don’t need to make one domain per
specific attribute. Domains are there for your sake, to make things easier for you, so do
what makes more sense.

Relationships

Up to this point, the visual constructs we have looked at have been pretty much the
same across most visual data modeling languages. Entities are almost always signified
by rectangles, and attributes are quite often words within the rectangles. Relationships
are where things start to diverge greatly, as many of the different modeling languages
approach representing relationships graphically a bit differently. To make the concept
of relationships clear, I need to go back to the terms “parent” and “child.” Consider the
following definitions from the IDEF1X specification’s glossary (as these are remarkably
lucid definitions to have been taken straight from a government specification!):

113

WOW! eBook
www.wowebook.org



CHAPTER 3  THE LANGUAGE OF DATA MODELING

o Entity, Child: The entity in a specific connection relationship whose
instances can be related to zero or one instance of the other entity
(parent entity)

o Entity, Parent: An entity in a specific connection relationship whose
instances can be related to a number of instances of another entity
(child entity)

e Relationship: An association between two entities or between
instances of the same entity

In IDEF1X, every relationship is denoted by a line drawn between two entities, with a
solid circle at one end of that line to indicate where the primary key attribute is migrated
to as a foreign key. In the following image, the primary key of the parent will be migrated
to the child.

Parent Child

Relationships come in several different flavors that indicate how the parent table is
related to the child. We will look at examples of several different relationship concepts in
this section:

o Identifying: Where the primary key of one table is migrated to the
primary key of another. The child will be a dependent entity.

o Nonidentifying: Where the primary key of one table is migrated
to the non-primary key attributes of another. The child will be an
independent entity as long as no identifying relationships exist.

e Optional nonidentifying: When the nonidentifying relationship does
not require a parent value.

e Recursive relationships: When a table is related to itself.

114

WOW! eBook
www.wowebook.org



CHAPTER 3  THE LANGUAGE OF DATA MODELING

e Subtype or categorization: Which is a one-to-one relationship used to
let one entity extend another.

e Many-to-many: Where an instance of an entity can be related to
many in another and, in turn, many instances of the second entity
can be related to multiples in the other.

We'll also cover the cardinality of the relationship (how many of the parent rows can
relate to how many rows of the child table), role names (changing the name of a key in
a relationship), and verb phrases (the name of the relationship). Relationships are a key
topic in a database design diagram and not a completely simple one. A lot of information
is related using a few dots, dashes, diamonds, and lines. Often it will help to look at the
metadata that is represented in the graphical display to make sure it is clear (particularly
iflooking at a foreign modeling language!).

Note Most of the relationships discussed in this section (except many-to-many)
are of the one-to-many variety, which encompasses one-to-zero, one-to-one,
one-to-many, or perhaps one—to—exactly N relationships. Technically, it is more
accurately one—to—(from M to N), as this enables specification of the many in very
precise (or very loose) terms as the situation dictates. However, the more common
term is “one-to-many,” and | will not try to make an already confusing term more so.

Identifying Relationships

The concept of a relationship being identifying is used to indicate containership that the
essence (defined as the intrinsic or indispensable properties that serve to characterize

or identify something) of the child instance is defined by the existence of a parent.
Another way to look at this is that generally the child in an identifying relationship is an
inseparable part of the parent. Without the existence of the parent, the child would make

10 Sense.
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The relationship is drawn as follows:

Parent Child

To implement this relationship in the model, the primary key attribute(s) is migrated
to the primary key of the child. Hence, the key of a parent instance is needed to be able
to identify a child instance record, which is why the name “identifying relationship” is
used. In the following example, you can see that the ParentId attribute is a foreign key in
the Child entity, from the Parent entity:

Parent Child
ParentId int ChildId int
ParentId int FK

ParentAttribute int

ChildAttribute int

The child entity in the relationship is drawn as a rounded-off rectangle, which, as
mentioned earlier in this chapter, means it is a dependent entity. A common example is
an invoice and the line items being charged to the customer on the invoice:

Invoice InvoicelLineItem

It can also be said that the line items are part of the parent, much like in an object
where you might have a property that is an array, but since all values are stored as
atomic, independent units in SQL as columns or as tables, we end up with more tables
instead of embedded arrays.
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Nonidentifying Relationships

The nonidentifying relationship indicates that the parent represents a more
informational attribute of the child. When implementing the nonidentifying
relationship, the primary key attribute is migrated as a non-primary key attribute of the
child. It is denoted by a dashed line between the entities. Note too that the rectangle
representing the Child now has squared-off corners, since it stands alone, rather than
being dependent on the Parent:

Parent Child

Now you can see that the attribute ParentId is migrated to the non-key attributes:

Parent Child
ParentId =000 b ____. ol ChildIid
ParentAttribute ChildAttribute
ParentId FK

Taking again the example of an invoice, consider the vendor of the products that
have been sold and documented as such in the line items. The product vendor does not
define the existence of a line item, because with or without specifying the exact vendor
the product originates from, the line item still makes sense.

The difference between identifying and nonidentifying relationships can sometimes
be tricky but is essential to understanding the relationship between tables and their
keys. If the parent entity defines the need for the existence of the child (as stated in
the previous section), then use an identifying relationship. If, on the other hand, the
relationship defines one of the child’s attributes, use a nonidentifying relationship.

Here are some examples:

o Identifying: You have an entity that stores a contact and another that
stores the contact’s telephone number. The Contact entity identifies
the phone number, and without the contact, there would be no need
for a ContactPhoneNumber instance.
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Contact

R

ContactPhoneNumber

]

e Nonidentifying: Consider the entities that were defined for

the identifying relationship, along with an additional entity

called ContactPhoneNumberType. This entity is related to the
ContactPhoneNumber entity, but in a nonidentifying way, and
defines a set of possible phone number types (Voice, Fax, etc.) that
a ContactPhoneNumber might be. The type of phone number does
not identify the phone number; it simply classifies it. Even if the type
didn’t exist, recording the phone number would still be interesting,
as the number still may have informational merit. However, a

row associating a contact with a phone number would be useless
information without the contact’s existence.

]

ContactPhoneNumber

1 |

ContactPhoneNumber Type

Contact

The ContactPhoneNumberType entity is commonly known as a domain entity or
domain table, as it serves to implement an attribute’s domain. Rather than having a
fixed domain for an attribute, an entity is designed that allows programmatic changes
to the domain with no recoding of constraints or client code. As a bonus, you can add
columns to define, describe, and extend the domain values to implement business

118

WOW! eBook
www.wowebook.org



CHAPTER 3  THE LANGUAGE OF DATA MODELING

rules. It also allows the client user to build lists for users to choose values with very little
programming. In logical modeling, often something like ContactPhoneNumberType may
have been simply an attribute of ContactPhoneNumber, but later changed to a table in
physical modeling.

While every nonidentifying relationship defines the domain of an attribute of the
child table, sometimes when the row is created, the values don’t need to be selected. For
example, consider a database where you model houses, like for a neighborhood. Every
house would have a color, a style, and so forth. However, not every house would have
an alarm company, a mortgage holder, and so on. The relationship between the alarm
company and bank would be optional in this case, while the color and style relationships
could be mandatory. The difference in the implemented table will be whether or not the
child table’s foreign key columns will allow NULL values. If a value is required, then it is
considered mandatory. If a value of the migrated key can be NULL, then it is considered
optional.

The optional case is signified by an open diamond at the opposite end of the dashed
line from the black circle, as shown here:

Parent Child

In the mandatory case, the relationship is drawn as before, without the diamond.
Note that in an optional relationship, the cardinality may be zero or greater, but a
mandatory relationship must have a cardinality of one or greater (as defined in Chapter 1,
cardinality refers to the number of values that can be related to another value, and the
concept will be discussed further in the next section as well).

Note You might be wondering why there is not an optional identifying
relationship. This is because you may not have any optional attributes in a primary
key, which is true in relational theory and SQL Server as well.
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For a one-to-many, optional relationship, consider the following:

Invoice

InvoicelLineItem DiscountType

The InvoicelineItem entity is where items are placed onto an invoice to receive
payment. The user may sometimes apply a standard discount amount to the line item.
The relationship, then, from the InvoicelLineItem to the DiscountType entity is an
optional one, as no discount may have been applied to the line item.

For most optional relationships like this, there is another possible solution,
which can be modeled as required, and in the implementation, a row can be added
to the DiscountType table that indicates “none” or “unknown.” An example of such a
mandatory relationship could be genre to movie in a movie rental system database (even
if the movies being rented are digital!):

Genre Movie

The relationship is Genre <Classifies> Movie, where the Genre entity represents
the “one” and Movie represents the “many” in the one-to-many relationship. Every
movie being rented must have a genre, so that it can be organized in the inventory and
then placed on the appropriate rental shelf. If the movie is new, but the genre isn’t yet
known, a row in the genre object with a genre of “New” or “Unknown” could be used.

Whether or not to use an optional relationship, or to manufacture a row that
means the lack of a value, is discussed quite frequently. Generally, it is frowned upon
in nonreporting databases to come up with a value that means “There is not a real
related value” because it can cause confusion. Users who are writing a query and listing
customer activity, for example, and end up seeing sales to a “Missing Customer” might
not be sure if that is the name of a funky new restaurant or a manufactured row. In
reporting, you generally are just looking at groupings, so it is less of an issue and you will
design some way to make the row sort to the top or the bottom of the list.
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Role Names

A role name is a more specific purpose name you can give an attribute when it is used
as a foreign key. The purpose of a role name is to clarify the usage of a migrated key,
because either the parent entity is generic and a more specific name is needed or the
same entity has multiple relationships to the same entity. As attribute names must be
unique, assigning different names for the child foreign key references is often necessary.
Consider these tables:

Parent

ParentPrimaryKey

ParentAttribute

Child

ChildPrimaryKey

FirstParentPrimaryKey FK
SecondParentPrimaryKey FK

In this diagram, the Parent and Child entities share two relationships, and
the migrated attributes have been role-named as FirstParentPrimaryKey and
SecondParentPrimaryKey. In diagrams, you can indicate the original name of the
migrated attribute after the role name, separated by a period (. ), as follows (but usually
it takes up too much space on the model):

Parent
ParentPrimaryKey
ParentAttribute

T T
o o
Child
ChildPrimaryKey

FirstParentPrimaryKey.ParentPrimaryKey FK
SecondParentPrimaryKey ParentPrimaryKey FK
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As an example, say you have a User entity and you want to store the name or ID
of the user who created a DatabaseObject entity instance as well as the user that the
DatabaseObject instance was created for. It would then end up as follows:

User

UserId

UserName

I
1
I
1
I
I
1
I
1

o e}
DatabaseObject

DatabaseObjectId

CreatedByUserId FK
CreatedForUserId FK

Note that there are two relationships to the DatabaseObject entity from the User
entity. Due to the way the lines are drawn on a diagram, it is not clear from the diagram
which foreign key goes to which relationship. Once you name the relationship (with a
verb phrase, which will be covered later in this chapter), the key’s relationships will be
easier to determine, but often, determining which line indicates which child attribute is
simply trial and error.

Relationship Cardinality

The cardinality of the relationship is the number of child instances that can be inserted
for each parent instance of that relationship. A lot of people slough off this topic in
requirements and design because it can be difficult to implement. However, our initial
goal is to represent the requirements in our data models and leave discussion of data
constraint implementation to later (we will start discussing implementation in Chapter 6
when we implement our first database and discuss it even more in Chapter 7, the

data protection chapter, and throughout the latter half of the book). And the fact is if
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itis important to the customer that there should be no more than two child rows in a
relationship, there should be no more than two child rows in a relationship.

Figures 3-1 through 3-6 show the six possible cardinalities that relationships
can take. The cardinality indicators are applicable to either mandatory or optional
relationships.

Parent Child

)

Figure 3-1. One-to-zero or more—a parent row can but does not have to have
one or more rows in Child. For child rows to exist, a corresponding parent row
must exist

Parent Child

)

Figure 3-2. One-to-one or more (at least one), indicated by P—for a row to exist
in Parent, at least one row must exist in Child and vice versa

Parent Child

)

Figure 3-3. One-to-zero or one (no more than one), indicated by Z—a parent
row can have one or zero row in Child, but no more. For child rows to exist, a
corresponding parent row must exist

Parent Child

=1 )

Figure 3-4. One-to-some fixed range (in this case, between four and eight

inclusive)—for a row to exist in Parent, between four and eight rows must exist in
Child
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Parent Child

)

Figure 3-5. One-to-exactly N (in this case, five, meaning each parent must have
five children)—for a row to exist in Parent, exactly five rows must exist in Child

Parent Child

<N0‘te>{ ]

Figure 3-6. Specialized note describing the cardinality

For example, a possible use for the one-to-one or more (see Figure 3-2) might be to
represent the relationship between a guardian and a student in a high school:

Student

Guardian

This is a good example of a zero-or-one-to-one-or-more relationship, and an
interesting one at that. It says that for a Guardian instance to exist, a related Student
instance must exist, but a student need not have a guardian for us to wish to store the
student’s data, because the Guardian to Student relationship is optional.

Next, let’s consider the case of a club that has members with certain positions that
they should or could fill, as shown in Figures 3-7 through 3-9.

Position

Member

Figure 3-7. One-to-many allows unlimited positions for the member
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Position

Member

Figure 3-8. One-to-one allows only one position per member

Position

Member

Figure 3-9. A one-to-zero, one-to-one, or one-to-two relationship specifies a max
limit of two positions per member

Figure 3-7 shows that a member can take as many positions as are possible. Figure 3-8
shows that a member can serve in no position or one position, but no more. Finally,
Figure 3-9 shows that a member can serve in zero, one, or two positions. They all look
very similar, but the Z or 0-2 is important in signifying the cardinality.

Note It is not an overly common occurrence that | have needed anything other
than the basic one-to-many or one—to—zero or one relationship type, but your
experience may lend itself to the specialized relationship cardinalities.

Recursive Relationships

One of the more difficult—and often important—relationship types to implement is the
recursive relationship, also known as a self-join, hierarchical, self-referencing, or self-
relationship (I have even heard them referred to as fish hook relationships, but that name
always seems overly silly). It is used to model some form of hierarchy, where one row is
related to one and only one parent. The “recursive” part of the name references the most
common method of traversing the structure. In Chapter 9, we will look in more depth at
hierarchies, looking at algorithms to manage using recursive relationships and some that
do not.
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The recursive relationship is modeled by drawing a nonidentifying relationship not
to a different entity, but to the same entity. The migrated key of the relationship is given a
role name. (In many cases, a naming convention of role-naming the attribute as “parent”

or “referenced” is useful if no natural naming is available.)

Tree Entity O-

The recursive relationship is useful for creating tree structures, as in the following

AN

Programming | | Database Management |

organizational chart:

Marketing

To explain this concept fully, I will show the data that would be stored to implement

this hierarchy:
o :
Organization '
g O -1
OrganizationName
ParentOrganizationName FK
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Here is the sample data for this table:

OrganizationName ParentOrganizationName
ALL

IT ALL

HR ALL

Marketing ALL

Programming IT

Database Management IT

The organizational chart can now be traversed by starting at ALL and getting the
children of ALL, for example, IT. Then, you get the children of those values, like for IT,
one of the values is Programming.

As a final example, consider the case of a Person entity. If you wanted to associate a
person with a single other person as the first person’s current spouse, you might design
the following:

Person & -

PersonId

SpousePersonId FK

Notice that this is a one-to-zero or one relationship, since (in most places) a person
may have no more than a single spouse but need not have one. If you require one person
to be related as a child to two parents, another table entity is required to link two people
together. Note that I said “current” spouse earlier in the section. If you need to know
history of changes in the hierarchy, you will need some of the more complex versions of
modeling hierarchies or temporal objects that we will look at in Chapter 9 when we discuss
various modeling patterns and techniques for hierarchies. In this chapter, it is strictly
important that you can grasp what the hierarchical relationship looks like on a data
model.
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Subtypes

Subtypes (also referred to as categorization relationships) are a special type of one-to-
zero or one relationship used to indicate whether one entity is a specific type of a generic
entity. It is similar to the concept of inheritance in object-oriented programming (if a

lot clunkier to work with). Note in the following diagram that there are no black dots at
either end of the lines; the specific entities are drawn with rounded corners, signifying
that they are, indeed, dependent on the generic entity.

Generic Entity

4) «——Discriminator

More Specific Entity Other More Specific Entity

|

o Generic entity: This entity contains all the attributes common to all of
the subtyped entities.

There are three distinct parts of the subtype relationship:

o Discriminator: This attribute acts as a switch to determine the entity
where the additional, more specific information is stored.

o Specific entity: This is the place where the specific information is
stored, based on the discriminator.

For example, consider an inventory of your home video library. If you wanted to
store information about each of the videos that you owned, regardless of format, you
might build a categorization relationship like the following:
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VideoProgram

o

Digital PhysicalMedia

J

In this manner, you might represent each video’s price, title, actors, length, and
possibly description of the content in the VideoProgram entity, and then, based on

format—which is the discriminator—you might store the information that is specific
toDigital or PhysicalMedia in its own separate entity (e.g., physical location, special
features, format [Blu-ray, DVD, associated digital copy] for physical-based video, and for
digital, it might be the directory location of the files or services where you own them; it
could also require another subtype relationship of Digital to implement Digitallocal
and DigitalStreamingService).

There are two distinct category types: complete and incomplete. The complete set of
categories is modeled with a double line on the discriminator, and the incomplete set is
modeled with a single line (see Figure 3-10).

O &

Figure 3-10. Complete (left) and incomplete (right) sets of categories
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The primary difference between the complete and incomplete categories is that in
the complete categorization relationship, each generic instance must have one specific
instance, whereas in the incomplete case, this is not necessarily true. An instance of the
generic entity can be associated with an instance of only one of the category entities, and
each instance of a category entity is associated with exactly one instance of the generic
entity. In other words, overlapping subentities are not allowed.

For example, you might have a complete set of categories like this:

Animal

(!:) AnimalType

Dog Cat

This relationship indicates that “An Animal must be either a Dog or a Cat.” Clearly
true only in the context of the requirements for this company, naturally. However, what
it doesn’t show us is, first, do we have to know that the animal type is known? There may
be no rows in Dog or Cat at all, and animal type may be NULL.

However, what if this were modeled as an incomplete set of categories:

Animal

é AnimalType

Dog Cat

Now in our database, we may have values for AnimalType of 'Dog’, 'Cat’, 'Fish’,
'Lizard', and so on, but we only have specific information recorded for 'Dog' and 'Cat’ in
their specific entities.
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Additionally, a concept that is mentioned occasionally is whether a subclass is
exclusive or not exclusive. For the animal, Animal can clearly only be a Dog, Cat, and
so on, not both. But consider a common subclass of Person to Customer, Employee,
and Manager. A person can be a manager, who is also an employee, and it may be
advantageous to track their customer relationship in the same database from the
subclass structure. This would not be an exclusive subtype.

Note Not all tools will support subtypes, and implementing an enforced exclusive
subtype is complex. The most important thing to realize when modeling is that you
want to document what the data should be, not how it can be implemented. That
is a task for another day, and making sure it is enforced is a job for coders (and
perhaps more importantly testers).

Many-to-Many Relationships

The many-to-many relationship is also known as the nonspecific relationship,
which is actually a better name, but far less well known. Having lots of many-to-
many relationships in the data model is common, though they will look different as
you progress further along in the process beyond early conceptual models. These
relationships are modeled by a line with a solid black dot on both ends:

EntityX Entityy

S —

There is one real problem with modeling a many-to-many relationship, even in the
logical model: it is often necessary to have more information about the relationship
than that simply many EntityX instances are connected to many EntityY instances. For
example, why are they connected, when were they connected, and, perhaps, by whom
were they connected? So the relationship is usually modeled as follows very soon after

its discovery:

131

WOW! eBook
www.wowebook.org



CHAPTER 3  THE LANGUAGE OF DATA MODELING

EntityX EntityX_EntityyY Entityy

Here, the intermediate EntityX EntityY entity is known as an associative entity
(names like bridge, tweener, and joiner are not uncommon either, though I really find
the tweener name very strange; I will commonly use the name many-to-many junction
table also). In early modeling, I will often stick with the former representation when I
haven'’t identified any extended attributes to describe the relationship and the latter
representation when I need to add additional information to the model. To clarify the
concept, let’s look at the following example:

Customer Product
CustomerId ol ProductId
Name Name

Here, I have set up a relationship where many customers are related to many
products. This situation is common because in most cases, companies don’t create
specific products for specific customers; rather, any customer can purchase any of the
company’s products or certainly a subset of products that are also orderable by other
customers. At this point in the modeling, it is likely reasonable to use the many-to-many
representation.

I am generalizing the customer-to-product relationship. It is not uncommon to have
a company build specific products for only one customer to purchase, making for a more
interesting modeling requirement. Consider then the case where the Customer need only
be related to a Product for a certain period of time, so now we have information about
the relationship and need a place to put it. To implement this, you can use the following
representation (Note that this implementation does not allow you to start and stop the
relationship. That would require the time to be a part of the key.):
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Customer Product

CustomerId PK ProductId PK

Name l Name

Customer_Product
p

CustomerId FK
ProductId FK

BeginDate
EndDate

.

In fact, almost all of the many-to-many relationships tend to require some additional
information like this to make them complete. It is not uncommon to have no many-to-
many relationships modeled with the black circle on both ends in anything other than
a simple conceptual model, so you will need to look for entities modeled like this to be
able to discern them.

In Chapter 9, we will be introducing the concept of graph structures, and graph
structures will be essentially system-managed many-to-many tables that implement
connections between two tables (each table will be referred to as a node, and the
associative entity will be known as an edge).

Note You can’timplement a many-to-many relationship without using an
associative table for the resolution because there is no realistic way to migrate
keys both ways.

Verb Phrases (Relationship Names)

In order to provide documentation for why a relationship is made between two

entities, relationships are given names, called verb phrases. They are used to make the
relationship between parent and child entities a readable sentence incorporating the
entity names and the relationship cardinality. The name is usually expressed from parent
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to child, but it can be expressed in the other direction or even in both directions. The
verb phrase is typically located on the graphical model somewhere close to the line that

forms the relationship:

Parent Child

Relationship Name

The relationship should be named such that it fits into the following general
structure for reading the entire relationship: parent cardinality » parent entity name »
relationship name » child cardinality » child entity name.

For example, consider the following relationship:

PhoneNumber

Contact

is phoned using

It would be read as “one Contact is phoned using zero, one, or more PhoneNumbers.”
Of course, the sentence may or may not make 100% perfect sense in normal
conversational language; for example, this one brings up the question of how a contact is
phoned using zero phone numbers. If presenting this phrase to a nontechnical person,
it would make more sense to read it as follows: “Each contact can have either no phone
number or one or more phone numbers” or perhaps “If the contact has a phone number,
the contact can be phoned with one or more phone numbers.” You don’t want to simply
use “have” for all verb phrases, as the goal of the verb phrase is to capture the essence
of how the data will be used and provide documentation that doesn’t need editing to be
semantically understandable (even if not tremendously impressive prose).
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Being able to read the relationship helps you to notice obvious problems. For
instance, consider the following relationship:

ContactType

classifies

Contact

It looks fine at first glance, but when read as “one ContactType classifies zero or
one Contact,” it doesn’t make logical sense (since Contact requires a ContactType, you
would need the same number of or more rows in a ContactType table). This would be
properly modeled as simply

ContactType

classifies

°
Contact

which now reads, “one ContactType classifies zero or more Contacts.” Note that the
type of relationship, whether it is identifying, nonidentifying, optional, or mandatory,
makes no difference when reading the relationship.

You can also include a verb phrase that reads from child to parent as well as parent to
child. For a one-to-many relationship, this would be of the following format: “One child
instance (relationship) one parent instance.”

In the case of the first example, you could have added an additional verb phrase:

PhoneNumber
Contact

is phoned using /

may be used to phone
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The parent-to-child relationship again is read as “one Contact is phoned using zero,
one, or more PhoneNumbers.” You can then read the relationship from child to parent.
Note that, when reading in this direction, you are in the context of zero or one phone
number to one and only one contact: “zero or one PhoneNumber may be used to phone
one Contact”

Since this relationship is going from many to one, the parent in the relationship
is assumed to have one related value, and since you are reading in the context of the
existence of the child, you can also assume that there is zero or one child record to
consider in the sentence.

Note Taking the time to define verb phrases can be a hard sell, because they are
not actually used in a substantive way in the implementation of the database, and
often people consider doing work that doesn’t produce code directly to be a waste
of time. However, well-defined verb phrases make for great documentation, giving
the reader a good idea of why the relationship exists and what it means. | usually
use the verb phrase when naming the foreign key constraints too, which you will
see in Chapter 7 when we create a database with foreign keys.

Descriptive Information

Take a picture of a beautiful mountain, and it will inspire thousands of words about

the beauty of the trees, the plants, and the babbling brook (my ability to describe a
landscape being one of the reasons I write technical books). What it won'’t tell you is how
to get there yourself, what the temperature is, and whether you should bring a sweater
and mittens or your swim trunks.

Data models are the same way. So far, we have only really discussed things you can
see in the graphical part of the model. You can get a great start on understanding the
database from the picture, as I have discussed in the previous sections of this chapter. We
started the documentation process by giving good names to entities, attributes, and the
relationships, but even with well-formed names, there will still likely be confusion as to
what exactly an attribute is used for and how it might be used.

For this, we need to add our own thousand words (give or take) to the pictures in
the model. When sharing the model, descriptions will let the eventual reader—and even
a future version of yourself—know what you originally had in mind. Remember that
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not everyone who views the models will be on the same technical level; some will be
nonrelational programmers or indeed users or (nontechnical) product managers who
have no modeling experience.

Descriptive information need not be in any special format. It simply needs to be
detailed, up to date, and capable of answering as many questions as can be anticipated.
Each bit of descriptive information should be stored in a manner that makes it easy for
users to quickly connect it to the part of the model where it was used, and it should be
stored as metadata either in a modeling tool (preferably) or in some sort of document
that will be easy to maintain in the future. (If documentation is not reasonably easy to
use, it will be very quickly forgotten.)

You should start creating this descriptive text by asking questions such as the
following:

e What is the object supposed to represent?

o Howwill the object be used?

e Who might use the object?

e What are the future plans for the object?

e What constraints are not specifically implied by the model?

The scope of the descriptions should not extend past the object or entities that are
affected. For example, the entity description should refer only to the entity and not
any related entities, relationships, or even attributes unless completely necessary. An
attribute definition should only speak to the single attribute and where its values might
come from. It is also a good idea to avoid a lot of examples that happen in the real
world, as they may change, while the model itself may not need to change. If you need
examples, make the data up (perhaps based on real data, but changed to protect the
innocent).

Maintaining good descriptive information is roughly equivalent to putting decent
comments in code. As the eventual database that you are modeling is usually the central
part of any computer system, comments at this level are more important than at any
others. For most people, being able to go back and review notes that were taken about
each object and why things were implemented is invaluable, which is especially true for
organizations that hire new employees and need to bring them up to speed on complex
systems.
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For example, say the following two entities have been modeled:

ContactType

ContactTypeld

Name AK
Description

Contact

o ContactId
classifies

ContactNumber AK
Name
ContactTypeId FK

The very basic set of descriptive information in Tables 3-1 and 3-2 could be captured

to describe the attributes created.

Table 3-1. Entities and Attributes from the model

Entity Attribute Description
Contact Persons who can be contacted to do business with.
ContactId Surrogate key representing a Contact.
ContactNumber A ten-digit/numeric code assigned to the contact that will be
how they identify themselves uniquely.
Name The full name of a contact.
ContactTypeld  Primary key reference for a ContactType, classifies the
type of contact.
ContactType Domain of different contact types.
ContactTypeld  Surrogate key representing a ContactType.
Name The name that the contact type will be uniquely known as.
Description The description of exactly how the contact should be used.

Table 3-2. Relationships

Parent Entity Name Phrase

Child Entity Name Definition

ContactType Classifies

Contact Contact-type classification
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Alternative Modeling Methodologies

In this section, I will briefly describe a few of the other modeling methodologies that
you will likely run into with tools you may use when looking for database information
on the Web.

While the examples in this book will be done in IDEF1X, knowing about the other
methodologies may be helpful when you are surfing around the Internet, looking for
sample diagrams to help you design the database you are working on. (Architects are
often particularly bad about not looking for existing designs, because frankly, solving the
problem at hand is one of the best parts of the job even if it has already been solved 113
times before.)

I will briefly discuss the following:

o Information Engineering (IE): The other main methodology, which is
commonly referred to as the Crow’s Feet method

o Chen Entity-Relationship Model (ERD): The methodology used
mostly by academics, though you can run into these models online

You will see a lot of similarities among them—for example, both of these alternate
methodologies use a rectangle to represent a table and a line to indicate a relationship.
You will also see some big differences among them, such as how the cardinality and
direction of a relationship is indicated.

Note This list is by no means exhaustive. For example, several variations loosely
based on the Unified Modeling Language (UML) class modeling methodology are
not listed. These types of diagrams are common, particularly with people who

use the other components of UML, but these models really have no standards.
Some further reading on UML data models can be found in Clare Churcher’s book
Beginning Database Design (Apress, 2007) and on Scott Ambler's Agile Data site
(www.agiledata.org/essays/umlDataModelingProfile.html), among
others. SSMS includes some rudimentary modeling capabilities that can show you
the model of a physical database as well.

139

WOW! eBook
www.wowebook.org


http://www.agiledata.org/essays/umlDataModelingProfile.html

CHAPTER 3  THE LANGUAGE OF DATA MODELING

Information Engineering

The Information Engineering (IE) methodology is well known and widely used (it would
be a tossup as to which methodology is most common, IE or IDEF1X). Like IDEF1X,

it does a very good job of displaying the necessary information in a clean, compact
manner that is easy to follow. The biggest difference is in how this method denotes
relationship cardinalities: it uses a crow’s foot looking symbol instead of a dot and lines
and uses dashes instead of diamonds and some letters.

Tables in this method are denoted as rectangles, basically the same as in
IDEF1X. According to the IE standard, attributes are not shown on the model, but most
models show them the same as in IDEF1X—as a list, although the primary key is often
denoted by underlining the attributes, rather than the position in the table. (I have
seen other ways of denoting the primary key, as well as alternate/foreign keys, but they
are all typically clear.) Where things get very different using IE is when dealing with
relationships.

Just like in IDEF1X, IE has a set of symbols that must be understood to indicate the
cardinality and ownership of the data in the relationships. By varying the basic symbols
at the end of the line, you can arrive at all the various possibilities for relationships.
Table 3-3 shows the different base symbols that can be employed to build relationship

representations.

Table 3-3. Base Information
Engineering Relationship Symbols

Symbol Meaning

_i_ One row

> Many rows
4@7 Zero row

The symbols in Table 3-3 can be used as they are or combined to make other
meaningful phrases, as shown in Table 3-4.

140

WOW! eBook
www.wowebook.org



CHAPTER 3  THE LANGUAGE OF DATA MODELING

Table 3-4. Common Combinations
of IE Symbols

Symbol Meaning

Zero or one (optional)

Zero to many (optional)

One to many (mandatory)

One and only one (mandatory)

TT¢9

Figures 3-11 through 3-14 show some examples of relationships in IE, with
explanations of what each of the cardinalities indicates.

Table A Table B

1]
11

=
]

——

Figure 3-11. One-to-at least one or many: Specifically, one row in Table A must
be related to one or more rows in Table B. A related row must exist in Table B for a

row to exist in Table A and vice versa

Table & Table B

1] ]
Il R

Figure 3-12. One-to-zero, one, or many: Specifically, one row in Table A may be

related to one or more rows in Table B. A value is required for a foreign key from
Table A in Table B
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Table A Table B

|, &
[ RS

Figure 3-13. One-to-zero, one, or many: Specifically, one row in Table A may be
related to one or more rows in Table B. A value is optional for a foreign key from
Table A in Table B

Table A Table B

P
g

Figure 3-14. One-to-zero or one: Specifically, one row in Table A can be related to
zero or one row in Table B. A row needn't exist in Table B for a row to exist in Table
A, but the key value in Table A is not optional in Table B

Table A Table B
]

=
)

Figure 3-15. Many-to-many relationship: The same as the many-to-many
relationships I have previously covered

IE conveys the information well and is likely to be used in some of the documents
that you will come across in your work as a data architect or developer. IE is also not
typically fully or strictly implemented in tools; however, usually the circles, dashes, and
crow’s feet of the relationships are implemented properly.

Note You can find far more details about the Information Engineering
methodology in the book Information Engineering, Books 1, 2, and 3, by James
Martin (Prentice Hall, 1990).
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Chen ERD

The Chen Entity-Relationship Model (ERD) methodology is very different from IDEF1X,
but it’s pretty easy to follow and largely self-explanatory. You will seldom see this
methodology used in a corporate setting, as it is mainly used in the academic world, but
since quite a few of these types of diagrams are on the Internet, it’s good to understand
the basics of the methodology. In Figure 3-16 is a very simple Chen ERD diagram
showing the basic constructs.

Parent Key

Parent TANAOnly1 Rejationship
Name
Attribute 1
0To Many
child
parent Key

Figure 3-16. Example Chen ERD diagram

Each entity is again a rectangle; however, the attributes are not shown in the entity but
are instead attached to the entity in circles. The primary key either is not denoted or, in some
variations, is underlined. The relationship is denoted by a rhombus, or diamond shape.

The cardinality for a relationship is denoted in text. In the example, itis1 and Only
1 Parent row <relationship name> 0 to Many Child rows. The primary reason for
including the Chen ERD format is for contrast. Several other modeling methodologies—
for example, Object Role Modeling (ORM) and Bachman—implement attributes in this
style, where they are not displayed in the rectangle.
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While I understand the logic behind this approach (entities and attributes are
separate things), I have found that models I have seen using the format with attributes
attached to the entity like this seemed overly cluttered, even for small diagrams.

The methodology does, however, do an admirable job with the logical model of
showing what is desired and does not rely on overcomplicated symbology to describe
relationships and cardinality (I have a difficult time with the IE symbols in each and
every edition of this book because I do not use them very often).

Note You can find further details on the Chen ERD methodology in the paper
“The Entity—Relationship Model—Toward a Unified View of Data” by Peter Chen (it
can be found by performing an Internet search for the title of the paper on many
academic websites).

Also, note that | am not saying that such a tool to create Chen diagrams does not
exist; rather, | personally have not seen the Chen ERD methodology implemented in a
mainstream database design tool other than some earlier versions of Microsoft Visio.
Quite a few of the diagrams you will find on the Internet will be in this style, however,
so understanding at least the basics of the Chen ERD methodology is useful.

Best Practices

The following are some basic best practices that can be very useful to follow when doing
data modeling:

e Modeling language: 1f possible, pick a model language, understand
it, and use it correctly and to express your models graphically and
internally. This chapter has been a basic coverage of much of the
symbology of the IDEF1X modeling language, but clearly IDEF1X is
not the only modeling language. After using one style a few times, it
is likely you will develop a favorite flavor and not like the others. The
plain fact is that almost all the modeling options have some merit.
The important thing is that you understand your chosen language
and can use it to communicate with users and programmers at the

levels they need and can explain the intricacies as necessary.
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Entity names: There are two ways you can go with these: plural or
singular. I follow a style where entity names are singular (meaning
that the name describes a single instance, or row, of the entity,
much like an OO object name describes the instance of an object,
not a group of them), but many highly regarded data architects and
authors feel that the table name refers to the set of rows and should
be plural. Whichever way you decide to go, it’s most important that
you are consistent. Anyone reading your model shouldn’t have to
guess why some entity names are plural and others aren't.

Attribute names: While it is perfectly acceptable as a practice, it is
generally not necessary to repeat the entity name in the attribute
name, except for the primary key and some common terms. The
entity name is implied by the attribute’s inclusion in the entity.
The attribute name should reflect precisely what is contained in
the attribute and how it relates to the entity. And as with entities,
abbreviations ought to be used extremely sparingly in naming of
attributes and columns; every word should be spelled out in its
entirety. If any abbreviation is to be used, because of some naming
standard currently in place, for example, a method should be put into
place to make sure the abbreviation is used consistently.

Relationships: Name relationships with verb phrases, which make the
relationship between a parent and a child entity a readable sentence.
The sentence expresses the relationship using the entity names

and the relationship cardinality. The relationship sentence is a very
powerful tool for communicating the purpose of the relationships
with technical and nontechnical members of the project team alike.

Defined datatype domains: Using defined, reusable domains for
columns gives you a set of standard templates to apply when building
databases to ensure consistency across your database and, if the
templates are used extensively, all your databases. Implement type
inheritance wherever possible to take advantage of domains that are
similar and maximize reusability.

Consistency: Not to beat this drum until you are deaf, consistency
is key. Don’t make abrupt changes in your designs, tools, and so

145

WOW! eBook
www.wowebook.org



CHAPTER 3  THE LANGUAGE OF DATA MODELING

on just because you read a book, take a class, and so on. Make
changes gradually and as widespread as possible. Having 15 naming
standards, 3 different modeling standards, and 12 coloring schemes
that are all great on their own molded together is not going to be
better than poor, well-understood design scheme.

Summary

One of the primary tools of a database designer is the data model. It’s such a great
tool because it can describe not only the details of a single table at a time but the
relationships between several entities at a time. Add in the graphical view of the model,
and you have a picture that you can share with users that can communicate a lot of
information in a very small space.

Of course, a formal data model in a formal data modeling language is not the only
way to document a database; each of the following is useful, but not nearly as useful as a
full-featured data model:

e Often a product that features a database as the central focus will
include a document that lists all tables, datatypes, and relationships
in its own format.

o Every good DBA has a script of the database saved and ideally in
source control for re-creating every database.

e SQL Server’s metadata includes ways to add properties to the
database to describe the objects.

A good data modeling tool will do all of these things and more for you. I won't give
you any guidance as to which tool to purchase, as this is not an advertisement for any
tool. Clearly, you need to do a bit of research to find a tool that suits your needs and
(perhaps more importantly) that you can afford on an ongoing basis that meets your
needs. Some of the more expensive modeling tools have rich tools that use the metadata
you painstakingly enter and make creating the database that much easier later.

In this chapter, I presented the basic building blocks of graphically documenting the
objects that were introduced in Chapter 1. I focused heavily on the IDEF1X modeling
methodology, taking a detailed look at the symbology that will be used through database
designs. The base set of symbols outlined here will enable us to fully model logical
databases (and later physical databases) in detail.
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All it takes is a little bit of training, and the rest is easy. For example, take the model
in Figure 3-17.

Customer Order
laces
CustomerId —--~? ----------- OrderId
CustomerNumber AK OrderNumber AK
Name OrderDate
CustomerId FK
lhas
Product
OrderLineItem
ProductId N
is ordered via OrderId FK
ProductNumber AK LineNumber
Name
Description Quantity
ProductId FK
J

Figure 3-17. Reading this basic model is not difficult at all, if you simply apply
the explanations from this chapter

Customers place orders. Orders have line items. The line items are used to order
products. With very little effort, nontechnical users can start to understand what the data
is, how the data is related, and so on allowing you to communicate data structures very
easily, rather than using large spreadsheets as your primary communication method.
The finer points of cardinality and ownership might not be completely clear, but usually,
those technical details are not as important as the larger picture of knowing which
entities relate to which.

Now that we’ve considered the symbology required to model a database, I'll
frequently make use of data models throughout this book to describe the entities,
starting with conceptual and logical models in Chapter 4, and many other models
throughout this book as shorthand to give you an overview of the scenario I am setting
up, often in addition to scripts to demonstrate how to create the tables in the model.
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Conceptual and Logical
Data Model Production

I never design a building before I've seen the site and met the people who
will be using it.

—Frank Lloyd Wright, Architect

In this chapter, we are going to really wind things up and begin to apply the skills

that were covered in the previous chapters and create a data model from a set of
requirements. The data model I create will not be ready to be implemented by any
means, as there are more refinement steps to come in the next couple of chapters, but
the goal of this model will be to serve as the basis for the eventual model that will get
implemented. Personally, I both love and loathe this particular step in the process
because this is where things get complicated. All the requirements and documents need
to be considered, which hopefully reflect a complete understanding and desires of the
people who actually want your software.

The architects and programmers from all disciplines, ideally, will be collaborating
to achieve not only a data model but also designs for the user experience and the rest
of the system architecture. It is a step where you get to be somewhat artistic, looking for
unique and interesting solutions, but need to be careful not to make the output about
your hopes and dreams either. It is more like a commissioned piece of art where you
have been given lots of strict details to replicate with only hints of your personal style.
Obviously, for this chapter’s content, we will solely focus on producing the data model
and ignore the rest of the application. Even with a short set of requirements that is less
than one page, you will note that this chapter is over 60 times that length.
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CHAPTER 4  CONCEPTUAL AND LOGICAL DATA MODEL PRODUCTION

For the book’s purposes, the process of requirements gathering is 100% complete
and as good as it gets before starting the conceptual data model. Someone has
interviewed all the relevant clients (and documented the interviews) and gathered
artifacts ranging from previous system documentation to sketches of what the new
system might look like to prototypes to whatever is available and then has summarized
everything needed in a short, one-page document. In other projects, you may have to
model to keep up with your agile team members, and much of the process may get done
mentally and verbally. In either case, the exhilarating part of the process starts now:
sifting through all these artifacts and documents (or sometimes dealing with human
beings directly) and discovering a database from within the cacophony.

Note The process of discovery is rarely over in a real project before it is released
to production. It is very difficult to get requirements perfect from any human being,
much less a group of them. In this chapter, | am going to assume the requirements
are both simple and perfect, but expect requirements to shift, and you’ll discover
requirements that were never captured in almost every project you work on.

The goal at this point in the process of creating a data model is to take the requirements
and distill out the stuff that has a relationship to data that will be reflected in the database
you are architecting and take the first two steps toward turning the requirements into a
relational database. In this chapter, I'll introduce the following two main processes:

e Building the conceptual model: Get the base concepts and
relationships identified in the system.

e Building the logical model: Starting with the conceptual model, flesh
out the details that are needed to express the information to describe
and identify all of the data points the customer desires.

I'will go through the steps required to produce a simple logical model using a one-
page set of requirements as the basis of our project. For those readers who are new
to database design, this deliberate method of working though the design to build this
model is a great way to help you through the steps. Take care that I said “new to database
design,” not “new to creating and manipulating tables in SQL Server.” Although these
two things are interrelated, they are distinct and different steps of the same process. We
will cover creating the database objects, but first we will cover how to interpret the data
requirements.
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After some experience, you will likely not always take the time to produce a model
exactly like the one I will discuss in this chapter. In all likelihood, you may perform some
of these steps mentally and will combine them with some of the refinement processes
we will work on in later chapters. Such an approach is natural and a very normal thing at
times.

You should know, however, that working though the database design process is a lot
like working through a complex math problem in that you are solving a messy problem
and showing your work is never a bad thing. As a student in a lot of math classes, I
was always amazed that showing one’s work is usually done more by the advanced
mathematician than by anyone else. They realized that writing things down avoided
errors, and when errors do occur, you can look back and figure out why. The more you
know about the proper process of designing a database, the less likely you are to try
to force the next model into a certain mold, sometimes without listening to what the

customer needs first.

Example Scenario

The following example documentation will be used as the basis of the database we
will build throughout the chapter. In a real system, this might be just a tiny part of
the documentation that has been gathered. (It always amazes me how much useful
information you can get from a few paragraphs, though to be fair, I did write—and
rewrite—this example more than a couple of times.)

The client manages a couple of dental offices. One is called the Chelsea
Office and the other the Downtown Office. The client needs the system to
manage its patients and appointments, alerting the patients when and
where their appointments occur, either by email or by phone, and then
assisting in the selection of new appointments. The client wants to be able
to keep up with the records of all the patients’ appointments without hav-
ing to maintain lots of files. The dentists might spend time at each of the
offices throughout the week.

For each appointment, the client needs to have everything documented that
went on and then invoice the patient’s insurance, if they have insurance
(otherwise, the patient pays). Invoices should be sent within one week after
the appointment. Each patient should be able to be associated with other
patients in a family for insurance and appointment purposes. We will need
to have an address, a phone number (home, mobile, and/or office), and
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optionally an email address associated with each family and possibly each
patient if the client desires. Currently, the client uses a patient number in its
computer system that corresponds to a particular folder that has the
patient’s records.

The system needs to track and manage several dentists and quite a few den-
tal hygienists whom the client needs to allocate to each appointment as
well. The client also wants to keep up with its supplies, such as sample
toothpastes, toothbrushes, and floss, as well as dental supplies. The client
has had problems in the past keeping up with when it’s about to run out of
supplies and wants this system to take care of this for both locations. For the
dental supplies, we need to track usage by employee, especially any changes
made in the database to patient records.

Through each of the following sections, our goal will be to acquire all the pieces of
information that need to be stored in our new database system. Sounds simple enough,
right? Well, although it’s much easier than it might seem, it takes time and effort (two
things every technology professional has in abundance...in addition to sarcasm).

In the coming chapters, I will present smaller examples to demonstrate independent
concepts in modeling that have been trimmed down to only the concepts needed.

Building the Conceptual Model

The conceptual model is all about the big picture of the model. What is being modeled?
At a high level, what should the resulting database look? Details like how data will

be stored should be left alone for now. We want to know “what are the concepts the
customer wants to store data about.” Customers, dentists, insurance policies, and so

on and how they are related are the essential parts of this process. Customers have
insurance policies, and other relationships give you the skeleton of the database.

If you have ever been involved with building a building of some sort, there are
many iterations in the process. You start by sketching out the basic structure that the
customer wants and refine it over and over until you have a solid understanding of what
the customer wants. Everything is changeable, but usually once the design shows the
concepts and the customer approves it, the foundation for success has been laid.

In the database design process, our goal will be to understand the types of data the
customer needs to store and how things are related to one another. When we complete
the conceptual model, we will have the framework of our database completed and will
be ready to fill in the details.
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In this section, we will cover the following steps of the process:

o Identifying entities: Looking for all the concepts that need to be
modeled in the database.

o Identifying relationships between entities: Looking for natural
relationships between high-level entities. Relationships between
entities are what make entities useful.

Tip You don’t have to get things perfect at any step of a software project, but
the sooner you find problems, the better. Finding a design issue before you code
is a lot cheaper than once code has been written. Typically, as soon as you create
a table, there will be other people attaching code to it who will not want you to
change your design.

Identifying Entities

Entities generally represent people, places, objects, ideas, or things, referred to
grammatically as nouns. While it isn’t really necessary for the final design to put every
noun into a specific grouping, doing so can be useful in identifying patterns of attributes
later. People usually have names, phone numbers, and so on. Places have an address
that identifies an actual location. It isn’t so much so you can add details for the customer
later in the process, but rather so you know where to look for those details and to ask
questions like “Nowhere is it specified that you want to know the name of the dentist. Is
this correct?”

In the next major section of this chapter, we will use these entity types as clues to
some attribute needs and to keep you on the lookout for additional bits of information
along the way. So I try to make a habit of classifying entities as people, places, and
objects for later in the process. For example, our dental office includes the following:

e People: A patient, a doctor, a hygienist

e Places: Dental office, patient’s home, hospital

e Objects: A dental tool, stickers for the kids, toothpaste

e Ideas: A document, insurance, a group (such as a security group for

an application), the list of services provided, and so on
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There’s clearly overlap in several of the categories (e.g., a building is a “place” and
an “object”). Don’t be surprised if some objects fit into several of the subcategories
below them that I will introduce. Let’s look at each of these types of entities and see
what kinds of things can be discovered from the documentation sample for each of the
aforementioned entity types.

Tip The way an entity is implemented in a table might be different from your
initial expectation. When building the initial design, you want the document to
come initially from what the user wants. Then, you’ll fit what the user wants into a
proper table design later in the process. Especially during the conceptual modeling
phase, a change in the design is still a click and drag, or eraser drag even, away.

Persons

Nearly every database needs to store information about people. Most databases have at
least some notion of user (generally thought of as people, though not always, so don’t
assume and end up with your actual users required to create a user with a first name
of “Alarm” and last name “System”). Additionally, as far as real people are concerned,
a database might need to store information about many different types of people. For
instance, a school’s database might have a Student entity, a Teacher entity, and an
Administrator entity.

In our example, three people-type entities can be found by reading through our
example scenario—patients, dentists, and hygienists:

...the system to manage its patients...
and

...manage several dentists and quite a few dental hygienists...

Patients are clearly people, as are dentists and hygienists (yes, that crazy person
wearing a mask not during a pandemic and digging into your gums with a pitchfork is
actually a person). One additional person-type entity is also found here:

...we need to track usage by employee...
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Dentists and hygienists have already been mentioned. It’s clear that they’ll be
employees as well. For now, unless you can clearly discern that one entity is exactly the
same thing as another, just document that there are four entities: patients, hygienists,
dentists, and employees. Our model then starts out as shown in Figure 4-1.

Patient Dentist DentalHygenist Employee

PatientId DentistId DentalHygenistId Employeeld

Figure 4-1. Four entities that make up our initial model

Tip Note that | have started with giving each entity a simple surrogate key attribute.
In the conceptual model, we don’t care about the existence of a key, but as we reach
the next step with regard to relationships, the surrogate key will migrate from table to
table to give a clear picture of the lineage of ownership in the model. Feel free to leave
the surrogate key off if you want, especially if it gets in the way of communication,
because laypeople sometimes get hung up over keys and key structures.

Along the way, as you create a new entity, take a moment to write down a definition
of each, either in your data modeling tool or even in a spreadsheet. For space reasons,
I will not list the definitions in each section, but they will be presented at intervals in the
chapter.

Places

Users will want to store information relative to many different types of places. One
obvious place entity is in our sample set of notes:

...manages a couple of dental offices...

From the fact that dental offices are places, later we’ll be able to expect that there’s
address information about the offices and probably phone numbers, staffing concerns,
and so on that the user may be interested in capturing information about. We also get
the idea from the requirements that the two offices aren’t located very close to each
other, so there might be business rules about having appointments at different offices or
to prevent the situation in which a dentist might be scheduled at two offices at one time.
“Expecting” is just slightly informed guessing, so verify all expectations with the client.
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I add the Office entity to the model, as shown in Figure 4-2.

Patient Dentist DentalHygenist Employee Office

PatientId Dentistld DentalHygenistId Employeeld Officeld

Figure 4-2. Added Office as an entity

Note To show progress in the model as it relates to the narrative in the book, in
the models, things that have changed from the previous step in the process are
lightly highlighted with a bar to the left of the entity.

Objects

Objects refer primarily to physical items. In our example, there are a few objects:

...with its supplies, such as sample toothpastes, toothbrushes,
and floss, as well as dental supplies...

Supplies, such as sample toothpastes, toothbrushes, and floss, as well as dental
supplies, are all things that the client needs to run its business. Obviously, most of the
supplies will be simple, and the client won’t need to store a large amount of descriptive
information about them. For example, it’s possible to come up with a pretty intense list
of things you might know about something as simple as a tube of toothpaste:

1. Tube size: Perhaps the length of the tube or the amount in grams

2. Brand: Colgate, Crest, or some other brand/lack of brand (which
should not feel slighted by the lack of inclusion in my book)

3. Format: Metal or plastic tube, pump, and so on

4. Flavor: Mint, bubble gum (the nastiest of all flavors), cinnamon,
and orange

5. Manufacturer information: Batch number, price, expiration date,
and so on

We could go on and on coming up with more and more attributes of a tube of
toothpaste, but it’s unlikely that the users will have a business need for this information,
because they probably just have a box of whatever samples they have been bribed with
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from the dental supply companies and give them out to their patients (to make them feel
better about the metal against enamel experience they have just gone through).

One of the first, extremely important lessons about overengineering starts right here.
At this point, we need to apply selective ignorance to the process and ignore the different
attributes of things that have no specifically stated business interest. If you think that the
information is useful, it is probably a good idea to drill into the client’s process to make
sure what they actually want, but don’t assume that just because you could design the
database to store something that it makes it necessary or that the client will change their
processes to match your design. If you have good ideas, they might change, but most
companies have what seem like insane business rules for reasons that make sense to
them, and (sometimes) they can reasonably defend them.

Only one entity is necessary—Supply—but document that “Examples given were
sample items, such as toothpaste or toothbrushes, plus there was mention of dental
supplies. These supplies are the ones that the dentists and hygienists use to perform
their job.” This documentation you write will be important later when you are wondering
what kind of supplies are being referenced.

Catching up, I add the Supply entity to the model, as shown in Figure 4-3.

Patient Dentist DentalHygenist Employee Office
PatientId DentistId DentalHygenistId Employeeld Officeld
Supply

SupplyId

Figure 4-3. Added the Supply entity

Ideas

One thing to be on the lookout for in the requirements are concepts that don’t stand out
directly as nouns. More or less, we would be looking for data that seems necessary to
support some idea or concept found in the document.

For example, consider the following:

...and then invoice the patient’s insurance, if they have insurance
(otherwise, the patient pays)...
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Insurance is an obvious important entity as the medical universe rotates around it
(at least in the United States, where I am located). Another entity name looks like a verb
rather than a noun in the phrase “patient pays.” From this, we can infer that there might
be some form of Payment entity to deal with.

Tip Not all entities will obviously be an entity from the requirements. A lot of the
time, you’ll have to read what has been documented over and over and infer what
is desired. The conceptual modeling process is, if you do it right, the most iterative
of the modeling steps.

The model now looks like Figure 4-4.

Patient Dentist DentalHygenist Employee Office
PatientId DentistId DentalHygenistId Employeeld Officeld
Supply Insurance Payment
SupplyId Insuranceld PaymentId

Figure 4-4. Added the Insurance and Payment entities

Documents

A document represents some piece of information that is captured and transported

in one package. The classic example is a piece of paper that has been written on
documenting a bill that needs to be paid. If you have a computer and/or have used the
Internet at all, you probably know that the notion that a document has to be a physical
piece of paper is as antiquated as borrowing a cup of sugar from your neighbor to make
cupcakes to take to a child’s school (have some birthday celery, classmates!). And even
for a paper document, what if someone makes a copy of the piece of paper? Does that
mean there are two documents, or are they both the same document? Usually, it isn’t the
case, but sometimes people do need to track physical pieces of paper and, just as often,
versions and revisions of a document.
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In the requirements for our new system, we have a few examples of documents that
need to be dealt with. First up, we have the following:

...and then invoice the patient’s insurance, if they have insurance
(otherwise, the patient pays)...

Invoices are pieces of paper (or emails) that are sent to a customer after the services
have been rendered. However, no mention was made as to how invoices are delivered.
They could be emailed or postal mailed—it isn’t clear—nor would it be prudent for the
database design to force it to be done either way unless there is a specific business rule
governing the method of or tracking the delivery (and even still things change faster
than database implementations, so be wary of hard-coding business rules in a non-
changeable manner). At this point, just identify the entities (Invoice in this instance)
and move along.

Next up, we have the following:

...appointments, alerting the patients when and where their
appointments occur, either by email or by phone...

This type of document almost certainly isn’t delivered by paper but by an email
message or phone call. The email is also used as part of another entity, Alert. The alert
can be either an email or a phone alert. You may also be thinking, “Is the alert really
something that is stored?” Maybe or maybe not, but it is probably likely that when
the administrative assistants call and alert the patient that they have an appointment,
arecord of this interaction would be made. Then, when the person misses their
appointment, they can say, “We called you, emailed you, and texted you on June 14 to no

avail using the details that you provided us!” It is generally important that you track the
addresses that are used for alerts, in case the primary numbers change so you can know

what address was actually alerted, but more on that later in the chapter.

Note If you are alert, you probably are thinking that Appointment, Email, and
Phone are all entity possibilities, and you would be right. In my teaching process
here, | am looking at the types one at a time to make a point. In the real process,
you would just look for nouns linearly through the text, enhancing in a very set
manner so this chapter isn’t larger than my allocation of pages for the entire book.
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Next, we add the Invoice and Alert entities to the model, as shown in Figure 4-5.

Patient Dentist DentalHygenist Employee Office
PatientId DentistId DentalHygenistId Employeeld Officeld

Supply Insurance Payment Alert Invoice
SupplyId Insuranceld PaymentId AlertId Invoiceld

Figure 4-5. Added the Alert and Invoice entities

Groups

Another idea-type entity is a group of things or, more technically, a grouping of entities.
For example, you might have a club that has members or certain types of products that
make up a grouping that seems more than just a simple attribute. In our sample, we have
one such entity:

Each patient should be able to be associated with other patients in
a family for insurance and appointment purposes.

Although a person’s family could be an attribute of the person, it’s likely more than
that. So we add a Family entity, as shown in Figure 4-6. Remember that anything added
to the conceptual model can be removed later.

Patient Dentist DentalHygenist Employee Office
PatientId DentistId DentalHygenistId EmployeeId Officeld
Supply Insurance Payment Alert Invoice
SupplyId Insuranceld PaymentId AlertId Invoiceld
Family
FamilyId

Figure 4-6. Added the Family entity
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Other Entities

The following sections outline some additional common objects that are perhaps
not as obvious as the ones that have been presented. They don’t always fit a simple
categorization, but they're pretty straightforward.

Audit Trails

Audit trails, generally speaking, are used to track changes to the database. You might
know that the RDBMS uses a log to track changes, but this is off-limits to the average
user. So, in cases where the user wants to keep up with who does what, entities need to
be modeled (or sometimes database features used) to represent these logs. They could
be analogous to a sign-in/sign-out sheet, an old-fashioned library card in the back of the
book, or just a list of things that went on in any order.

Consider the following example:

For the dental supplies, we need to track usage by employee,
especially any changes made in the database to the patient records.

In this case, the client clearly is keen to keep up with the kinds of materials that are
being used by each of its employees. Perhaps a guess can be made that the user needs to
be documented when dental supplies are taken (the difference between dental supplies
and nondental supplies will certainly have to be discussed in due time). Also, it isn’t
necessary at this time that the needed logging eventually be done totally on a computer
or even by using a computer at all. We document at this point that it needs to be done, if
it likely will be done by computer, and work from there.

Another example of an audit trail is as follows:

For the dental supplies, we need to track usage by employee,
especially any changes made in the database to the patient
records.

A typical entity that you need to define is the audit trail or a log of database activity,
and this entity is especially important when the data is sensitive. An audit trail isn’t a
normal type of entity in that it stores no data that the user directly manipulates, and the
final design will generally be deferred to the implementation design stage, although it is
common to have specific requirements for what sorts of information need to be captured
in the audit. Generally, the primary kinds of entities to be concerned with at this point
are those that users wish to store in directly.
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Events

Event entities generally represent verbs or actions:

For each appointment, the client needs to have everything
documented that went on...

An appointment is an event in that it's used to record information about when
patients come to the office to be tortured for not flossing regularly enough. For most
events, appointments included, it’s important to have a schedule of where and when
the event is supposed to occur and where it did occur, if it did. It’s also not uncommon
to want to have data that documents an event’s occurrence (what was done, how many
people attended, etc.). Hence, many event entities will be tightly related to some form of
document entity. In our example, appointments are more than likely scheduled for the
future, along with information about the expected activities (cleaning, x-rays, etc.), and
once the appointment occurs, a record is made of what services were actually performed
so that the dentist can get paid. Generally speaking, there are all sorts of events to look
for in any system, such as meter readings for a utility company, weather readings for a

sensor, equipment measurements, phone calls, and so on.

Records and Journals

The last of the entity types I will suggest is a record or journal of activities (and remember
this is not an exhaustive list by any means, just a short list of places to consider when
starting a database design!). A record could be any kind of activity that a user might
previously have recorded on paper. In our example, the user wants to keep a record of
each visit:

The client wants to be able to keep up with the records of all the
patients’ appointments without having to maintain lots of files.

Keeping information in a centralized database is one of the main advantages of
building database systems: eliminating paper files and making data more accessible,
particularly for future data mining. Note that the database we are building may not be
the database where the data mining actually occurs, but having clean, well-understood
data structures will greatly assist in the future. In a database of any real size and heavy
usage, a data warehouse will be built that offloads data for reporting. Appendix C,
available for download, covers that pattern of design in more detail.
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A well-designed database helps to alleviate problems for the customer, like
eliminating the number of times I must tell the doctor what medicines I'm taking, all
because their files are insane clutters used to cover the billing process, rather than
being a useful document of my history. What if I forget one what another doctor
prescribed and it interacts strongly with another drug? All of this duplication of asking
me what drugs I take is great for covering the doctor’s and pharmacy’s backsides, but
by leveraging an electronic database that is connected to other doctor and pharmacy
records, the information that people are constantly gathering comes alive, and trends
can be seen instantly in ways it would take hours to see on paper. “Hmm, after your
primary doctor started you on vitamin Q daily, when the time between cleanings is more
than 10 months, you have gotten a cavity!” Or perhaps even more importantly, given
enough data from enough people, we can finally get a good idea of what course of drugs
cures diseases, even further beyond the data from the original experiments.

Keep in mind that the more data you can get into your database in a usable fashion,
the more likely that data can be used for data mining at some time in the future. Of
course, putting too much information in a centralized location makes security all that
much more important as well, so it is a double-edged sword as well. We will talk about
security in Chapter 10, but suffice it to say that it is not a trivial issue, which is why so
often you hear of data breaches.

The model after this last round of changes looks like Figure 4-7.

Patient Dentist DentalHygenist Employee Office
PatientId DentistId DentalHygenistId Employeeld Officeld
Supply Insurance Payment Alert Invoice
SupplyId Insuranceld PaymentId AlertId InvoiceId
Family Appointment DentalsupplyAudit PatientRecord
FamilyId AppointmentId DentalSupplyAuditId PatientRecordId

Figure 4-7. Added the Appointment, DentalSupplyAudit, and PatientRecord
entities

163

WOW! eBook
www.wowebook.org



CHAPTER 4  CONCEPTUAL AND LOGICAL DATA MODEL PRODUCTION

Careful now, as you are probably jumping to a quick conclusion that a patient’s
record is just an amalgamation of their invoices, insurance information, x-rays, and so
on. This is 100% possible, and I will admit right now that the PatientRecord table is
probably a screen in the application where each of the related rows would be located.
During early conceptual modeling, assuming you are working like we are, on an isolated
island away from your customer, it is generally best to just put it on the model as you
have found it and do the refinement later during customer or analyst review and get
some clarity as to what is being requested.

Entity Recap

So far, we've discovered the list of preliminary entities shown in Table 4-1. It makes a
pretty weak model so far, but this will change in the next few sections as we begin adding
relationships between entities and the attributes. At this point, it is a good time to review
the definitions of the items that are in the model after you have identified all of the
entities, as shown in Table 4-1.

Table 4-1. Entity Listing

Entity Type Description

Patient People The people who are the customers of the dental office.
Services are performed, supplies are used, and patients are
billed for them.

Family Idea Patients grouped together for convenience of billing, alerting,
insurance, and so on.

Dentist People People who do the most important work at the dental office.
Several dentists are working for the client’s practice.

DentalHygienist People People who do the routine work for the dentist. There are
quite a few more hygienists than dentists. (Note: Check with
the client to see whether there are guidelines for the number
of hygienists per dentist. It might be needed for setting
appointments.)

Employee People Any person who works at the dental office. Dentists and
dental hygienists are clearly types of employees.

(continued)
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Table 4-1. (continued)

Entity Type Description

Office Places Locations where the dentists do their business. They have
multiple offices to deal with and schedule patients for.

Supply Objects Supplies for the running of the dental operations of the office.
Examples given were sample items, such as toothpaste or
toothbrushes, plus there was mention of dental supplies as
the supplies that the dentists and hygienists use to perform

their jobs.
Insurance Idea Used by patients to pay for the dental services rendered.
Payment Idea Money received from insurance or patients (or both) to pay
for services.
Invoice Document A document sent to the patient or insurance company
explaining how much money is required to pay for services.
Alert Document A communication made to tell a patient of an impending
appointment.

DentalSupplyAudit Audittrail Used to track the usage of dental supplies.

Appointment Event The event of a patient coming in and having some dental
work done.
PatientRecord Record All the pertinent information about a patient, much like a

patient’s folder in any doctor’s office.

Implementation modeling note: Log any changes to sensitive/important data.

The descriptions are based on the facts that have been derived from the preliminary
documentation. Note that the entities that have been specified are directly represented
in the customer’s documentation.

Are these all of the entities? Maybe, maybe not, but it is the set we have discovered
after the first design pass. During a real project, you will frequently discover new entities
and delete an entity or two that you thought would be necessary. It is not a clean, single-
pass process, because you will be constantly learning the needs of the users.
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Note The conceptual modeling phase is where knowledge of your clients’ type
of business can easily help and hinder you. On one hand, it helps you see what
they want quickly and lets you speak their language. On the other, it can lead you
to jump to conclusions based on “how things were done when | did something
similar.” Every project is unique and may or may not have its own way of doing
stuff. The most important design tools are your eyes and ears.

Identifying Relationships Between Entities

Next, we will look for the ways that the entities relate to one another, which will then be
translated to relationships between the entities on the model. The idea here is to find
how each of the entities will work with one another to solve the client’s needs. I'll start
first with the one-to-N type of relationships and then cover the many-to-many. It’s also
important to consider obvious relationships from the base understanding of common
data structures that aren’t directly mentioned in your requirements. Relationships are
somewhat safer than entities, because you are connecting objects they have specified,
not creating new objects they haven't.

Just realize that the user knows how they want the system, and you are going to
go back over their requests and fill in the blanks and review with them multiple times
before the process is complete and point out things you did not see in the requirements
but added because it felt natural and explain why in some detail.

One-to-N Relationships

In each of the one-to-N relationships, the table that is the “one” table in the relationship
is considered the parent, and the “N” is the child or children rows. While the one-to-N
relationship is going to be the only relationship you will implement in your relational
model, a lot of the natural relationships you will discover in the model may in fact turn
out to be many-to-many relationships. It is important to really scrutinize the cardinality
of all relationships you model so as not to limit future design considerations by missing
something that is very natural to the process. To make it more real, instead of thinking
about a mechanical term like one-to-N, we will break it down into a couple of types of
relationships:

166

WOW! eBook
www.wowebook.org



CHAPTER 4  CONCEPTUAL AND LOGICAL DATA MODEL PRODUCTION

Simple: One instance is related to one or more child instances.
The primary point of identifying relationships this way is to form
an association between two entity rows.

Is a: Unlike the previous classification, when we think of an “is

a” relationship, usually the two related items are the same thing,
often meaning that one table is a more generic version of the
other. A manager is an employee, for example. In Chapter 3, we
referred to this type of relationship as a subtype or categorization
relationship.

I'll present examples of each type in the next couple sections.

Simple Relationships

In this section, I discuss some of the types of associations that you might uncover
along the way as you are modeling relationships. Another common term for a simple
relationship is a “has-a” relationship, so named because as you start to give verb

phrases/names to relationships, you will find it very easy to say “has a” for almost every

relationship. In fact, a common lazy move by modelers is to end up using “has a” as the

verb phrase for too many of their parent-child relationships, which degrades the value of

the verb phrase (sometimes, however, it really just is the best verb phrase).

In this section, I will discuss a few examples of simple relationships that you
will come in contact with quite often. The following are different types of simple
relationships:

o Connection: An association between two things. You could even think
of it as a bond that holds two things together, like a person and their
driver’s license or car. This is the most generic of all relationships and
will generally cover any sort of ownership or association between

entities.

o Transaction: More generically, this could be thought of as an
interaction relationship where you are capturing some interaction
between two entities. For example, a customer pays a bill or makes
a phone call, so an account is credited/debited money through
transactions.
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e Multivalued attribute: In an object implemented in an object-
oriented language, one can have arrays for attributes, butin a
relational database, as discussed in Chapter 1, all attributes must
be atomic/scalar values (or at least should be) in terms of what data
we will use in relational queries. So, when we design, say, an invoice
entity, we don’t put all the line items in the same table; we make a
new table, commonly called InvoicelineItem. Another common
example is storing customers’ preferences. Unless they can only have
a single preference, at least one new table is required, and possibly
more.

e Domain: A type of relationship that you may possibly uncover in early
modeling is a domain type. It is used to implement the domain for an
attribute where more than a single attribute seems useful. I will not
demonstrate this relationship type in this chapter, but we will look
at domain relationships in later chapters (they are most commonly
used as an implementation tool).

In the next few sections, I will use the first three types of relationships to classify and
pick out the relations discovered in our dental office example.

Connection

In our example requirements paragraph, consider the following:
...then invoice the patient’s insurance, if they have insurance...

In this case, the relationship is between the Patient and Insurance entities. It’s
an optional relationship, because it says “if they have insurance.” Add the following
relationship to the model, as shown in Figure 4-8.

Patient Insurance

is covered by
PatientId ) mmcmcmccaacaaaaaa. Insuranceld

PatientId FK

Figure 4-8. Added the optional relationship between the Patient and Insurance
entities (additional relationships between Patient, Insurance, and Invoice will be
added later in the process)
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Another example of a has-a relationship follows:

Each patient should be able to be associated with other patients
in a family for insurance and appointment purposes.

In this case, we identify that a family has patients. Although this sounds a bit odd,
it makes perfect sense in the context of a medical office. Instead of maintaining ten
different insurance policies for each member of a family of ten, the client wants to have a
single one where possible. So we add a relationship between Family and Patient, stating
that a family instance may have multiple patient instances. Note too that we make it an
optional relationship because a patient isn’t required to have insurance.

That the family is covered by insurance is also a possible relationship added in
Figure 4-9. It has already been specified that patients have insurance. This isn’t unlikely,
because even if a person’s family has insurance, one of the members might have an
alternative insurance plan. It also doesn’t contradict our earlier notion that patients have
insurance, although it does give the client two different paths to identify the insurance.
This isn’t necessarily a problem, but when two insurance policies exist, you might have
to implement business rule logic to decide which one takes precedence. Again, this is
something to discuss with the client, and in a real modeling session, you would flag this
for more discussion when you meet with the client.

Patient

_______ PatientId

FamilyId FK

! &
have family members as ;
: , ' Insurance
' is covered by
o : Insuranceld
Family temmmees
FamilyId o PatientId FK
amilyld = [O----c---a---- }
is covered by FamilyId FK

Figure 4-9. Relationships added among the Patient, Insurance, and Family
entities
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Here’s another example of connective relationship, shown in Figure 4-10:

... dental offices... The client needs the system to manage its
patients and appointments...

In this case, make note that each dental office will have appointments. Clearly,
an appointment can be for only a single dental office, so this is not a many-to-many
relationship. One of the attributes of an event type of entity is often a location. It’s
unclear at this point whether a patient comes to only one of the offices or whether the
patient can float between offices. However, it is certain that appointments must be made
at the office, so the relationship between Office and Appointment is required. Now add
the relationship as shown in Figure 4-10.

Office Appointment
OfficeId | 1s_the location of B appointmentId
Officeld FK

Figure 4-10. Relationship added between the Office and Appointment entities

Transactions

Transactions are seemingly the most common type of relationships in a business
database (hence the name Online Transaction Processing or OLTP is often used). Almost
every database will have some way of recording interactions with an entity instance.
For example, some very common transactions are simply customers making purchases,
payments, and so on. I can’t imagine a terribly useful database that only has customer
and product data with no transactional information.

In our database, we have one very obvious transaction:

...if they have insurance (otherwise, the patient pays). Invoices
should be sent...

We identified Patient and Payment entities earlier, so we add a relationship to
represent a patient making a payment. Figure 4-11 shows the new relationship.
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&

I

. Payment
Patient
PaymentId
R patientld ~ fo---- makes .. d
: - PatientId FK
: FamilyId

Figure 4-11. Relationship added between the Patient and Appointment entities
Multivalued Attributes and Domains

During the early phases of modeling, it is far less likely to discover multivalued attribute
and domain relationships naturally than any other types. The reason is our goal is to
keep them focused on the big picture. But in some cases, attributes and domains are
more naturally part of the model than simply being a multivalued attribute like email or
phone number. In our model, so far, we identified several places where we are likely to
expand the entities to cover array types that may not strictly be written in requirements,
particularly true when the requirements are written by end users.

For example, in terms of multivalued attributes, invoices have invoice line items;
appointments have lists of actions that will be taken such as cleaning, taking x-rays, and
the ever-popular drilling out cavities; payments can have multiple payment sources.
For domain relationships, you can think of status values for most of the aforementioned
entities. While a domain of “Active” and “Inactive” may not elevate to the need of
a domain entity in the conceptual or logical model, if we also want to associate a
description with this value in the database (“Active patients get better goodies”) or
perhaps include some process to take when the patient is in the status, having a table
of possible status values would make that possible, which then might elevate them to
be included in the conceptual model. Just be careful that during conceptual modeling
in particular, when adding entities to your models, they should have real customer-
understood value, rather than cluttering up the model.

As such, ITwon’t come up with any examples of domain or multivalued attribute
relationships from the example requirements, but we will cover this topic in more depth
in Chapter 9 when I cover modeling patterns for implementation.
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The “Is A” Relationship

The major idea behind an “is a” relationship is that the child entity in the relationship
extends the details of the parent. For example, cars, trucks, RVs, and so on are all types of
vehicles, so a car is a vehicle. The cardinality of this type of relationship is always one-
to-one, because the child entity simply contains more specific information that qualifies
this extended relationship. There would be some information that’s common to each
of the child entities (stored as attributes of the parent entity) but also other information
that’s specific to each child entity (stored as attributes of the child entity).

In our example text, the following snippets exist:

...manage several dentists and quite a few dental hygienists
whom the client...

and
...track usage by employee, especially...

From these statements, you can reasonably infer that there are three entities, and
there’s a relationship between them. A dentist is an employee, as is a dental hygienist.
There are possibly other employees for whom the system needs to track supply usage
as well, but none listed at this point. Figure 4-12 represents this relationship, which is
modeled using the subtype relationship type. Note that this is modeled as a complete
subtype, meaning every Employee instance would either have a corresponding Dentist
or DentalHygenist instance. It is likely that there are other employee types, so this part
of the model might change, but this is the documentation we currently have.
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Employee
Employeeld
Dentist DentalHygenist
Z
Employeeld FK 1 z Employeeld EK

J

Figure 4-12. Identified subtype relationship between the Employee, Dentist, and
DentalHygienist entities

Note Because the subtype manifests itself as a one-to-one identifying
relationship (recall from Chapter 3 that the Z on the relationship line indicates

a one-to-zero-or-one relationship), separate named keys for the Dentist and
DentalHygienist entities aren’t needed. Having the same key name makes it
easier for the customer to know they can join each of these three tables to any
table with an EmployeeId attribute, and it would limit your results to only rows of
that certain type without using the discriminator of the subtype relationship.

Many-to-Many Relationships

As you refine a data model, a great number of relationships may end up being many-to-
many relationships as the real relationship between entities is realized. However, early in
the design process, only a few obvious many-to-many relationships might be recognized.

In our example, one is obvious:

The dentists might spend time at each of the offices throughout
the week.
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In this case, each of the dentists can work at more than one dental office. A one-to-
many relationship won't suffice; it's wrong to state that one dentist can work at many
dental offices, because this implies that each dental office has only one dentist. The
opposite, that one office can support many dentists, implies dentists work at only one
office. Hence, this is a many-to-many relationship (see Figure 4-13).

Employee

Appointment
Employeeld

AppointmentId

Officeld FK
H Li

is the location of

Dentist DentalHygenist

Office

z Z| Employeeld FK

supports EmployeeId FK
officeld oSupports / ff Employ

works at

Figure 4-13. Added a many-to-many relationship between Dentist and Office

This brings up the question, “What about dentists being associated with
appointments and the same for dental hygienists?” When conferring with your client,
you probably will want to discuss that issue with them. It could be that, in this iteration of
the product, they just want to know where the dentist is so they can use that information
as the dentist is not scheduled with the patients, but one just has to be at the office to do
a final check at the end of each cleaning. Again, we are not to read minds but to do what
the client wants in the best way possible.

There is an additional many-to-many relationship that can be identified:

...dental supplies, we need to track usage by employee...
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This quote says that multiple employees can use different types of supplies, and for
every dental supply, multiple types of employees can use it. However, it’s possible that
controls might be required to manage the types of dental supplies that each employee
might use, especially if some of the supplies are regulated in some way (such as
narcotics).

The relationship shown in Figure 4-14 is added.

Supply
SupplyId
Employee is used by /
uses
EmployeeId |
le

o
=

Figure 4-14. Added a many-to-many relationship between the Supply and
Employee entities

I'm also going to remove the DentalSupplyAudit entity, because it’s becoming
clear that this entity is a report, and we will figure out how to solve this need later in
the process. What we know from here is that employees use supplies, and we need to
capture that that is happening.
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Listing Relationships

Figure 4-15 shows the model so far.

Patient

Alert e Payment
m===s==== PatientId = = F-----2%--
AlertId ] PaymentId
Familyld FK PatientId FK
' <
have family members as :
PatientRecord ' .
' is covered by
PatientReccrdId ] I
' ! Insurance
Family : Insuranceld
FamilyId » TR .
Tnvoice . PatientId FK
is covered by FamilyId FK
InvoiceId
Supply
Employee
s is used by / EmployeeId
Appointment uses Py
AppointmentId
Officeld FK :{:
L]
is the location of Z’——I_LI 7
Office Dentist DentalHygenist
OfficeId supports / EmployeeId  F
ke at mployee K Employeeld FK

Figure 4-15. The model so far in the process of the design

There are other relationships in the text that I won’t cover explicitly, but I've
documented them in the descriptions in Table 4-2, which is followed by the model with
relationships identified and the definitions of the relationships in our documentation
(note that the relationship is documented at the parent only).
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Table 4-2. Initial Relationship Documentation

Entity Type Description
Patient People The people who are the customers of the dental
office. Services are performed, supplies are
used, and the patient is billed for these services.

Relationships
Is covered by (0-to-many) Identifies when the patient has personal
Insurance (Instances) insurance.
Is reminded by (1-to- Alerts are sent to patients to remind them of
many) Alert (Instances) their appointments.
Is scheduled via (1-to- Appointments need to have one patient.
many) Appointment
(Instances)
Is billed with (1-to-many)  Patients are charged for appointments via an
Invoice (Instances) invoice.
Makes (1-to-many) Patients make payments for invoices they
Payment (Instances) receive.
Has activity listed in (1-to- Activities that happen in the doctor’s office.
many) PatientRecord
(Instances)

Family Idea A group of patients grouped together for

Relationships

Has family members as
(0-to-many) patients
(Instances)

Is covered by (0-to-many)
Insurance (Instances)

convenience.

A family consists of multiple patients.

Identifies when there’s coverage for the entire
family.

(continued)
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Table 4-2. (continued)

Entity Type Description

Dentist People People who do the most skilled work at the
dental office. Several dentists work for the
client’s practice.

Relationships

Works at many Office Dentists can work at multiple offices.
(Instances)

Is (0-to-1) Employee Dentists have some of the attributes of all
(Instances) employees.

Works during (0-to-many)  Appointments might require the services of one
Appointment (Instances) dentist.

DentalHygienist People People who do the routine work for the dentist.
There are quite a few more hygienists than
dentists. (Note: Check with the client to see
if there are guidelines for the number of
hygienists per dentist. It might be needed for
setting appointments.)

Relationships

Is (0-to-1) Employee Hygienists have some of the attributes of all
(Instance) employees.

Has (0-to-many) All appointments need to have at least one
Appointment (Instances) hygienist.

Employee People Any person who works at the dental office.
Dentists and hygienists are clearly types of
employees.

Relationships
Uses (many) Supply Employees use supplies for various reasons.
(Instances)

(continued)
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Entity Type Description

Office Places Locations where the dentists do their business.
They have multiple offices to deal with and
schedule patients for.

Relationships

Is the location of (0-to- Appointments are made for a single office.
many) Appointments

(Instances)

Supports (many) Dentist

(Instances)

Supply Objects Supplies for the running of the dental operations
of the office. Examples given were sample
items, such as toothpaste or toothbrushes, plus
there was mention of dental supplies as the
supplies that the dentists and hygienists use to
perform their jobs.

Relationships
Are used by (many) Employees use supplies for various reasons.
Employees (Instances)
Insurance Idea Used by patients to pay for the dental services
rendered.
Relationships
Is billed with (0-to-many)  If the patient has insurance, an invoice will go to
Invoice (Instances) the insurance company, as well as the patient.
Payment Idea Money received from insurance or patients (or

both) to pay for services.

(continued)
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Table 4-2. (continued)

Entity Type Description
Invoice Document A document sent to the patient or insurance
company explaining how much money is
required to pay for services.
Relationships
Is paid with (0-to-many)  Payments are usually made to cover costs of the
Payment (Instances) invoice (some payments are for other reasons).
Alert Document Email or phone call made to tell a patient of an
impending appointment.
Appointment Event The event of a patient coming in and having
some dental work done.
PatientRecord Record All the pertinent information about a patient,

much like a patient’s chart in any doctor’s office.

Figure 4-16 shows how the model has progressed after filling in the details that were

added but not gone through step by step in the text.
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Invoice
PatientRecord Alert
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PatientId FK

Figure 4-16. The final conceptual model

You can see, at this point, that the conceptual model has really gelled, and you
can get a feel for what the final model might look like. In the next section, we will start
adding attributes to the tables, and the model will truly start to take form. It is not
100% complete, and you could probably find a few things that you really want to add or
change. However, note that for this exercise we are trying our best to avoid adding value/
information to the model as we do not have access to a client. In a real project, it is best
to avoid adding stuff to your model, but also don’t go through the entire design if you are
confused with what something means and waste a lot of time messing around. Ask as
many questions as you reasonably need to as soon as you reasonably can.

The only attributes that I have included in this model were used as a method to show
lineage. The only time I used any role names for attributes was in the final model, when I
related the two subtypes of Employee to the Appointment entity, as shown in Figure 4-17.
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Appointment Dentist
AppointmentId ch_:?s:_\:rc:r_k- -d_u_r_i_n_g_ Employeeld FK Z
z
#. Officeld FK DentalHygenist
DentistEmployeeld FK
DentalHygenistEmployeeId FK | does work during EmployeelId FK
PatientId FK

Figure 4-17. Appointment entity with a role named EmployeeRelationship

I related the two subtypes to the Appointment entity to make it clear what the role of
each relationship was for, rather than having the generic Employeeld in the table for both
relationships. Again, even the use of any sort of key is not a standard conceptual model
construct, but without relationship attributes, the model seems sterile and also tends to
hide lineage from entity to entity.

The Appointment entity is the best example in my tiny example diagram of how
the model shows you some basic makeup of the entity, as we can now see that for an
appointment, we need an office, a patient, a hygienist, and sometimes a dentist available
(since the relationship is optional). None of these things really define an appointment, so
it is still an independent entity, but those attributes are critical.

Testing the Conceptual Model

Before stamping “done” on the conceptual model and doing a celebration lap around
the conference room for that last stale doughnut, this is the time to take a validation
pass through the requirements and make sure that they can be met by the entities in
your model. We will not spend too much time here in the text covering what this means,
because it is exactly the same process you have already gone through, iterating until you
don’t find anything that needs to be changed.

Seeing that every requirement can be met by your conceptual model will help you
see if your model is prepared to move on to the logical modeling phase of the project. It
is possible that you may have changed an entity to something that will no longer meet
the requirements, but you are still at a great place in the process where changes require
zero coding.
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Building the Logical Model

With the conceptual model completed and validated as well as possible, the next steps
in the modeling process are going to be progressively easier, though don’t take the term
“easier” to mean “take less time.” Unlike the conceptual model, where you focus on
the big picture, now we want to focus on the details which can take a lot of time to get
right. For the most part, the most difficult part of the data modeling process is really
understanding what the customer’s needs are.

In this section, we will continue the model we started in the main section of the
chapter with the following steps to build the logical model:

o Identifying attributes and domains: Looking for the individual data
points that describe the entities and how to constrain them to only
real/useful values

o Identifying business rules: Looking for the boundaries that are applied
to the data in the system that go beyond the domains of a single
attribute

o Identifying fundamental processes: Looking for different processes
(code and programs) that the client tends to execute that are
fundamental to its business

o Finalizing the logical model: Tasks needed to make sure the process
is complete ready to start the process of making an implementable
database

Identifying Attributes and Domains

As we start creating the logical model, the goal is to look for items that identify and
describe the entities from the conceptual model. For example, if the entity is a person,
attributes might include a driver’s license number, Social Security number, hair color,
eye color, weight, spouse, children, mailing address, and/or email address. Each of these
values serves to provide details about the entity that the customer you are building the
database for might be desiring for their needs.

Identifying which attributes to associate with an entity requires a similar approach
to identifying the entities themselves. You can frequently find attributes by noting
adjectives that are used to describe an entity you have previously found. Some attributes
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will simply be discovered because of the type of entity they are (person, place, etc., which
was part of the reason we used that method of classifying the entities in the conceptual
model part of the chapter).

Domain information for an attribute is generally discovered at the same time as the
attribute, so at this point, you should identify domains whenever you can conveniently
locate them. The following is a list of some of the common types of attributes to look for
during the process of identifying attributes and their domains:

o Identifiers: Any information used to identify a single instance of an
entity. This will be loosely analogous to a key, though identifiers
won’t always make for proper keys so much as identifying ways that a
user may search for a particular instance.

o Descriptive information: Information used to describe something
about the entity, such as color, status, name, description, and so on.

e Locators: Identify how to locate what the entity is modeling, both
physically in the real world, such as a mailing address, and on a
technical scale, a position on a computer screen and so on.

e Values: Things that quantify something about the entity, such as
monetary amounts, counts, and so on.

e Points in time: When something that has occurred or will occur is one
of the most important things we capture in data.

As was true during our entity search, these aren’t the only places to look for
attributes, but they’re just a few common places to start. The most important thing for
now is that you'll look for values that make it clearer what the entity is modeling. Also,
it should be noted that all of these have equal merit and value, and groupings may
overlap. Lots of attributes will not fit into these groupings (even if my example attributes
all too conveniently will). These are just a set of ideas to give you help when looking for
attributes.

Identifiers

In this section, we will consider elements used to identify one instance of an entity from
another. Every entity needs to have at least one identifying set of attributes. Without
identifiers, there’s no way that different instances can be identified later in the process.
These identifiers are likely to end up being used as candidate keys of the entity, but not
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always (sometimes you may not be able to guarantee uniqueness or even guarantee each
instance will have a value). Here are some common examples of good identifiers:

e For people: Social Security and tax identification numbers (in
the United States), full names (not generally a perfect computing
identifier, but something to narrow down identification), or other IDs
(such as customer numbers, employee numbers, etc.)

e For transactional documents (invoices, bills, computer-generated
notices): Some sort of number generally assigned for tracking
purposes

e For books: The ISBN (titles aren’t unique, not even always by author,
but are still identifying information)

e For products: Product numbers for a manufacturer (product names
aren’t unique), Universal Product Code, and so on

o For companies that clients deal with: Commonly assigned a
customer/client number for tracking that probably wouldn’t change
even if the client changed names

e For buildings: Building given a name to be referred to
o For mail: The addressee’s name and address and the date it was sent

This is not by any means an exhaustive list, but this representative list will help
you understand what identifiers mean. Think back to the relational model overview in
Chapter 1—each instance of an entity must be unique. Identifying unique natural keys in
the data is a very important step in implementing a design.

Take care to really discern whether what you think of as a unique item is actually
unique. Look at people’s names. At first glance, they almost seem unique, and in real
life you will personally use them as keys (and if you know two people named Louis
Davidson, heaven help you, you would morph the name to be Louis Davidson the
author, or the Disney nut, and Louis Davidson the other guy who isn’t those things), but
in a database, doing so becomes problematic. For example, there are thousands, if not
millions, of people named John Smith out there! Even extending to middle name, title,
and so on, absolute uniqueness is not guaranteed. For these cases, you may want to
identify in the documentation what I call “likely uniqueness.”
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In your model and eventually in your applications, you will most likely want to
identify data that is not actually a legitimate key (like first, middle, and last names) but
that is very likely unique, so that while you can’t enforce uniqueness, you can use this to
let the UT identify likely matching people when you put in first and last names and then
ask for a known piece of information rather than expecting that it is a new customer.
Usually, the process will then include not only the given name but the address, phone
number, email address, and so on to start to increase the probability of a match. (In
Chapter 9, we will discuss the different ways we can implement uniqueness criteria; for
now, it is important to contemplate and document the cases.)

In our example, the first such example of an identifier is found in this phrase:

The client manages a couple of dental offices. One is called the
Chelsea Office and the other the Downtown Office.

In many entities you will design, there will be some sort of a name that a company
has given something, and in most cases, it’s a good attribute to identify the entity. In
this case, a Name attribute for the Office entity. This makes it a likely candidate for a key
because it’s unlikely that the client has two offices that it refers to as “Downtown Office,”
because that would be silly and lead to a lot of confusion. So I add the Name attribute to
the Office entity in the model (shown in Figure 4-18).

Office

Officeld SurrogateKey
Name ObjectName AK1

Figure 4-18. Added the Name attribute to the Olffice entity

I'll create a generic domain for these types of generic names, for which I generally
choose 60 characters as a reasonable length. This isn’t a replacement for customer
validation, because the client might have specific size requirements for attributes,
though most of the time the client will not really give a thought to lengths nor care
initially until reports are created and the values must be displayed. I use 60 because
that is well over half of the number of characters that can be displayed in the width of a
normal document or form in a reasonable font. This following string of characters is 60
monospaced characters, and it is almost the entire width of the page:

123456789012345678901234567890123456789012345678901234567890
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The actual default length can easily be changed. That is the point of using domains.
It may also be clear that the office name is actually a domain of its own.

Tip Report formatting and print systems can often vary what your model can
handle, but be careful about letting it be the complete guide. If 200 characters are
needed to form a good name, use 200, and then create attributes that shorten

the name where needed. When you get to testing, if 200 is the maximum length
and no shortened version is available, then all forms, reports, queries, and so

on should be tested for the full-sized attribute’s size, hence the desire to keep
things to a reasonable length. Just because the max current value length is 10 is
meaningless if the next second, a 200-character string could be input and destroy
your formatting.

When I added the Name attribute to the Office entity in Figure 4-18, I also set it to
require unique values, because it would be really awkward to have two offices named the
same name, unless you are modeling a dentist/carpentry office for Moe, Larry, and Curly.

Another identifier is found in this text:

Currently, the client uses a patient number in its computer system
that corresponds to a particular folder that has the patient’s
records.

Hence, the system needs a patient number attribute for the Patient entity. I'll create
a specific domain for the patient number that can be tweaked if needed. After further
discussion, we learn that the client is using eight-character patient numbers from the
existing system (see Figure 4-19).

Patient

PatientId SurrogateKey
....... e FamilyId SurrogateKey FK

PatientNumber PatientNumber AK1

<

Figure 4-19. Added the PatientNumber attribute to the Patient entity
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Note [used the name PatientNumber in this entity even though it includes the
name of the table as a prefix (something | previously suggested should be done
sparingly). | did this because it’s a common term to the client. It also gives clarity
to the name that Number would not have. Other examples might be terms like
PurchaseOrderNumber or DriversLicenseNumber, where the meaning sticks
out to the client. No matter what your naming standards, it’s generally best to
make sure that terms that are common to the client appear as the client normally
uses them.

For the most part, it’s usually easy to discover an entity’s identifier, and this is
especially true for the kinds of naturally occurring entities that you find in user-
based specifications. Almost everything that exists naturally has some sort of way to
differentiate itself, although differentiation can become harder when you start to dig
deeper into the customers’ actual business practices.

A common contrapositive to the statement about everything being identifiable
is things that are managed in bulk. Take our dentist office—although it’s easy to
differentiate between toothpaste and floss, how would you differentiate between two
tubes of toothpaste? And does the customer really care? It’s probably a safe enough
bet that no one cares which exact toothbrush and tube of toothpaste are given to
little Mortimer for taking his scraping like a trooper, but this specificity might be very
important when it comes to some implant that the dentist uses to replace Ben'’s tooth
when he fails to adequately use the sample toothbrush and toothpaste between this visit
and the next. More discussion with the client would be necessary, but my point is that
differentiation and uniqueness aren’t always simple.

During the early phase of logical design, the goal is to do the best you can. Some
details like this can become implementation details. For implants, there are almost
certainly serial numbers. Perhaps for medicines like narcotics, we might require a
label be printed with a code and maintained for every bottle that is distributed. For
toothbrushes and toothpastes, you may have one row and an estimated inventory
amount. In the former, the key might be the code you generate and print, and in the
latter, the name “dental samples” might be the key, regardless of the actual brand and
type of sample.
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Descriptive Information

Descriptive information refers to the common types of adjectives used to describe things
that have been previously identified as entities and will usually point directly to an
attribute. In our example, different types of supplies are identified, namely, sample and
dental:

...their supplies, such as sample toothpastes, toothbrushes, and
floss, as well as dental supplies.

Another thing you can identify is the possible domain of an attribute. In this case, the
attribute is “Type of Supply,” and the domain seems to be “Sample” and “Dental” Hence,
I create a specific special domain: SupplyType (see Figure 4-20).

Supply
SupplyId SurrogateKey

Type SupplyType AK1

T

Figure 4-20. Added the Type attribute to the Supply entity

Locators

The concept of a locator is not unlike the concept of a key, except that instead of
talking about locating something within the electronic boundaries of our database, the
locator finds the geographic location, physical position, or even electronic location of
something.

For example, the following are examples of locators:

e Mailing address: Every address leads us to some physical location
on Earth, such as a mailbox at a house or even a post office box in a
building.

o Geographical references: These are things such as longitude and
latitude or even textual directions on how to get to some place.
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o Phone numbers: Although you can’t always pinpoint a physical
location using the phone number, you can use it to locate a person
for a conversation.

e Email addresses: As with phone numbers, you can use these to locate
and contact a person.

o  Websites, FTP sites, or other assorted web resources: You'll often
need to identify the website of an entity or the URL of a resource
that’s identified by the entity; such information would be defined as
attributes.

o Coordinates of any type: These might be a location on a shelf, pixels
on a computer screen, an office number, and so on.

The most obvious location we have in our example is an office, going back to the text
we used in the previous section:

The client manages a couple of dental offices. One is called the
Chelsea Office and the other the Downtown Office.

It is reasonably clear from the names that the offices are not located together (like
in the same building that has 100 floors, where one office is a posher environment or
something), so another identifier we should add is the building address. A building
will be identified by its geographic location because a nonmoving target can always be
physically located with an address or geographic coordinates. Figure 4-21 shows the
Office entity after adding the Address attribute:

Office

Officeld SurrogateKey

Name ObjectName AK1
Address Address

Figure 4-21. Added an Address attribute to the Office entity

Each office can have only one address that identifies its location, so the Address
attribute initially can go directly in the Office entity. Also important is that the domain
for this address be a physical address, not a post office box. Don’t get hung up on the
fact that you know addresses are more complex than a simple value... How you end up
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implementing addresses is beyond the scope of the conversation. We will discuss the
details of how the address is implemented more later in the process, depending on how
addresses will be used by the user.

Immovable places aren’t the only things you can locate. A location can be a
temporary location or a contact that can be made with the locator, such as addresses,
phone numbers, or even something like GPS coordinates, which might change quite
rapidly (consider how companies may want to track physical assets, like taxi cabs, tools,
etc.). In this next example, there are three typical locators:

...have an address, a phone number (home, mobile, and/or office),
and optionally an email address associated with each family
and possibly each patient if the client desires...

Most customers, in this case the dental patients, have phone numbers, addresses,
and/or email address attributes. The dental office uses these to locate and communicate
with the patient for many different reasons, such as billing, making and canceling
appointments, and so on. Note also that often families don’t live together, because of
college, divorce, and so on, but you might still have to associate them for insurance
and billing purposes. From these factors, you get the sets of attributes on families and
patients that are shown in Figure 4-22. None of these will generally be an adequate key
either, because they could easily be shared with other people or even family units (e.g.,
an adult child who manages elderly parents who live in a different household, but uses
the same email address and perhaps phone number; in other cases, email addresses or
phone numbers may make adequate keys).

o

Family
FamilyId SurrogateKey PK |oy---.
Address Address

HomePhoneNumber PhoneNumber
MobilePhoneNumber PhoneNumber
OfficePhoneNumber PhoneNumber
EmailAddress EmailAddress

Figure 4-22. Added location-specific attributes to the Family entity
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The same is found for the patients, as shown in Figure 4-23.

Patient
PatientId SurrogateKey
PatientNumber PatientNumber AK1
P FamilyId SurrogateKey FK
Address Address

HomePhoneNumber PhoneNumber
MobilePhoneNumber PhoneNumber
OfficePhoneNumber PhoneNumber
EmailAddress EmailAddress

QO

Figure 4-23. Added location-specific attributes to the Patient entity

This is a good place to reiterate one of the major differences between a column
that you are intending to implement and an attribute in your early modeling process.

An attribute needn’t follow any specific requirement for its shape. It might be a simple
atomic value; it might be an array; and it might end up being an entire set of tables in
and of itself. A column in the physical database you implement needs to fit a certain
mold of being an atomic value and nothing else. The normalization process, which will
be covered in Chapter 5, completes the process of shaping all the attributes into the
proper shape for implementation in our relational database.

Since I know the goal is to make atomic-valued attributes, I do tend to break down
attributes in the logical model if T am fairly certain they will be in the physical model. But
consider the phone number attributes in this table. It is useful to represent them as three
attributes in this model, even though for a US-based company that does a lot of phone
dialing work, I might have area code, exchange, and suffix as individual columns. That
would make nine columns here. I also know that I more than likely will make a specific
PhoneNumber table in my database for normalization reasons, so this representation is
perfectly adequate to tell the customer, “I know you need to store the home, mobile, and
office phone numbers of the patient.”
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Values

Numbers are some of the most powerful attributes, because often, math is performed

with them to get your client paid or to calculate or forecast revenue. Get the number of

dependents wrong for a person, and their taxes will be messed up. Or get your wife’s weight

wrong in the decidedly wrong direction on a form, and she might just beat you with some

sort of cooking device (which is not as funny when Rapunzel isn’t doing it in Tangled!).
Values are generally numeric, such as the following examples:

e Monetary amounts: Financial transactions, invoice line items, and so on

e Quantities: Weights, number of products sold, counts of items (e.g.,
number of pills in a prescription bottle), number of items on an

invoice line item, number of calls made on a phone, and so on

e Other: Wattage for light bulbs, dimensions of a TV screen, RPM rating
of a good old-fashioned hard disk, maximum speed on tires, and so on

Numbers are used all around as attributes and are generally going to be rather
important. They're also likely candidates to have domains chosen for them to make sure
their values are reasonable.

If you were writing a package to capture tax information about a person, you would
almost certainly want a domain to state that the count of dependents must be greater
than or equal to zero. You might also want to set a likely maximum value, such as 10. It
would not be a hard and fast rule, but it would be a sanity check, because most people
don’t have ten dependents, so it would be good to add a “Did you type this number
correctly?” check to the application, and maybe there is an upper value set by law
(certainly isn’t 2 billion like an integer datatype allows!). Domains don’t have to be hard
and fast rules at this point (only the hard and fast rules will likely end up as database
DDL, but they must be implemented somewhere, or users can and will put in whatever
they feel like at the time). It is nice to establish a sanity value, so one doesn’t accidentally
type 100 when meaning 10 and get audited.

In our example paragraphs, there’s one such attribute:

The client manages a couple of dental offices.

The question here is what attribute this would be. In this case, it turns out it won’t be
a numeric value, but instead some information about the cardinality of the dental Office
entity. There would be others in the model once we dug deeper into invoicing and payments,
but I specifically avoided having monetary values to keep things simple in the model.
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Times and Dates

The last, and not least, significant type of attribute I will cover is when things occur. I
can’t imagine only the simplest of databases that would not include attributes of the
point in time something has or will take place. When you start to work on reporting,
when things occur will almost certainly become the most important thing.

For example, the fact that a customer purchased a product is interesting, but when
they purchased it is often just as interesting. The time of day, the month of the year,
advertisements that had been sent out or that they might have seen—all these things
can be stitched together to start to determine if a company’s marketing campaigns are
working to bring customers in the store who actually spend money.

In our dental requirements, a few dates are specifically called out that we will cover,
and there are far more that would be added to the final product to cover not only when
the appointment was but when it was cancelled or rescheduled, how long between
cleanings, overdue payments, and so on. I specifically will cover these two. First is in this
sentence:

Invoices should be sent within one week after the appointment

From this, we can discern that the date when the invoice is sent has meaning. For
this attribute, as shown in Figure 4-24, I specify a domain of date, which will indicate
a date, not in the future, with no time component. Typically (and likely for a small
dental office), they would not want to know that they wrote the invoice on May 1, 2020
13:43:45.0393532; just May 1, 2020, would suffice.

Invoice

Invoiceld SurrogateKey

PatientId SurrogatekKey FK
Insuranceld SurrogateKey FK
InvoiceDate Date

Figure 4-24. Invoice entity with the added InvoiceDate Attribute

Next, we have the Appointment entity, which is referenced here in the following
sentence:

...alerting the patients when and where their appointments occur...
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Appointments occur, and we know that appointments occur at some point in
time—most typically on the hour, half hour, or 15-minute mark. I set the domain to
PointInTime for the model now, but as you worked through the exercise with the
client, determining whether it should be more granular at the database level would
be important, and you might want to refine that to an AppointmentTime domain that
rounded to a certain time frame.

Appointment
AppointmentId surrogatekey

--® officeld SurrogateKey FK I
DentistEmployeeld SurrogatekKey FK L.
DentalHygenistEmployeeld SurrogateKey FK
PatientId SurrogateKey FK
AppointmentTime PointInTime

Figure 4-25. Appointment entity with time attribute

For brevity’s sake, we won’t cover it too much more, but time also will carry along
with it a set of rules that you may wish to consider. New appointments typically should
not be in the past (typically, as they may need to be allowed to record an appointment
that was not properly recorded), appointments should not overlap one another with
the same dental hygienist, and so on. The overlapping time frame is an example I will
present code for in Chapter 8, but suffice it to say it is important to recognize concerns
with dates while doing your logical model.

Tip Don’t fret too hard that you might miss something essential early in the
design process. Often, the same entity, attribute, or relationship will crop up in
multiple places in the documentation, and your clients will also recognize many
bits of information that you miss as you review things with them over and over as
well as when you are running through tests until you are happy with your design
and move past the logical model and start to produce a physical one.
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Many-to-Many Relationships

In the model, we have a few many-to-many relationships that had been modeled,
the assignment of Office to Dentist, and Supply usage to Employee. In the original
model, they had been drawn as a single line with dots on each end. The problem with
this is twofold. First, it can’t be implemented this way, so it doesn’t look right to most
programmers and users. Second, in almost every case, when you have a many-to-many
relationship, the relationship between the two entities implies data exists between the
entities.

As an example, take Office to Dentist, in Figure 4-26. The table DentistOffice
between the Office and Dentist is where details such as when the dentist is available,
what duties they might perform, and so on would be placed.

Office

Officeld SurrogateKey

Dentist

Name ObjectName AK assigned to office via
Address Address Employeeld Surrogatekey FK -
T

Dentistoffice

’ _[ Officeld Surrcgatekey FK
, assigned dentists viaﬂl Employeeld SurrogateKey FK

Figure 4-26. Office to Dentist many-to-many relationship reworked
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In Figure 4-27, Employee to Supply has been remodeled, and in this case, the key
of the table probably grows beyond just EmployeeId and SupplyId to include the date
of use and then an attribute of quantity perhaps. This would then track the usage of
supplies by the Employee. This is conjecture, and in a chapter that is already large,
hopefully the point that expanding the many-to-many entities we find out thusly will
help us in our next round of model review with the customer is clear enough.

Supply

SupplyId SurrogateKey

Type SupplyType AK1

has use by employee recorded via

EmployeeSupplyUse

has supply use recorded in Employeeld SurrogateKey
Supplyld SurrogateKey FK

Employee

Employeeld SurrogateKey

[
Figure 4-27. Employee to Supply many-to-many relationship reworked
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The List of Entities, Attributes, and Domains

Figure 4-28 shows the logical graphical model as it stands now (I've removed the

relationship verb phrases found in the previous diagram for clarity).

alert

alertld

Surrogatexey

PatientId Surrogatesey FK

Insurance

Insuranceld Surrogatexey PK

Invoice

Invoiceld

patientTd
Insuranceld Surrogaterey FK
InvaiceDate Date

surrogateey

surrogatexey FK

! patientid  Surrogatesey FK : Payment
' Family1d surrogateey FK H
& s o Paymsentid Surrogatekey P PatientRecord
Family H --# PatientId Surromateey FK PatientRecordld Surrogatekey
£ 1vId I : Insuranceld SurrogateKey FK et - s .
F d Surrogates H PatientId surrogateley  FK
[t B @ InvoiceTd  Surrogatexey FK ¥
address agdress | Patient
HomePhoneNuber  Phonefiunber Patient1d surrogatekey X -

netumber  Phoneliunbe:
officePhonelumber Phoneliunbe;

-
r

Fmad laddress Enmailaddress
Address
office Home PhoneN
Mobi lePhons
officeld Surrogateley offi o
Emailaddress
Hare f.hjrr tHane Al
Address  Address
: DentistOffice
: officeld surrogatekey FE
(S
: Employeeld Surrogaterey FK

.
Appointsent

neNumber

Patientiumber Axl

surrogatesey  FK
Addr
wmber  Phonetiusber
elumber  Phoneflusber

Phonetiusber
Emaliladdress

Employes

AppointsentTd

surrogatekey

officeld
DentistEmployeeld
DentalHygenistemp.
PatientId
AppointmentTime

Surrogatekey FK

serrogatexey FK fg i llllIIITIIIIII I

loyeeld surrogatekey FK
Surrogatekey FK
PolntinTime

Figure 4-28. Graphical model of the patient system so far (without verb phrases

for simplicity)

Dentist

Employeeld Surrogatexey PK

d

[Erv.-'.vyu:d Surrogaleey FE ]

DentalHygenist

H

Supply

Supplyld SurrogateKey

Type supplyType

AKL

[ﬁ,-.l.‘,-m.] Surrogaterey  FK ]

In Table 4-3, there is a subset (for space reasons) of the entities, along with their

descriptions, as well as attribute domain descriptions. The more documentation you

can accomplish during this phase of the project, the better, because it will afford your

customer more details to read, rather than to interpret from your code. It will not be

perfect any more than your final database will, so set yourself a reasonable time limit

and stick with it (both in filling the time and not going far beyond it as well).
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Table 4-3. Final Model for the Dental Office Example

Entity/Attribute

Description Column Description  Column Domain

Patient

The people who are the
customers of the dental office.
Services are performed, supplies
are used, and patients are billed

for them.

PatientNumber Used to identify a Unknown,
patient’s records in the generated by the
computer. current computer

system.

HomePhoneNumber Phone numberto call ~ Any valid phone
patient at home. number.

MobilePhoneNumber Phone numberto call  Any valid phone
patient away from number.
home.

OfficePhoneNumber Phone number to call ~ Any valid phone
patient during work number.
hours. (Note: Do we
need to know work
hours for the patient?)

Address Postal address of the ~ Any valid
family. address.

EmailAddress Electronic mail address Any valid email
of the family. address.

(continued)
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Table 4-3. (continued)

Entity/Attribute Description Column Description  Golumn Domain
Family Groups of persons who are
associated, likely for insurance
purposes.
HomePhoneNumber Phone number to call  Any valid phone
patient at home. number.
MobilePhoneNumber Phone number to call ~ Any valid phone
patient away from number.
home.
0fficePhoneNumber Phone numberto call ~ Any valid phone
patient during work number.
hours. (Note: Do we
need to know work
hours for the patient?)
Address Postal address of the ~ Any valid
family. address.
EmailAddress Electronic mail address Any valid email
of the family. address.
FamilyMembers Patients that make up a Any patients.
family unit. (Note: Can a
patient be a
member of only
one family?)
Dentist Persons who do the most skilled

work at the dental office. Several
dentists work for the client’s
practice.

(continued)
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Table 4-3. (continued)

Entity/Attribute

Description

Column Description  Golumn Domain

DentalHygienist

Employee

Office

People who do the routine
work for the dentist. There are
quite a few more hygienists
than dentists. (Note: Check
with the client to see if there
are guidelines for the number
of hygienists per dentist. It
might be needed for setting
appointments.)

Any person who works at the
dental office. Dentists and
hygienists are clearly types of
employees.

Locations where the dentists

do their business. They have
multiple offices to deal with and
schedule patients for.

Address

Name

Physical address where Address that is
the building is located.  not a PO box.

The name used to refer Unique.
to a given office.

WOW! eBook
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Table 4-3. (continued)

Entity/Attribute Description Column Description  Golumn Domain
Supply Supplies for the running of the

dental operations of the office.

Examples given were sample

items, such as toothpastes or
toothbrushes; plus there was
mention of dental supplies as the
supplies that the dentists and
hygienists use to perform their jobs.

Type Classifies supplies into ~ “Sample” or
different types. “Dental” identified.

Implementation modeling note: Log any changes to sensitive or important data. The relationship
between employees and supplies will likely need additional information to document the purpose for
the usage.

The biggest concern with the documentation I provided is the use of the phrase “any
valid” or any of its derivatives. It is certainly okay as you get started in the process, but
as you work with the customer, narrowing down the scope of these statements is a key
part of the process. In other words, what does “valid” mean? The phrase “valid dates”
indicates that there must be something that could be considered invalid. This, in turn,
could mean the “November 31st” kind of invalid or that it isn’t valid to schedule an
appointment during the year 3000, which is a valid year, just probably not for Myrtle who
is already cresting 90 in the year 2020.

At this point, the entities and attributes have been defined. Note that little beyond
addresses and phone numbers has been added to the design that wasn'’t directly

impliable from the single requirement artifact we started with.

Identifying Business Rules

Business rules can be defined as statements that govern and shape business behavior.
Depending on an organization’s methodology, these rules can be in the form of bulleted lists,
simple text diagrams, or other formats or perhaps too often stored only in a key employee’s
head who is off until the week you were planning to be on vacation after finishing the model.
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The goal is to get down all data-oriented rules for use later in the process, though a
business rule’s existence doesn’t imply the ability to implement it in the database. It will
often become an argument about why we are discussing such things, but it will pay off
later when someone is required to write reports and the meetings start to discuss how it
was allowed that $100000 was an acceptable charge for a patient’s semiannual cleaning
and x-rays.

When defining business rules, there might be some duplication of rules and attribute
domains, and you may even find new attributes needed to support the business rules, but
this isn’t a problem. Get as many rules as possible documented, because missing business
rules will hurt you more than missing attributes, relationships, or even tables. You'll
frequently find new tables and attributes when you're implementing the system, but missing
business rules can ruin data quality for reporting or even wreck an entire design, forcing
an expensive rethink or an ill-advised kludge to shoehorn data in while tens or hundreds
of thousands of dollars are wasted every hour while you are coding the fix. There are better
ways to spend a Tuesday morning when you were supposed to be on vacation (sort of a true
story...though not sure it was actually Tuesday; it could have been a Thursday).

Recognizing business rules isn’t generally a difficult process, but it is time-
consuming and fairly tedious. Unlike entities, attributes, and relationships, there’s no
straightforward, specific grammar-oriented clue for identifying all the business rules
(certainly none that is regularly followed by a large number of organizations).

However, my general practice when I have to look for business rules is to read
documents line by line, looking for sentences including language such as “once...
occurs,” “..have to...,” “..must...,” “..will... ” and so on. Unfortunately for you, documents
don’t usually include every business rule, and it is just as great a folly to expect that your
clients will remember all of them right off the top of their heads. You might look through
a hundred or a thousand invoices and not see a single instance where a client is credited
money, but this doesn’t mean it never happens. In many cases, you have to mine
business rules from three places:

e Old code: 1t’s the exception, not the rule, that an existing system
will have great documentation (or even documentation at all). Even
the ones that start out with wonderful system documentation tend
to have their documentation grow worse and worse as time grows
shorter and client desires grow. It isn’t uncommon to run into poorly
written spaghetti code that needs to be analyzed (made worse when
it is code that you personally wrote 10 years ago).
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o Client experience: Using human memory for documentation can be
as hard as asking college students what they did the night before.
Forgetting important points of the story or simply making up stuff
that they think you want to hear so they can get to what they want to
be doing is just part of human nature. I've already touched on how
difficult it is to get requirements from users, but when you get into
rules, this difficulty grows by at least an order of magnitude because
most humans don’t think in details, and a good portion of the
business rules hunt is about minute details.

o Your experience: Or at least the experience of one member of your
team. Like the invoice example, you might ask questions like “Do you
ever...?” to jog the customer’s memory. Just be careful that you use
your experience to inform your questions, not force the answers.

If you're lucky, you'll be blessed with a business analyst who will take care of this
process, but in a lot of cases, the business analyst won’t have the experience to think in
code-level details and to ferret out subtle business rules from code, so a programmer
may have to handle this task. That’s not to mention that it’s hard to get to the minute
details until you understand the system, something you can do only by spending lots
of time thinking, considering, and digesting what you are reading. Rare is the occasion
going to be afforded you to spend enough time to do a good enough job in that regard.

In our “snippet of notes from the meeting” example, an additional few business rules
need to be documented. For example, I've already discussed the need for a customer
number attribute but was unable to specify a domain for the customer number. Take the
following sentence:

For each appointment, the client needs to have everything
documented that went on...

From it, you can derive a business rule such as this:

For every appointment, it is required to document every action on
the patient’s chart.

Note that this rule brings up the likelihood that there exists yet another attribute of a
patient’s chart—Activity—and another attribute of the activity—ActivityPrice (since
most dentists’ offices don’t work for free). This concept of implementing a relationship
between Patient, PatientRecord, Activity, and ActivityPrice gives you a feeling that
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it might be wrong. The process of normalization covered in the next chapter will work to
correct complex relationships, and it’s logical that there exists an entity for activities with
attributes of name and price that relate back to the PatientRecord entity that has already
been specified. Either way is acceptable before calling an end to the modeling process,
as long as it makes sense to the readers of the documents.

Another sentence in our example suggests a further possible business rule:

The dentists might spend time at each of the offices throughout the week.

Obviously, a doctor cannot be in two different locations at one time. Hence, we have
the following rule:

Doctors must not be scheduled for appointments at two locations at
one time.

Another rule that’s probably needed is one that pertains to the length of time
between appointments for doctors:

The length of time between appointments for dentists at different
offices can be no shorter than X.

Not every business rule will manifest itself within the database, even some that
specifically deal with a process that manages data. For example, consider this rule:

Invoices should be sent within one week after the appointment.

This is great and everything, but what if it takes a week and a day or even two
weeks? Can the invoice no longer be sent to the patient? Should there be database
code to chastise the person if there was a holiday or someone was sick and it took a
few hours longer than a week? No. Although this seems much like a rule that could be
implemented in the database, it isn’t. This rule will be given to the people doing system
documentation and Ul design for use when designing the rest of the system, and as such
it might manifest itself as a report or an alert in the UI.

The specifics of some types of rules will be dealt with later in Chapters 7 and 8 and often
throughout the book, as we implement various types of tables and integrity constraints.

Identifying Fundamental Processes

A process is a sequence of steps undertaken by a user/program that uses the data that
has been identified to do something. It might be a computer-based process, such as
“process daily receipts,” where some form of report is created or possibly a deposit is
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created to send to the bank. It could be something manual, such as “creating a new
patient,” which details that this is the first time the patient fills out a set of forms, then the
receptionist asks many of the same questions, and, finally, the hygienist and dentist ask
the same questions again once arriving in the room. Then, some of this information is
keyed into the computer after the patient leaves so the dental office can send a bill. If you
are familiar with UML diagrams, these might be called out as a key term.

You can figure out a lot about your client by studying their processes. Often, a
process that you guess should take two steps and ten minutes can drag on for months
and months. The hard part will be determining why. Is it for good, sometimes security-
oriented reasons? Or is the long process the result of historical inertia? Or just because
they are clueless? There are good reasons for a lot of the bizarre corporate behaviors out
there, and you may or may not be able to figure out why it is as it is and possibly make
changes. At a minimum, the processes will be a guide to some of the data you need,
when it is required, and who uses the data in the organization operationally.

As areasonable manual process example, consider the process of getting your
first driver’s license, ignoring the case of failure at any step along the way (at least in
Tennessee for a new driver; there are other processes that are followed if you come from
another state, are a certain age, are not a citizen, etc.):

1. Fill outlearner’s permit forms.
2. Obtain learner’s permit.

3. Practice.

4. Fill outlicense forms.
5. Pass eye exam.

6. Passwritten exam.

7. Pass driving exam.

8. Have picture taken.

9. Receive license.
10. Drive safe out there.

In the license process, you have not only an explicit order that some tasks must be
performed but other rules too, such as that you must be 15 to get a learner’s permit, you
must be 16 to get the license, you must pass the exam with a certain grade, practice must
be with a licensed driver, and so on (and there are even exceptions to some of these rules,
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like getting a license earlier than 16 if you are a hardship case). Some steps might also
be able to be done out of order or concurrently. If you were the business analyst helping
to design a driver’s license project, you would have to document this process in greater
detail, likely with some form of flowchart at some point.

Identifying processes (and the rules that govern them) is relevant to the task of data
modeling because many of these processes will require manipulation of data. Each process
usually translates into one or more queries or stored procedures, which might require more
data than has been specified, particularly to store state information throughout the process.

In our example, there are a few examples of such processes:

The client needs the system to manage its patients and appointments...

This implies that the client needs to be able to make appointments, as well as manage
the patients—presumably the information about them. Making appointments is one of the
most central things our system will do, and you will need to answer questions like these:
What appointments are available during scheduling? When can appointments be made?

This is certainly a process that you would want to go back to the client and understand:

...and then invoice the patient’s insurance, if they have insurance
(otherwise, the patient pays).

I've discussed invoices already, but the process of creating an invoice might require
additional attributes to identify that an invoice has been sent electronically or in printed
form (possibly reprinted). Document control is an important part of many processes
when helping an organization that’s trying to modernize a paper system. Note that
sending an invoice might seem like a pretty inane event—click a button on a screen,
and paper pops out of the printer. All this requires is selecting some data from a table, so
what’s the big deal? However, when a document is printed, we might have to record the
fact that the document was printed, who printed it, and what the use of the document
is. We might also need to indicate that the documents are printed during a process that
includes closing out and totaling the items on an invoice. Electronic signatures may need
to be registered as well. The most important point here is that you should assume that it
is dangerous to make major assumptions.

Here are other processes that have been listed:

o Track and manage dentists and hygienists: From the sentence “The
system needs to track and manage several dentists and quite a
few dental hygienists whom the client needs to allocate to each
appointment as well””

207

WOW! eBook
www.wowebook.org



CHAPTER 4  CONCEPTUAL AND LOGICAL DATA MODEL PRODUCTION

o Track supplies: From “The client has had problems in the past
keeping up with when it’s about to run out of supplies and wants this
system to take care of this for both locations. For the dental supplies,
we need to track usage by employee, especially any changes made in
the database to the patient records.”

o Alert patient: From “..alerting the patients when and where their
appointments occur, either by email or by phone...”

Each of these processes identifies a unit of work that you must deal with during the
implementation phase of the database design procedure.

Finalizing the Logical Model

There is an old and reviled saying, “Better is the enemy of good enough.” It is a very true
saying admittedly, but one of the most difficult parts of the design process is to know
when things are good enough. There’s a sweet spot when it comes to the amount of
design needed. If you don’t do enough, blindly believing that you have all the details you
need from a team that your client has put together that really couldn’t care less about the
project, abject failure is pretty certain.

At the same time though, there is a point in time where your design is good enough
to move past the logical model and start creating database code that the customer
can use. If you go too far past this, you move to a condition commonly known as
“analysis paralysis.” Finding this sweet spot requires experience. Most of the time, a
little bit too little design occurs, usually because of a deadline that was set without any
understanding of the realities of what the customer really wanted. On the other hand,
without strong management, I've found that I easily get myself into analysis paralysis.
(Hey, this book focuses on design for a reason. To me it’s the second most fun part of
the project; users and the realities of life definitely complicate things. Keep it to yourself,
but the most fun part of any project is the short period of time after deployment where
people say how they love what you have created, that all the work you have done is worth
it. It only lasts a few minutes until they want something else, but it is glorious!)

There are a few more things left to do, before starting to write code:

1. Identify obvious additional data needs.
2. Continue to test your model, making sure the requirements that

have been identified can be met.
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3. Review with the customer.

4. The customer is happy and signs off on what has been designed
(or not, in which case you loop back to a previous step).

These steps are part of any system design, not just the data-driven parts.

Identifying Obvious Additional Data Needs

Up to this point, I've been reasonably careful not to broaden the information that was
included from the discovery phase. The purpose has been to achieve a baseline to

our documentation, staying faithful to the piles of documentation that were originally
gathered (and will be far more complete than my requirements were in any case). At this
point in the design, you need to change direction and begin to add the attributes that
come naturally to fill in any gaps. Usually there’s a large set of obvious attributes and, to
a lesser extent, business rules that haven’t been specified by any of the users or initial
analysis.

Ideally, this is done in a series of discussions with the business analysts and, if they
don’t know the answers, the customers—iterating though the requirements, looking for
gaps, and pointing out things you don’t quite understand about their processes. If you
add any entities to the model without direct links to requirements, make these entities,
attributes, relationships, and so on stand out from what you have gotten from the
documentation. Colors, notes, tags, and so on will be very useful.

Testing the Logical Model

Just like the conceptual model, it is very much worth it to again test that everything your
requirements required is still possible based on the model you are putting out. This step
will help you not miss any detail. We won’t spend any more text on this concept, as it is
simply doing exactly what we have already done for the conceptual model, with more
focus spent on whether we have the attributes to support the stated needs.

As an example, consider the following requirement we picked out:

...and then invoice the patient’s insurance, if they have insurance
(otherwise, the patient pays) ...

When I read this and look carefully at the diagram, I notice that the relationship
between Insurance and Invoice I added to the diagram is mandatory. But it is clearly
stated that insurance is optional for the patient (in the diagram, the patient is optional
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for insurance, but that is because the family could be the one with insurance, not the
specific patient), as you can see in Figure 4-29. The relationship is highlighted in the

picture.
acei Invoice
Alastid HUETOERLEREY TTTTTTETTTTA Invoiceld surrogatekey
patientId Surrogatekey FK patientld  SurrogateKey FK
Insuranceld SurrogateKey FK
Insurance bkl b InvoiceDate Date

Insuranceld SurrogateKey PK

Patientld  SurrogateKey FK [@--------------- i Payment ¢
FamilyId surrogatekey FK ° 1
i | PSR PaymentId Surrogatekey PK
s gemmom e patientId Surrogatekey FK
' ': Insuranceld SurrogateKey FK
Ol Invoiceld SurrogateKey FK
Patient
PatientId surrogatekey PK
PatientNumber PatientNumber AK1
FamilyId surrogatekey FK
Address Address

Figure 4-29. Model subset, with the problematic Insurance to Invoice relationship
highlighted

To rectify this one problem, I would need to make this an optional relationship. The
model we have ended up with is flawed in other ways for sure, and I found the lack of a
relationship from Insurance to Invoice working on this testing section revising the last
edition of this book.

Note My goal in making this chapter’s example not completely trivial was to
make sure this process did not seem easy. You can look at the resulting model and
feel a dental office database coming together, but it certainly isn’t complete. We
are quite a few iterations away from success, if for nothing more than identifiers,
handling things like patients inheriting and overriding details from their family, and
SO on.
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All of this rolls into the process of test-driven development. The concept is that the
earlier you catch defects, the cheaper they are to mitigate. The idea is errors are easier
to fix before code is deployed, and imagine how much easier it is to fix before the code is
written! Finding bugs in the logical model before you build the physical model is ideal.
Once your data structures, code, and then customer data are employed for business
purposes, forget about fixing some problems. You may just have to work around some
of the issues. Plus, the tests you do now in words will translate to the tests that are
performed in code as well.

Final Review with the Client

Once you've finished putting together this first draft document, it’s time to meet with
the client to explain where you've gotten to in your design and have the client review
every bit of this final logical model and associated documents. Make sure the client
understands the solution that you're beginning to devise. This may be the business
analyst and/or system architect representing the customer, and then relaying the
information to the customer, it could be the CEO of the firm directly. That is totally up to
the customer. But you want to cover your bases as much as possible such that you feel
confident that the design is well understood.

Customer Agrees with Your Model and Signs Document (or Not)

Itisn’t likely you'll get everything right in this phase of the project and certainly not on
the first try. The most important thing is to get as much correct as you can and get it in
front of the customer to agree on. Of course, it’s unlikely that the client will immediately
agree with everything you say, even if you're the greatest data architect in the world. It is
also true that often the client will know what they want just fine but cannot express it in a
way that gets through your thick skull. In either event, it usually takes several attempts to
get the model to a place where everyone agrees, and each iteration should move you and
the client closer to your goal.

There will be many times later in the project that you might have to revisit this part
of the design and find something you missed or something the client forgot to share with
you. As you get through more and more iterations of the design, it becomes increasingly
important to make sure you have your client sign off at regular times; you can point to
these documents when the client changes their mind later.
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If you don’t get agreement, often in writing or in a public forum, such as a meeting
with enough witnesses, things can get complicated. This is especially true when you
don’t do an adequate job of handling the review and documentation process and there’s
no good documentation to back up your claim vs. the client’s. I've worked on consulting
projects where the project was well designed and agreed on but documentation of what
was agreed wasn’t done too well (a lot of handshaking at a higher level to “save” money).
As time went by and thousands of dollars were spent, the client reviewed the agreement
document, and it became obvious that we didn’t agree on much at all. Needless to
say, that whole project worked out about as well as a hydrogen-filled, thermite-coated
dirigible.

Note [I've been kind of hard on customers in this chapter, making them out to be
conniving folks who will cheat you at the drop of a hat. This is seldom the case, but
it takes only one. The truth is that almost every client will appreciate your keeping
them in the loop and getting approval for the design at reasonable intervals,
because clients are only as invested in the process as they must be. You might
even be the 15th consultant performing these interviews because the previous 14
were tremendous failures.

Best Practices

The following list of some best practices can be useful to follow when doing conceptual
and logical modeling:

e Be patient: The way in which I present the process in this book is
intended to encourage you to follow a reasonably linear process
rather than starting out with a design and looking for a problem to
solve with it. I am also aware that reality will be more compressed
than this, but keeping the discipline to follow the steps quickly in
your head will be beneficial.

e Bediligent: Look through everything to make sure that what'’s being
said makes sense. Be certain to understand as many of the business
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rules that bind the system as possible before moving on to the next
step. Mistakes made early in the process can fester later.

Document: The point of this chapter has been just that—document
every entity, attribute, relationship, business rule, and process
identified (and anything else you discover, even if it won'’t fit neatly
into one of these buckets). The format of the documentation isn’t
really all that important, only that the information is there, that it’s
understandable by all parties involved, and that it will be useful going
forward toward implementation.

Communicate: Constant, typically written, communication with
clients is essential to keep the design on track. The danger is that

if you start to get the wrong idea of what the client needs, every
decision past that point might be wrong. Get as much face time with
the client as possible. It is a great practice to continually update your
client on your design and make sure that the requirements of the
client haven’t changed.

This mantra of “review with client, review with client, review with client”

is probably starting to get a bit old at this point (it is as the writer of the chapter,
because | am somewhat preaching to myself). This is one of the last times Ill
mention it, but it’s so important that | hope it has sunk in. The following chapters
are going to start back down the hill toward producing output without thinking
about how we got the requirements.

Summary

In this chapter, I've presented the process of discovering the structures that should

eventually make up a simple dental office database solution. We've waded through all

the documentation that had been gathered during the information gathering phase,

doing our best not to add our own contributions to the solution without input from the

customer. This is no small task; in our initial example, we had only three paragraphs to

work with, yet we ended up with quite a few pages of documentation from: it.
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Through all this documentation, the goal is to discover as many of the following as
possible:

o Entities and relationships

e Attributes and domains

e Business rules that can be enforced in the database
e Processes that require the use of the database

From this, a logical data model will emerge that has most of the characteristics that
will exist in the actual implemented database. Pretty much all that is left after this is to
mold the design into a shape that fits the needs of the RDBMS to provide maximum
ease of use. In the upcoming chapters, the database design will certainly change in
various ways (e.g., to fit SQL Server and to meet requirements that were missed) from
the model we have just produced, but unless your team does a terrible job of gathering
requirements and modeling, it will not be so different that even the nontechnical
layperson who has to approve your designs will understand it. (And if you do a terrible
job of it now and again, it happens to everyone. Failure is the best teacher!)

In Chapters 6 and 7, we will apply the skills covered in this chapter for translating
requirements to a data model and those for normalization from Chapter 5 to produce
portions of data models that demonstrate the many ways you can take these very basic
skills and create complex, interesting models.
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Normalization

We are mistaken when we compare war with “normal life.” Life has never
been normal. Even those periods which we think most tranquil, like the
nineteenth century, turn out, on closer inspection, to be full of cries, alarms,
difficulties, emergencies.

—C. S. Lewis, “Learning in Wartime”

The most personal part of this book has come to be the quotes that start each chapter. As
I write this, we are semi-quarantined from a pandemic, not going out except for exercise
and basics, but that is not the main meaning to garner from this quote. The main thing

I want you to get from this quote is that life is always insane and, learning and doing the
best job, you should not be constantly put on hold for every insane cry you will receive.
In fact, for the users and administrators of the databases you will create, the architect of
the healthy or sick database is, or someday will be, you.

By now, you should have built the conceptual and logical model that covers the data
requirements for your database system. As we have discussed over the previous four
chapters, our design so far needn’t follow any strict format or method (even if it probably
will as you practice the craft over time); the main thing it must do right now is reflect the
customer’s data-related requirements for the system that needs to be built in a manner
that is clear to you and your customer.

At this point, we are going to shift into the process of turning our entities and attributes
into strictly formatted tables and columns, ready for the Data Definition Language (DDL)
of SQL Server. To make this transformation, we are going to look at the most hyped (or
perhaps most despised) topic in all relational database-dom: normalization. It is where
the theory meets reality and we translate the model from something loosely structured to
something that is very structured to follow a certain pattern. Normalization is a process
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CHAPTER5 NORMALIZATION

by which redundancies are removed and objects shaped in a manner that the relational
engine has been designed to work with. Once you are done with the process, working with
the data will be (for the most part) natural using SQL.

T-SQL is a language designed to work with sets of atomic values. To review, in
computer science terms, atomic means that a value should not be broken down into
smaller parts. Our eventual goal is to break down the entities and attributes into atomic
units; that is, break them down to the lowest form that will need to be accessed in T-SQL
code.

The phrase “lowest form” can be dangerous for newbies and seasoned veterans alike
because one must resist the temptation to go too far. At the correct atomic level, using
the database will be a natural process, but at the wrong level of atomicity (too much or
too little), you will find yourself struggling against the design by needing to disassemble
data values into the bit of data that you need or, conversely, reassemble data from parts
that have no actual use to your users.

Some joke that if most developers had their way, every database would have exactly
one table with two columns. The table would be named "0Object", and the columns
would be "Pointer" and "Contents". But this desire is usurped by a need to satisfy the
customer with searches, reports, and consistent results from their data being stored, and
it will no doubt take you quite a few tries before you start realizing just how true this is.

The process of normalization is based on a set of levels, each of which achieves
a level of correctness or adherence to a set of “rules.” The rules are formally known
as forms, as in the normal forms. Quite a few normal forms have been theorized and
postulated, but I'll focus on the four most important, commonly known, and often
applied. I'll start with First Normal Form (1NF), which eliminates data redundancy
(such as a name being stored in two separate places), and continue through to Fifth
Normal Form (5NF), which deals with the decomposition of ternary relationships. (One
of the normal forms I'll present isn’t numbered; it's named for the people who devised
it and encompasses two of the numbered forms.) Each level of normalization indicates
an increasing degree of adherence to the recognized standards of database design. As
you increase the degree of normalization of your data, you'll naturally tend to create an
increasing number of tables of decreasing width (fewer columns).

The problem with this view of normalization is that it leads to the view that if you
can’t precisely achieve a lower level, why even try to achieve the higher ones? This is
the kind of thinking that creates real problems. The rules are all valuable to understand
and either attempt to achieve or at least to understand what the purpose is and how to
mitigate failing to meet their (rarely lofty) goals.
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In this chapter, I will present the different normal forms defined not so much by
their numbers but by the problems they were designed to solve. For each, I will include
examples, describe the programming anomalies they help you avoid, and identify
the telltale signs that your relational data is breaking that normal form. It might seem
out of place to show programming anomalies at this point, since we clearly have not
stated that we are ready to start coding, but the point of normalization is to transform
the entities we have started with into something that is implementable as tables. It is
an iterative process, honing the structures to be what is needed, something you can do
with any design to see if it is as right as necessary. It is very important to start thinking
as a programmer so you can reconcile why having data in each normal form can make
the tables easier to work with in T-SQL. Otherwise, all this stuff tends to just look like
more work for the sake of some arcane practices come up by people who write academic
articles who haven’t actually coded database code in 40 years. In reality, some of these
academics haven’t built real systems in a long time, but the theory is still sound and
valuable for the normal programmer.

The Process of Normalization

The process of normalization is generally straightforward: take entities that are overly
complex and extract simpler entities from them with the goal of ending up with entities
that express fewer concepts than before until every entity/table expresses one and only
one concept. The process continues until we produce a model such that, in practical
terms, every table in the database will represent one thing and every column in each
table represents one thing about what the table is modeling. This will become more
apparent throughout the chapter as I work through the different normal forms.

Note There is a theorem called “Heath’s Theorem” that can explain the process
of normalization in more mathematical terms. You can read about it in Database
Systems: A Pragmatic Approach, Second Edition, by Elvis Foster (www.apress.
com/9781484211922) or in Professor William Perrizo’s online notes for a college
database design class (www.cs.ndsu.nodak.edu/~perrizo/classes/765/
nor.html). It may make you a little dizzy if you have my personal tolerance for
relational algebra. You have been warned.
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CHAPTER5 NORMALIZATION

I'll break down normalization into three general categories:
o Table and column shape
¢ Relationships between columns
e Multivalued and join dependencies in tables

Note that the conditions mentioned for each should be considered for every entity
you design, because each normal form is built on the precept that the lower forms have
been complied with. The reality is that few designs, and even fewer implementations,
meet any of the normal forms perfectly, and just because you can’t meet one set of
criteria doesn’t mean you should chuck the more advanced. Just like breaking down
and having a donut on a diet doesn’t mean you should go ahead and eat the entire box,
imperfections are a part of the reality of database design.

As an architect, you will strive for perfection, but it is largely impossible to achieve,
if for no other reason than the fact that users’ needs change frequently and impatient
project managers demand completion dates far in advance of realistic time frames.

In agile projects, I simply try to do the best I can to meet the demanding schedule
requirements, but minimally, I try to at least document and know what the design
should be because the perfect design matches the real world in a way that makes it
natural to work with (if sometimes a bit tedious). What you design and what actually gets
implemented will always be a trade-off with your skills and schedule, but the more you
know about what correct is, the more likely you will be able to eventually achieve a solid
output regardless of artificial schedule milestones.

Table and Column Shape

The first step in the process of producing a normalized database is to deal with the
“shape” of the data. To produce well-performing SQL Server code, it is minimally
important to understand how SQL Server’s relational engine wants the data shaped for
simple searching and indexing. Recall from Chapter 1 that the first two of Codd’s rules
are the basis for the definition of a table. The first states that data is to be represented
only by values in tables, and the second states that any piece of data in a relational
database is guaranteed to be logically accessible by knowing its table name, primary key
value, and column name. This combination of rules sets forth the requirements that
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e All columns must be atomic; that is, only a single value is represented
in a single column in a single row of a table. Otherwise, the column
name is no longer the end of the address of a value, but a position in
the value is required.

o All rows of a table must be different. This is for the same addressing
reasons as before. If you can’t tell one row from another by a key
value, it means there is more work to pick a row than using a key
value.

To strengthen this stance, the First Normal Form was specified to require that a value
would not be extended to implement arrays or, even worse, position-based fields (yes,
in this case, field is the right term since it would be positional) having multiple values
would be allowed. Hence, First Normal Form states that

Every row should contain the same number of values or, in other
words, no arrays, subtables, or repeating groups.

This rule centers on making sure the implemented tables and columns are shaped
properly for the relational languages that manipulate them (most importantly for you
and me, T-SQL). “Repeating groups” is an odd term that is not used often these days that
references having multiple values of the same type in a row, rather than splitting the
repeating groups into multiple rows.

Violations from the three presented criteria generally manifest themselves in the
implemented model requiring suboptimal data handling, usually because of having to
decode multiple values stored where a single one should be. This might be too many
independent values in a row, multiple values in a column, or one row value duplicated in
multiple rows.

In this book, we are generally speaking of OLTP solutions where we desire data
to be modified at any location, by multiple users, sometimes attempting to do so
simultaneously. It is interesting to note that for the most part, even data warehousing
databases typically follow First Normal Form in order to make queries work with the
engine optimally. The later normal forms are less applicable to data warehousing
situations because they are more concerned with redundancies in the data that make it
harder to modify data, which is handled specially in data warehouse solutions.
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All Columns Must Be Atomic

The goal of this requirement is that each column should represent only one type of
value and every column value should have one and only one value represented by

it. This means there should be nothing like an array, no delimited lists, and no other
types of multivalued columns that you could dream up represented by a single column.
For example, consider a data value like '1, 2, 3, 6, 7'.This likely represents five
separate values. It may not, though whether or not it is five different values will be up

to the context of the customer’s needs (as we covered during design, the hardest part of
the entire database design and implementation processes is that you have to be able to
separate what something looks like vs. what it means).

It also means that if you have a value like '1, 2, 3, Bob, 6, 7' thatdoesrepresent
six different values, the integer values you see in the list should be of the same type
of data as 'Bob’, in the context of the system if you end up storing them in the same
column. Perhaps these are nicknames of people, like the Peanuts character named 5?
Either way, context is important to normalization.

One good way to think of atomicity of a columnar value is to consider whether you
would ever need to deal with part of a column without the other parts of the data in that
same column. If the list previously mentioned—"'1, 2, 3, 6, 7'—is always treated
as a single value by the client and, in turn, WHERE ColumnName = '1, 2, 3, 6, 7';in
the T-SQL code, it might be acceptable to store the value in a single column. However,
if you might need to deal with the value 3 individually in any substantial manner, the
value is not in First Normal Form. It is okay to occasionally search for a value LIKE
'%3%"' because sometimes you don’t remember the entire value. For example, if you are
thinking, “I remember the name of that speaker was something ending in ‘sen, ‘son’..
something like that,” then SpeakerName LIKE '%s n'isfine—just not as a regular part of
a process.

One variation on atomicity is for complex datatypes such as a point in a graph like
(X, Y).Complex datatypes can contain more than one value, if

o There is always the same number of values.
e The values are dependent on each other.
o The values are rarely, if ever, dealt with individually.

e The values make up some atomic thing/attribute that only makes
sense as a single value and could not be fully expressed with a

single value.
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For example, consider geographic location. Two values are generally used to locate
something on Earth, these being the longitude and the latitude. Most of the time, either
of these, considered individually, has some (if incomplete) meaning, but taken together,
they pinpoint an exact position on Earth. Implementing as a complex type can give us
some ease of implementing data protection schemes and can make using the types in
formulas easier. It could also be something more complex like an entire shape in a value
as well.

When it comes to testing atomicity, the test of reasonability is left up to the designer
and the customer need. However, the goal is that any data you ever need to deal with as
a single value is modeled as its own column, so it’s stored in a column of its own (e.g., as
a search argument or a join criterion). As an example of taking atomicity to the extreme,
consider a text document with ten paragraphs. A table to store the document might
easily be implemented that would require ten different rows (one for each paragraph),
but in the typical case, there’s likely little reason to design like that, because you'll be
unlikely to deal with a paragraph as a single value in the T-SQL language.

Of course, when you are building your physical designs, the real-world typical cases
are meaningless; all that matters is meeting the requirements of your current design.

If your T-SQL is often counting the paragraphs in documents, an approach with a
paragraph per row might just be the solution you are looking for (never let anyone judge
your database without knowledge of your requirements!). And why stop at paragraphs?
Why not sentences, words, letters, or even bits that make up the characters? Each of
those breakdowns may actually make sense in some extreme context, so understanding

the context is key to normalization.

Note While you can normalize pretty much any data structure, there are other
technologies that can be used to implement a database, such as Hadoop, NoSQL,
DocumentDB, and so on, that, even at this point in the process, may actually
make more sense for your implementation. Just because all you own is a hammer
doesn’t make every problem solvable with a nail.
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As examples, consider some of the common locations where violations of this rule of

First Normal Form often can be found:
1. Email addresses
2. Names
3. Telephone numbers

Each of these gives us a slightly different kind of issue with atomicity that needs to be

considered when designing columns.

Email Addresses

In an email message, the To address is typically stored in a format such as the following,
using encoding characters to enable you to put multiple email addresses in a single
value:

namel@domainl.com;name2@domain2.com;name3@domain3.com

In the data storage tier of an email engine, this is the optimum format. The email
address columns follow a common format that allows multiple values separated by
semicolons. However, if you need to store the values in a relational database, storing the
data in this format is going to end up being a problem because it represents more than
one email address in a single column and leads to difficult utilization in your T-SQL. In
Chapter 11, it will become more apparent from an internal engine standpoint why this
is, but here, we will look at a practical example of how this will be bothersome when
working with the data in T-SQL.

If users can have more than one email address, the value of an email column might
look like this: tay@bull.com;norma@liser.com. Consider too that several users in the
database might use the tay@bull.com email address (e.g., if it were the family’s shared
email account).

Note In this chapter, | will use the character = to underline the key columns in
a table of data and the — character for the non-key attributes in order to make the
representation easier to read without explanation.

222

WOW! eBook
www.wowebook.org



CHAPTER5 NORMALIZATION

The following is an example of some unnormalized data. In the following table,
PersonId is the key column, while FirstName and EmailAddresses are the non-key
columns (not likely good enough for a real table, of course, but good enough for this
specific discussion):

PersonId FirstName EmailAddresses

0001003 Tay tay@bull.com;taybull@hotmail.com;tbull@gmail.com
0003020 Norma norma@liser.com

Consider the situation when one of the addresses changes. For example, we need to
change all occurrences of tay@bull.comto family@bull.com. You could execute code
such as the following to update every person who references the tay@bull.com address:

UPDATE Person
SET EmailAddress =

REPLACE (EmailAddresses, 'tay@bull.com', 'family@bull.com")
WHERE ';' + emailAddress + ';' like '%;tay@bull.com;%";

This code might not seem like that much trouble to write and execute, and while it
is pretty messy compared to the proper solution (a table with one row per email address
for each person), it is very similar to what one might write in a language like C# one row
at a time. However, there are problems first with dealing with the true complex nature of
data formats. For example, "email;"@domain.comis, in fact, a valid email address based
on the email standard (www.lifewire.com/elements-of-email-address-1166413).
However, the biggest issue is going to be in how the relational engine works with the
data. Comparisons on entire column values (or at least partial values that include
the leading characters) can be optimized well by the engine using indexes. Any other
comparisons can mean touching every row of a table.

Consider other common operations, such as counting how many distinct email
addresses you have. With multiple email addresses inline, using SQL to get this
information is painful at best. But, as mentioned, you should implement the data
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correctly with each email address represented individually in a separate row. Reformat
the data as two tables, one for the Person

PersonId FirstName
0001003 Tay
0003020 Norma

and another table for PersonEmailAddress:

PersonId EmailAddress
0001003 tay@bull.com
0001003 taybull@hotmail.com
0001003 tbull@gmail.com
0003020 norma@liser.com

Now, an easy query determines how many email addresses there are per person:

SELECT PersonId, COUNT(*) AS EmailAddressCount
FROM  PersonEmailAddress
GROUP BY PersonlId;

And the previous update we wrote is now simply written as

UPDATE PersonEmailAddress
SET EmailAddress = 'family@bull.com'
WHERE EmailAddress = 'tay@bull.com';

Looking at the structure of an email address, you might notice that beyond being
broken down into individual rows, each email address can be broken down into two or
three obvious parts based on their format. A common way to break up these values is
into the following parts:

e AccountName: namel

e Domain: domaini.com
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Whether storing the data as multiple parts is desirable will usually come down to
whether you intend to access the individual parts separately in your code. For example,
if all you'll ever do is send email, a single column (with a formatting constraint so you
don’t get “This is my @ email address” as a value!) is perfectly acceptable. However,
if you need to consider what domains you have email addresses stored for, then it’s a
completely different matter. You might think, “What if an entire domain were to change
like when bull.combecomes bul.com.” Yet, something like this happens almost never
and could be done as a one-off maintenance operation and probably would not make
sense as a reason to break data down beyond its natural format.

Finally, a domain consists of two parts: domain1 and com. So you might end up with
this:

PersonId  Name Domain TopLevelDomain EmailAddress (calc)
0001003 tay bull com tay@bull.com
0001003 taybull hotmail com taybull@hotmail.com
0001003 tbull gmail com tbull@gmail.com
0003020 norma liser com norma@liser.com

At this point, you might be saying, “What? Who would do that?” First off, I hope your
user interface wouldn’t force the users to enter their addresses one section at a time in
either case, since parsing into multiple values is something the code can do easily (and
needs to do at least somewhat to validate the format of the email address). Having the
interface that is validating the email addresses do the splitting is natural (as is having a
calculated column to reconstitute the email for normal usage).

The purpose of separating email addresses into sections is another question.

First off, you can start to be sure that all email addresses are at least somewhat legally
formatted. The second answer is that if you ever need to field questions like “What are
the top ten services our clients are using for email?” you can execute a query such as the
following with relative ease and decent performance:

SELECT TOP 10 Domain, ToplLevelDomain AS Domain, COUNT(*) AS DomainCount
FROM PersonEmailAddress

GROUP BY Domain, ToplLevelDomain

ORDER BY DomainCount;
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Is this sort of data understanding necessary to your system? Perhaps and perhaps
not. The point of this exercise is to help you understand that if you get the data broken
down to the level in which you will query it, life will be easier, SQL will be easier to write,
and your client will be happier.

Keep in mind, though, as the database designer, you can name a column singularly
and ask the user nicely to put in proper email addresses, but if you don’t protect the
format, you will likely end up with your email address table looking like this, which is
actually worse than what you started because the same email address is duplicated
multiple times for person '0001003"!

PersonId EmailAddress

0001003 tay@bull.com

0001003 tay@bull.com;taybull@hotmail.com;tbull@gmail.com
0001003 tbull@gmail.com

0003020 norma@liser.com

Email address values are unique in this example, but clearly do not represent single
email addresses. Every user represented in this data will now get lies as to how many
addresses are in the system, and Tay is going to get duplicate emails, making your
company look either desperate or stupid (and possibly hurting your corporate email
reputation making you look like a spammer).

Names

Names are a special case, as people in the Western culture generally have three parts to
their names. Not every culture follows this same pattern, and how much you need to try
to fit names into your database properly (as always) depends on what you will do with
the data. In a database, the name is often used in many ways: first and last names when
greeting someone we don’t know, first name only when we want to sound cordial, and
all three when we need to make our child realize we are serious.

Consider the name Rei Leigh Badezine. The first name, middle name, and last name
(sometimes all the database cares about is a middle initial) could be stored in a single
column and used. Using string parsing, you could get the first name and last name if you
needed them on occasion. Parsing seems simple, assuming every name is formatted
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with precisely one first name, one middle name, and one last name. Add in names that
have even slightly more complexity though, and parsing becomes a nightmare.
Consider the following list of names:

PersonId FullName

00202000 R. Lee Ermey
02300000 John Ratzenberger
03230021 Javier Fernandez Pena

This “one, big column” initially seems to save a lot of formatting work, but it has a lot
of drawbacks particularly for searching. The problem with this approach is that it is hard
to figure out what the first and last names are, because we have three different sorts of
names formatted in the list. The best we could do is parse out the first and last parts of
the names for reasonable searches (assuming no one has only one name!).

Consider you need to find the person with the name John Ratzenberger. This is easy:

SELECT FullName
FROM Person
WHERE ~ FullName = 'John Ratzenberger';

But what if you need to find anyone with a last name of Ratzenberger? This gets more
complex, not so much in the coding, rather for the relational engine that works best with
atomic values:

SELECT FullName
FROM Person
WHERE ~ FullName LIKE '¥% Ratzenberger';

But what about Mr. Fred Ratzenberger Jr.? Starting the process to remove Jr./Junior
(except where Junior is the actual last name, which it can be) is very complicated. Add
in that some last names are also first names (Lee Ermey’s first name of Lee being a very
common example). Consider next the need of searching for someone with a middle
name of Fernandez. This is where things get muddy and very difficult to code correctly
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and achieve with great performance. So instead of just one big column, consider instead
the following, more proper method of storing names. This time, each name part gets its
own column:

Personld FirstName MiddleName LastName FullName (calc)
00202000 R. Lee Exrmey R. Lee Ermey

02300000 John NULL Ratzenberger John Ratzenberger
03230021 Javier Fernandez Pena Javier Fernandez Pena

Iincluded a calculated column that reconstitutes the name like it starts and included
the period after R. Lee Ermey’s first name because it is an abbreviation. Names like
his can be tricky, because you have to be careful as to whether this should be “R. Lee”
as a first name or managed as two names. I would also advise you that, when creating
interfaces to save names, it is almost always going to be better to minimally provide
the user with first, middle, and last name fields to fill out. Then allow the user to decide
which parts of a name go into which of those columns. Leonardo Da Vinci is generally
considered to have two names, not three. But Fred Da Bomb (who is also an artist, just
not up to Leonardo’s quality) considers Da as a middle name.

The prime value of doing more than having a blob of text for a name is in search
performance. Instead of doing some wacky parsing on every usage and hoping everyone
paid attention to the formatting, you can query by name using the following simple,
easy-to-understand approach:

SELECT FirstName, LastName
FROM Person
WHERE  LastName = 'Ratzenberger';

Not only does this code look a lot simpler than the code presented earlier; it works
tremendously better in almost every possible case. Because we are using the entire
column value, indexing operations can be used to make searching easier (and even
without indexes, statistics can help SQL Server have a good guess on how many rows
will be returned before the query is executed). What of the case where we are looking for
John Ratzenberger only?
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SELECT FirstName, LastName
FROM Person
WHERE ~ FirstName = 'John'
AND  LastName = 'Ratzenberger';

If there are only a few persons named John in the database or only a few persons
with a last name of Ratzenberger (perhaps far more likely unless this is the database for
the Ratzenberger family reunion), the optimizer can determine the best way to search.

Finally, the reality of a customer-oriented database may be that you need to store
seemingly redundant information in the database to store different/customizable
versions of the name, each manually created. For example, you might store versions of a
person’s name, like how they prefer to be addressed in correspondence:

PersonId FirstName MiddleName LastName CorrespondenceName
00202000 R. Lee Ermey R. Lee Ermey
02300000 John NULL Ratzenberger John Ratzenberger
03230021 Javier Fernandez Pena Javier Pena

Is this approach a problem with respect to normalization? Absolutely not. The name
used to talk to the person might be Q-dog and the given name Leonard. Duplication of
data is only going to be an issue when there is a direct functional dependency with no
possibility of variation.

The problem is that the approach is not a design problem, so much as a
data management one. In the normal case, if the FirstName value changes, the
CorrespondenceName value probably needs to change as well. It definitely should be
reviewed. So we will want to document the dependencies that naturally exist, even if
the dependencies are not truly functional dependencies in that they can be overridden,
and perhaps even create additional columns that indicate to external software to rewrite
the value in the default way if the CorrespondenceNameOverrideFlag = 0 and leave
itwhatever itisifit= 1 (perhaps adding a warning to the Ul in that case to review the
CorrespondenceName value).

Note that no matter how well you think this design works, there are still problems
with it if getting everyone’s name correct exists. As stated, while it is common in many
Western cultures for people to have three-part names, it is not true for everyone here
(e.g., some married persons keep their original name and their spouse’s name, so they
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have four names) and is certainly not the case for all cultures. What to do if a person

has ten words to their name? Stuff eight of the names in the MiddleName column? If you
want to get it perfectly right (as you may need to do if you are doing certain types of
applications), you need to allow for as many words as might ever be necessary (note that
we also get some level of metadata now about each part of the name). Of course, this sort
of solution is very rare and usually unneeded for almost all implementations, but if you
needed to store an unlimited number of name parts for a person, this would be the best

way to go:

PersonId NamePart Type Sequence
00202000 R. First 1
00202000 Lee Middle 2
03230021 Javier Lastname 3
03230021 Fernandez  First 1
00202000 Ermey Lastname 2

Tip Names are an extremely important part of many customer systems. There is
at least one hotel in Chicago | would hesitate to go back to because of what they
called me in a very personal-sounding thank-you email, and when | responded that
it was wrong, they did not reply.

Telephone Numbers

Telephone numbers where I am located are of the form 1-888-555-1212, plus some
possible extension number. From our previous examples, you can guess that several
potential columns are probably present in the telephone number value. However,
complicating matters is that frequently the need exists to store more than just telephone
numbers from one numbering plan in a database. The decision on how to handle this
situation is usually based on how often the users store phone numbers in other formats
and how important phone numbers are to the purpose of the customer storing them. It
would be a very messy set of tables to handle every possible phone format well enough
and certainly more difficult than most clients will support paying you for.
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For a North American Numbering Plan (NANP) phone number (America, Canada,
and several other countries, but not Mexico), you can represent the standard phone
number with three different columns for each of the three following parts, AAA-EEE-
SSSS (the country is always 1):

e AAA (area code): Indicates a calling area located within a region
e EEE (exchange): Indicates a set of numbers within an area code

e SSSS (suffix): Number used to make individual phone numbers
unique

Whether you make three columns for the NANP phone numbers in your database can
be a tricky decision. If every phone number fits this format because you only permit calling
to numbers in the United States, for example, having three columns to represent each
number is generally the best solution for all the same reasons mentioned in the “Email
Addresses” and “Names” sections. You might want to include extension information in
an additional column too. The problem is that all it takes is a single need to allow a phone
number of a different format to make the pattern fail. So what do you do? Have a single
column and just let anyone enter anything they want? That is the common solution, but a
step back in data integrity as you will all too frequently get users actually entering anything
they want like {PhoneNumber:“Doesn’t have a phone number”} and some stuff they will
swear they didn’t actually enter. Should you build some tools to constrain values at the
database level? That will make things better in some respects, but sometimes you lose that
battle because the errors you get back when you violate a CHECK constraint aren’t very nice
(a problem that will be discussed in more detail in Chapter 8).

Why does it matter? Well, if a user misses a digit, you no longer will be able to
call your customers to thank them or to tell them their products will not be on time.

In addition, new area codes are showing up all the time, and in some cases, phone
companies split an area code and reassign certain exchanges to a new area code. The
programming logic required to change part of a multipart value can be confusing. Take
for example the following set of phone numbers:

PhoneNumber

615-555-4534
615-434-2333
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The code to modify an existing area code to a new area code is messy and certainly
not the best performer. Usually, when an area code splits, it is for only certain exchanges.
Assuming a well-maintained format of AAA-EEE-NNNN where AAA equals area code,
EEE equals exchange, and NNNN equals the phone number, the code looks like this:

UPDATE PhoneNumber
SET PhoneNumber = '423"' + SUBSTRING(PhoneNumber,4,8)
WHERE SUBSTRING(PhoneNumber,1,3) = '615'
AND SUBSTRING(PhoneNumber,5,3) IN ('232','323',...,'989");
--area codes generally change for certain exchanges

This code requires perfect formatting of the phone number data to work, and unless
the formatting is forced on the users in some manner, perfection is unlikely to be the
case. Consider even a slight change, as in the following values that have an extra space
character thrown in for your programming amusement (not to mention when a user
feels the need to prefix a phone number with a 1- on occasion):

PhoneNumber

615-555-4534
615- 434-2333

You are not going to be able to deal with this data simply, because neither of these
rows would be updated by the previous UPDATE statement. TRIM might help the first, but
not the second. And you could use REPLACE to remove spaces, but plugging holes in
poorly formatted data is more complicated than plugging holes in a dam with chewing
gum.

Changing the area code is much easier if all values are stored in single, atomic,
strongly domained containers, as shown here (each container only allowing the exact
number of characters that the real world allows, no more and no less, which in the NANP
phone number is three, three, and four characters, respectively):

AreaCode Exchange  Suffix

615 555 4534
615 434 2333
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Now, updating the area code takes a single, easy-to-follow SQL statement such as

UPDATE PhoneNumber
SET AreaCode = '423'
WHERE AreaCode = '615'
AND Exchange IN ('232','323',...,'989');

How you represent phone numbers in a database is a case-by-case decision driven
by requirements. Using three separate values is easier for some purposes and, as a
result, will be the better performer in almost all cases where you deal with primarily
only this single type of phone number. The one-value approach (with some version of
enforced formatting) has merit and will work, especially when you have to deal with
multiple formats (be careful to have a key for what different formats mean and know
that some countries have a variable number of digits in some positions). Note that it
probably won’t matter for searches if you have your numbers stored all in one value
since searches would generally be on the entire value. And you would not call part of a
phone number.

Dealing with multiple international telephone number formats complicates
matters greatly, since other major countries don’t use the same format as in the United
States and Canada. In addition, they all have the same sorts of telephone number
concerns as we do with the massive proliferation of telephone number-addressed
devices. Much like mailing addresses will be, how you model phone numbers is
heavily influenced by how you will use them and especially how valuable they are to
your organization. For example, a call center application might need deep control
on the format of the numbers since the company makes its money making calls to
people. Getting the right phone number is ultra-important as the value of a call can be
calculated.

An application to provide simple phone functionality for an office might be
different in that the onus may be placed more on the customer to get it right. It might
be legitimate to just leave it up to the user to fix numbers as they call them, rather than
worry about how the numbers can be accessed programmatically.
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A solution that I have used is to have two sets of columns, with a column
implemented as a calculated column that uses either the three-part number or the
alternative number. The following is an example:

AreaCode Exchange Suffix AlternativePhoneNumber FullPhoneNumber (calc)

615 555 4534  NULL 615-555-4534
615 434 2333 NULL 615-434-2333
NULL  NULL  NULL  01100302030324 01100302030324

Then, on occasion I may write a CHECK constraint to make sure data follows one
format or the other. In Chapter 8, I will demonstrate techniques to build such CHECK
constraints. This approach allows the interface to present the formatted phone number
but provides an override as well. The fact is, with any concerns on the shape of the data,
you have to make value calls on how important the data is and whether or not values
that are naturally separable should be broken down in your actual storage. You could
go much farther with your design and have a subclass for every possible phone number
format on Earth, ending up with many many tables, but this is likely overkill for all but
the most telephony-specific systems. Just be sure to consider how likely you are to have
to do searches, such as on an area code or the exchange, and design accordingly. If you
have millions or billions of phone numbers, it can make quite a difference.

All Rows Must Contain the Same Number of Values

The First Normal Form says that every row in a table must have the same number of
values. There are two interpretations of this, both very important to how relational tables
are constructed:

o Tables must have a fixed number of columns.

o Tables need to be designed such that every row has a fixed number of
values associated with it.

The first interpretation is simple and goes back to the nature of relational databases.
You cannot have a table with a varying format with one row such as {Name, Address,
HairColor} and another with a different set of columns such as {Name, Address,
PhoneNumber, EyeColor}. This kind of implementation was common with record-based
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implementations (and still is with JSON and XML) but isn’t strictly possible with a relational
database table. Internally, of course, the storage of data may look a lot like this because
taking up space for EyeColor when there is not an EyeColor value is wasteful. But in our
view of the data, when a column is implemented, it will be in every row of the table. The
goal of T-SQL is to make it easy to work with data and leave the hard part to the engine.

The second interpretation, however, is more about how you use the tables you
create. As an example, if you are building a table that stores a person’s name and you
have a column for the first name, then all rows must have only one first name. If they
might have two, all rows must have precisely two (not one sometimes and certainly
never three). If they may have a different number, it’s inconvenient to deal with using
T-SQL statements, which is the main reason a database is being built in an RDBMS!

The most obvious violation of this rule is where people make up several columns to
hold multiple values of the same type. An example is a table that has several columns
with the same base name suffixed (or prefixed) with a number, such as Payment1,
Payment2, and so on. As an example, consider the following set of data:

CustomerId Name Payment1 Payment2 Payment3
0000002323 Joe’s Fish Market 100.03 23.32 120.23
0000230003 Fred’s Cat Shop  200.23 NULL NULL

Each column represents one payment, which makes things easy for a programmer
to make a screen, but consider how we might add the next payment for Fred’s Cat Shop.
We might use some SQL code along these lines (we could do something that is simpler
looking, but it would do the same logically):

UPDATE Customer
SET Payment1 = CASE WHEN Paymenti IS NULL THEN 1000.00 ELSE Payment1 END,

Payment2 = CASE WHEN Payment1 IS NOT NULL AND Payment2 IS NULL
THEN 1000.00 ELSE Payment2 END,
Payment3 = CASE WHEN Payment1 IS NOT NULL

AND Payment2 IS NOT NULL
AND Payment3 IS NULL
THEN 1000.00 ELSE Payment3 END
WHERE CustomerId = '0000230003"';
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Of course, if there were already three payments, like for Joe’s, you would not have
made any changes at all, losing the change you expected to make and not registering
the update. Obviously, a setup like this is far more optimized for manual modification,
but our goal should be to eliminate places where people do manual tasks and get them
back to doing what they do best, uploading cat pictures to Twitter or perhaps even doing
actual business. Of course, even if the database is just used like a big spreadsheet, the
preceding is not a great design. In the rare cases where there’s always precisely the same
number of values, then there’s technically no violation of the definition of a table, or
the First Normal Form. In that case, you could state a business rule that “each customer
has exactly two payments, the first and the last.” The values could be NULL; there isn’t a
need for both values to be known, just that they are distinctly different things.

Allowing multiple values of the same type in a single row still isn’t generally a
good design decision, because users change their minds frequently as to how many of
whatever there are, as well as other processing concerns. For payments, if the person
paid full in payment 1 or only paid half of their expected payment, what would that
mean?

To overcome these sorts of problems, you should create a child table to hold the
values from the repeating payment columns. The following is an example. There are two
tables. The first table holds customer details like name. The second table holds payments
by customer. I've added a PaymentNumber column as part of the key. It could have easily
been the Date value, if you wanted to limit people to one payment (and perhaps have
another table that indicated how it was being paid, so the value for the date was a sum of
all money brought in for the day).

PaymentNumber could be a column that is manually filled in by the customer, but
ideally you could calculate the payment number from previous payments, which is far
easier to do using a set-based T-SQL statement. Of course, the payment number could be
based on something in the documentation accompanying the payment or even on when
the payment is made—it really depends on the desires of the business whose design you
are trying to implement. If you aren’t doing something hokey and fragile, it is generally

not an issue:

CustomerId Name

0000002323 Joe’s Fish Market
0000230003 Fred’s Cat Shop
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CustomerId PaymentNumber Amount Date

0000002323 1 100.03 2020-08-01
0000002323 2 23.32 2020-09-12
0000002323 3 120.23 2020-10-04
0000230003 1 200.23 2020-12-01

Now adding a payment to the table is simple in one statement:

INSERT CustomerPayment (CustomerId, PaymentNumber, Amount, Date)
VALUES ('0000230003',2, 1000, '2021-02-15");

As in earlier examples, notice that I was able to add an additional column of
information about each payment with relative ease—the date each payment was made.
What is worse is that, initially, the design may start out with a column set like Payment1,
Payment2, but it is not uncommon to end up with a table that looks like this, with
repeating groups of columns about the already repeated columns:

CustomerId Paymentl PaymentiDate PaymentiMadeBy PaymentiReturned

0000002323 100.03  2020-08-01  Spouse NULL
0000230003 200.23  2020-12-01  Self NULL

It wasn’t that long ago, longer now than it seems, that I actually had to implement
such a design to deal with the status and purpose of a set of columns that represented
multiple email addresses for a customer, because the original design I inherited already
had columns EmailAddressi, EmailAddress2, and EmailAddress3.

In the properly designed table, you could also easily make additions to the customer
payment table to indicate if payment was late, whether additional charges were assessed,
whether the amount was correct, whether the principal was applied, and more. Even
better, this new design also allows us to have virtually unlimited payment cardinality,
whereas the previous solution had a finite number (three, to be exact) of possible
configurations. The fun part is designing the structures to meet requirements that are
strict enough to constrain data to good values but loose enough to allow the user to
innovate agilely (within reason).

237

WOW! eBook
www.wowebook.org



CHAPTER5 NORMALIZATION

Beyond allowing you to add data naturally, designing row-wise rather than repeating
groups clears up multiple annoyances, such as relating to the following tasks:

o Deleting a payment: Much like the update that had to determine what
payment slot to fit the payment into, deleting anything other than
the last payment required shifting. For example, if you delete the
payment in Payment1, then Payment2 needs to be shifted to Payment1,
Payment3 to Payment2, and so on.

o Updating a payment: Say Payment1 equals 10 and Payment2 equals
10. Which one should you modify if you must modify one of them
because the amount was incorrect? Does it matter? The extra
information about the time of the payment, the check number, and
so on would likely clear this up too.

If your requirements actually allow three payments, it is easy enough to specify
and then implement a limit on cardinality of the table of payments (e.g., with a UNIQUE
constraint and a CHECK constraint PaymentNumber BETWEEN 1 and 3). As discussed
in Chapter 3 for data modeling, we control the number of allowable child rows using
relationship cardinality. You can restrict the number of payments per customer using
constraints or triggers (which will be described in more detail in Chapter 8), but whether
or not you can implement something in the database is somewhat outside of the bounds
of the current portion of the database design process.

Caution Another common (mildly horrifying) design uses columns such as
UserDefined1, UserDefined2, ..., UserDefinedN to allow users to store
their own data that was not part of the original design. This practice is heinous for
many reasons, one of them related to the proper application of First Normal Form.
Moreover, using such column structures is directly against the essence of Codd’s
fourth rule involving a dynamic online catalog based on the relational model. That
rule states that the database description is represented at the logical level in the
same way as ordinary data so that authorized users can apply the same relational
language to its interrogation that they apply to regular data.

Putting data into the database in such columns requires extra knowledge about
the system beyond what’s included in the system catalogs which then makes
usage far more complicated. In Chapter 9, when | cover storing user-specified
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data (allowing user extensibility to your schema without changes in design), | will
discuss more reasonable methods of giving users the ability to extend the schema
at will.

All Rows Must Be Different

One of the most important things you must take care of when building a database is

to make sure to have keys on tables to be able to tell rows apart. Although having a
completely meaningful key isn’t reasonable 100% of the time, exceptions are quite
uncommon and must stand up to simple reasoning. An example is a situation where you
cannot tell the physical items apart, such as perhaps cans of corn, bags of Legos, and so
on, at the local department store. You cannot tell two cans of corn apart based on their
packaging, so you might be tempted to assign a value that has no meaning as part of the
key, along with the things that differentiate the can from other similar objects, such as
large cans of corn or small cans of spinach. Generally, if you can’t tell two items apart in
the real world, don’t endeavor to make them distinguishable in your database. It will be
perfectly acceptable to assign a key to the class of items “cans of Brand X corn” and then
keep up with the changes of cans in inventory through sales to customers and orders
from vendors. (If this sounds like a foreign concept, consider the cash that customers use
to purchase things with. Other than special circumstances, even though paper money
has unique serial numbers written on it, cashiers do not save those values on each
transaction, just the amount of the transaction.)

The goal in all cases is to find the lowest granular level where a user may want to
distinguish between one thing and another. For example, in retail, it is common to allow
returns of items. If a person wants to return a $10 DVD, the retailer will make sure that
the item being returned is simply the same thing that the person purchased. On the
other hand, if the person has purchased a $20,000 diamond ring, there will likely be a
serial number to make sure that it is the same ring and not a ring of lesser value (or even
a fake).

Often, database designers (such as myself) are keen to automatically add an artificial
key value to their table to distinguish between items, but as discussed in Chapter 1,
adding an artificial key alone might technically make the table comply with the letter
of the rule, but it certainly won’t comply with the purpose. The purpose is that no two
rows represent the same thing. You could have two rows that represent the same thing
because every meaningful value has the same value, with the only difference between
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rows being a system-generated value. As mentioned in Chapter 1, another term for such
a key is a surrogate key, so named because it is a surrogate (or a stand-in) for the real key.

Another common approach that can be concerning is to use a date and time value
to differentiate between rows. If the date and time value is part of the row’s logical
identification, such as a calendar entry or a row that’s recording/logging some event,
this is ideal. Conversely, simply tossing on a date and time value to force uniqueness
is worse than just adding a random number or GUID on the row when time is not part
of what identifies the item being modeled. This is the blue Ford C-Max I purchased
on December 22, 2014, at 12:23 PM...or was it the 23rd at 12:24 PM? What if the client
registered the purchase twice, at different times? Or you actually purchased two similar
vehicles? Either way would be confusing! Ideally in that case, the client would use the
vehicle identification number (VIN) as the key, which is guaranteed to be unique.
(Strictly speaking, using the VIN does violate the atomic principle since it loads multiple
bits of information in that single value. Smart keys, as they are called, are useful for
humans but should not be the sole source of any data you need that might be embedded
in the value, like what color is the vehicle, based on the rules we have already stated. )

As an example of how generated values lead to confusion, consider the following
subset of a table with school mascots:

MascotId Name

1 Smokey
112 Smokey
4567 Smokey
979796 Smokey

Taken as presented, there is no obvious clue as to which of these rows represents the
real Smokey or if there needs to be more than one Smokey or if the data entry person
just goofed up. It could be that the school name ought to be included to produce a key or
perhaps names are supposed to be unique or even this table should represent the people
who play the role of each mascot at a certain school during different time periods. It is
the architect’s job to make sure that the meaning is clear and that keys are enforced to
prevent, or at least discourage, alternative (possibly incorrect) interpretations.
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Of course, the reality of life is that users will do what they must to get their job done.
Take for example the following table of data that represents books:

BookISBN BookTitle PublisherName  Author

111111111 Normalization Apress Louis
222222222  SQL Tacklebox Simple Talk Rodney

The users go about life, entering data as needed. Nevertheless, when users realize
that more than one author needs to be added per book, they will figure something out.
What a user might figure out might look as follows (this is a contrived example, but I
have heard from more than one person that this has occurred in real databases):

444444444 DMV Book Simple Talk Tim
444444444-1 DMV Book Simple Talk Louis

The user has done what was needed to get by, and assuming the domain of the
column BookISBN allows multiple formats of data (ISBNs do have a specific format), the
approach works with no errors. However, DMV Book looks like two books with the same
title. Now, your support programmers are going to have to deal with the fact that your
data doesn’t mean what they think it does.

The proper solution is to have a table to represent each individual thing you are
trying to express: a book and a book’s author. So we now have the following two tables:

BookISBN BookTitle PublisherName

111111111 Normalization Apress
222222222  SQL Tacklebox Simple Talk

333333333  Indexing Microsoft
444444444 DMV Book Simple Talk
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BookISBN Author

111111111 Louis
222222222 Rodney
333333333  Kim
444444444  Tim
444444444  Louis

Just looking at this solution, you can feel why it was not the immediately chosen
answer. It is more difficult to work with when you just want to answer a quick question.
But it is important to make sure that getting the most correct answer comes first, before
worrying about performance and simplicity of writing the code, or you will end up short
cutting yourself to death.

Now, if you need information about an author’s relationship to a book (chapters
written, pay rate, etc.), you can add columns to the second table without harming the
current uses of the system. Yes, you end up having more tables, and yes, you must do
more coding up front, but if you get the design right, it just plain works. The likelihood
of discovering all data cases such as this case with multiple authors to a book before
you have “completed” your design is low, so don’t immediately think it is your fault.
Requirements are often presented that are not fully thought through, such as claiming
only one author per book. Sometimes it isn’t that the requirements were faulty so much
as the fact that requirements change over time. In this example, it could have been that
during the initial design phase, the reality at the time was that the system was to support
only a single author. Ever-changing realities are what make software design such a
delightful task at times.

Caution Key choice is one of the most important parts of your database design.
Duplicated data causes tremendous and obvious issues to anyone who deals with
it. It is particularly bad when you do not realize you have the problem until it is too
late.
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Clues That an Existing Design Is Not in First Normal Form

When you are looking at a database of data to evaluate it, you can look quickly at a few
basic things to see whether the data is in First Normal Form. In this section, we’ll look at
some of these ways to recognize whether data in a database is already likely to be in First
Normal Form. None of these clues is, by any means, a perfect test. They are only clues
that you can look for in data structures for places to dig deeper. While the normal forms
themselves are very strict, the process of normalizing a database is a process based on
the content and requirements/use of your data.

The following sections describe a couple of data characteristics that suggest that the
data isn’t in First Normal Form:

e “String Data Containing Separator-Type Characters”
e “Column Names with Numbers at the End”
o ‘“Tables with No or Poorly Defined Keys”

This is not an exhaustive list, of course, but these are a few places to start.

String Data Containing Separator-Type Characters

Separator-type characters include commas, brackets, parentheses, semicolons, and
pipe characters. These act as warning signs that the data is likely a multivalued column.
Obviously, these same characters can be found in correct columns. So you need not

go too far. As mentioned earlier, if you're designing a solution to hold a block of text,
you've probably normalized too much if you have a word table, a sentence table, and a
paragraph table. This clue is aligned to tables that have structured, delimited lists stored
in a single column rather than broken out into multiple rows.

Column Names with Numbers at the End

An obvious example would be finding tables with Child1, Child2, and similar columns
or, my least favorite, UserDefined1, UserDefined2, and so on. These kinds of tables are
usually messy to deal with and should be considered for transformation into a new,
related table. They don’t have to be wrong; for example, your table might need exactly
two values to always exist. In that case, it’s perfectly allowable to have the numbered
columns, but be careful that what'’s thought of as “always” is actually always. Too often,
exceptions cause this solution to fail. “A person always has two forms of identification
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noted in fields ID1 and ID2.” In this case, “always” may not mean always; and in reality,
the requirement probably should have continued like this: “And you may want to record
a third item of ID in case one that is provided is not valid.” Always must mean always.

These kinds of columns are a common holdover from the days of flat-file databases.
Multi-table/multirow data access was costly, so developers put many fields in a single
file structure. Doing this in a relational database system is a waste of the power of the
relational programming language. They are equally the result of trying not to have to join
two tables together to deal with multiple values that don’t seem that complicated to deal
with on the surface, until a search for an email address becomes three queries instead of
one, with duplicates returned because enforcing uniqueness across three columns was
“too hard to be worth the time.”

Coordinatel and Coordinate2 might be acceptable in cases that always require two
coordinates to find a point in a two-dimensional space, never any more or never any
less (though something more like CoordinateX and CoordinateY would likely be better
column names).

Tables with No or Poorly Defined Keys

As noted in the early chapters several times, key choice is very important. Almost every
database will be implemented with some primary key (though even this is not a given
in a few valid cases). However, all too often the only key a person will implement will
simply be a GUID or a sequence/identity-based value that originates in that table and
has no other meaning.

It might seem like I am picking on sequential numbers and GUIDs, and for good
reason, I am. While I will usually suggest you use surrogate keys in your designs
(and a sequential number is generally the perfect choice), too often people use them
incorrectly and forget that such values have no meaning to the user. If customer 1 could
inadvertently be the same as customer 2, you are not doing it right. Keeping row values
unique is a big part of First Normal Form compliance and is something that should be
high on your list of important activities.

Non-Key Column Relationships

The next set of normal forms I will cover are concerned with the relationships between
key attributes in a table and the non-key attributes of the table. We have established key
attributes as the set of attributes that can be used to identify an instance of an entity and
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now, as we move to tables, the set of columns that can be used to locate a row in a table.
This group of normal forms deal with making sure that all functional dependencies
between the non-key attributes are on the key(s) of the table. As discussed in Chapter 1,
being functionally dependent implies that when running a function on one value (call
it Value1), if the output of this function is always the same value (call it Value2), then
Value2 is functionally dependent on Valuel.

The normal forms we will look at are defined as follows:

e Second Normal Form (2NF): Each column must be a fact describing
the entire primary key (and the table is in First Normal Form).

e Third Normal Form (3NF): Non-primary key columns cannot
describe other non-primary key columns (and the table is in Second
Normal Form).

e Boyce-Codd Normal Form (BCNF): All columns are fully dependent
on a key. Every determinant is a key (and the table is in First Normal
Form, not Second or Third, since BCNF itself is a more strongly stated
version that encompasses both).

I am going to focus on BCNF because it encompasses the other forms, and it is the
clearest and makes the most sense based on today’s typical database design patterns
(specifically the use of surrogate keys and natural keys). I will note in the examples which
issue falls in the domain of Second and Third Normal Forms.

BCNF Defined

BCNF is named after Ray Boyce, one of the creators of the SQL language, and Edgar
Codd, whom I introduced in Chapter 1 as the father of relational databases. It’s a better-
constructed replacement for both the Second and Third Normal Forms, and it takes the
meanings of the Second and Third Normal Forms and restates them in a more general
way. The BCNF is defined as follows:

o The table is already in First Normal Form.
e All columns are fully dependent on a key.

e Atableisin BCNF if every determinant is a key.
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BCNF encompasses 2NF and 3NF and changed the definition from the “primary key”
to simply all defined keys. With today’s relatively common practice of using a surrogate key
for most primary keys, as well as the reality that a table may then also have more than one
natural key identified, BCNF is a far better definition of how a properly designed database
might be structured. It is my opinion that most of the time, in the twenty-first century,
when someone says “Third Normal Form,” they are referencing something closer to BCNE.

An important part of the definition of BCNF is that “every determinant is a key.” I
introduced determinants back in Chapter 1, but as a quick review, consider the following
table of rows, with X defined as the key:

X Y Z
1 2
2 4
3 2 4

Xis unique and defined as the primary key of this set. Because it is a determinant,
given a value of X, you can determine the values of Y and Z. Now, given a value of Y, you
can’t determine the value of X, but you seemingly can determine the value of Z. When Y
= 1: Z = 2,andwhenY = 2: Z = 4. Now before you pass judgment and start adding
the Y table, this appearance of determinism can simply be a coincidence. It is very much
up to the requirements to help us decide if this is determinism or happenstance. If the
values of Z were arrived at by a function of Y*2, then Y would determine Z and really
wouldn’t need to be stored or would require its own table.

When a table is in BCNE any update to a non-key column requires updating one and
only one value. By discovering that Y is the determinant of Z, you have discovered that YZ
should be its own independent table. So instead of the single table we had before, we have
two tables that express the previous table without invalid functional dependencies, like this:

X Y
1 1
2
2
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For a somewhat less abstract example, consider the following set of data,

representing book information:

BookISBN BookTitle PublisherName PublisherLocation
111111111  Normalization Apress United States
222222222  SQL Tacklebox Simple Talk England

444444444 DMV Book Simple Talk England

BookISBN is the defined key, so every one of the columns should be completely
dependent on this value. The title of the book is dependent on the book ISBN and the
publisher too. The concern in this table is the PublisherLocation. A book doesn’t have
a publisher location; a publisher does. Therefore, if you needed to change the publisher,
you would also need to change the publisher location in multiple rows.

To correct this situation, you need to create a separate table for publisher. The
following is one approach you can take:

BookISBN BookTitle PublishexrName

111111111 Normalization Apress
222222222  SQL Tacklebox Simple Talk

444444444 DMV Book Simple Talk
Publisher PublisherLocation
Apress United States

Simple Talk  London

Now, a change of publisher for a book requires only changing the publisher value in
the Book table, and a change to publisher location requires only a single update to the
Publisher table.
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Of course, there is always a caveat. Consider the following table of data:

BookISBN BookTitle PublisherName PublisherlLocation
111111111  Normalization Apress California
222222222  SQL Tacklebox Simple Talk New York
444444444 DMV Book Simple Talk London

Now Simple Talk has two locations. Wrong? Or a different meaning that we expected?
If the column’s true meaning is “Location of Publisher at Time of Book Publishing,” then
(other than a truly poorly named column) the design isn’t wrong. Or perhaps Apress
has multiple offices and that is what is being recorded? So it is important to understand
what is being designed, to name columns correctly, and to document that purpose of the
column as well to make sure meaning is not lost.

Partial Key Dependency

In the original definitions of the normal forms, we had Second Normal Form that dealt
with partial key dependencies. In BCNF, this is still a concern when you have defined
composite keys (more than one column making up the key). Most of the cases where
you see a partial key dependency in an example are pretty contrived (and I will certainly
not break that trend, though don’t be fooled into believing that the real scenarios will
be quite so obvious). Partial key dependencies deal with the case where you have a
multicolumn key and, in turn, columns in the table that reference only part of the key.
As an example, consider a car rental database and the need to record driver
information and type of cars the person will drive. Consider you are reviewing the
following table that was designed to meet those requirements:

Driver VehicleStyle Height EyeColor ExampleModel DesiredModellevel

Louis cuv 6'0" Blue Edge Premium
Louis Sedan 6'0" Blue Fusion Standard
Ted Coupe 5'8" Brown Camaro Performance
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The key of Driver plus VehicleStyle means that all the columns of the table should
reference the combination of these values. Consider the following columns:

o Height: Unless this is the height of the car as it adjusts once the driver
enters the vehicle, this apparently references the driver and not car
style. If it is the height of the car, it is still wrong!

o EyeColor: Clearly, this references the driver only, unless we rent cars
in Radiator Springs. Either way it’s not referencing the combination of
Driver and VehicleStyle.

o ExampleModel: This references the VehicleStyle, providing a model
for the person to reference so they will know approximately what they
are getting.

e DesiredModellevel: This represents the model of vehicle that the
driver wants to get. This is the only column that is correct in that it
applies both to the vehicle and to the driver.

To transform the initial one table into a proper design, we will need to split the
one table into three. The first one defines the driver and just has the driver’s physical
characteristics:

Driver Height EyeColor

Louis 6'0" Blue
Ted 5'8" Brown

The second one defines the car styles and model levels the driver desires:

Driver Car Style DesiredModellevel
Louis Ccuv Premium
Louis Sedan Standard
Ted Coupe Performance
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Finally, we need one table to define the types of car styles available (and I will add a
column to give an example model of the style of car):

Car Style ExampleModel
cuv Edge

Sedan Fusion

Coupe Camaro

Note that, since the driver was repeated multiple times in the original poorly
designed sample data, I ended up with only two rows for the driver as the Louis entry’s
data was repeated twice. It might seem like I have just made three shards of a whole
table, without saving much space, and ultimately will need costly joins to put everything
back together. There are two things to note here. First, the integrity of the data means
more than any space savings. If one of the EyeColor values was updated because it was
originally entered incorrectly, but the other rows were left incorrect, the customer would
probably get very frustrated when their rental was denied since they didn’t match the
physical description listed and eventually give up and use a different company.

Second, the reality is that in a real database, the driver table would have many, many
rows and several more columns; the table assigning drivers to car styles would be thin
(have a small number of columns); and the car style table would be very small in number
of rows and columns. The savings from not repeating so much data will more than
overcome the overhead of doing joins.

Entire Key Dependency

Where Second Normal Form dealt with partial key dependencies on the primary key,
Third Normal Form dealt with the case where all columns need to be dependent on the
entire key.

In our previous example, we ended up with a Driver table. That same developer,
when we stopped watching, made some additions to the Driver table to get an idea of
what the driver currently drives:
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Driver Height EyeColor VehicleOwned VehicleDoorCount WheelCount

Louis 6'0" Blue Hatchback 3 4
Ted 5'8" Brown Coupe 2 4
Rob 6'8" NULL Tractor trailer 2 18

To our trained eye, it is pretty clear almost immediately that the vehicle columns
aren’t quite right, but what to do? You could make a row for each vehicle or each
vehicle type, depending on how specific the need is for the usage. Since we are trying
to gather demographic information about the user, I am going to choose vehicle type
to keep things simple (and it is a great segue to the next section). The vehicle type now
gets a table of its own, and we remove from the driver table the entire vehicle pieces of
information and create a key that is a coagulation of the values for the data in row:

VehicleTypeld VehicleType DoorCount WheelCount
3DoorHatchback Hatchback 3 4
2DoorCoupe Coupe 2 4
TractorTrailer Tractor trailer 2 18

And the driver table now references the vehicle type table using its key:

Driver VehicleTypeld Height EyeColor

Louis 3DoorHatchback 6'0" Blue
Ted 2DoorCoupe 5'8" Brown
Rob TractorTrailer 6'8" NULL

Note that for the vehicle type table in this model, I chose to implement a smart key/
code for simplicity and because it is a common method that people use. A short code
is concocted to give the user a bit of readability; then the additional columns are there
to use in queries, particularly when you need to group or filter on some value (like if
you wanted to send an offer to all drivers of three-door cars to drive a luxury car for the
weekend!). It has drawbacks that are the same as the normal form we are working on if
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you aren’t careful (the smart key has redundant data in it), so using a smart key like this
is a bit dangerous. But what if we decided to use the natural key? We would end up with
two tables that look like this:

Driver Height EyeColor Vehicle Owned VehicleDoorCount

Louis 6'0" Blue Hatchback 3
Ted 5'8" Brown Coupe 2
Rob 6'8" NULL Tractor trailer 2
VehicleType VehicleDoorCount WheelCount
Hatchback 3 4
Coupe 2 4
Tractor trailer 2 18

The driver table now has almost the same columns as it had before (e.g., less the
WheelCount, which does not differ from a three- or five-door hatchback), referencing
the existing table columns, but it is still a far better, more flexible solution. If you want
to include additional information about given vehicle types (like towing capacity),
you could do it in one location and not in every single row, and users entering driver
information could only use data from a given domain that is defined by the vehicle type
table. Note too that the two solutions proffered are semantically equivalent but have
two different solution implementations that will influence implementation, but not the
meaning of the data in actual usage. In the next section, we will take this even farther to
encompass surrogate keys and their effect on the dependencies.

Surrogate Keys’ Effect on Dependency

When you use a surrogate keyj, it is used as a stand-in for other existing keys. To our
previous example of driver and vehicle type, let’s make one additional example table set,
using a meaningless surrogate value for the vehicle type key, knowing that the natural
key of the vehicle type set is VehicleType and DoorCount (the AK denoted by ~):
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Driver VehicleTypeld Height EyeColor

Louis 1 6'0" Blue
Ted 5'8" Brown
Rob 6'8" NULL
VehicleTypeld VehicleType DoorCount WheelCount
1 Hatchback 3 4
Coupe 2 4
3 Tractor trailer 2 18

The design is perfectly acceptable too if you want to include the codes from earlier
as a key (3DoorHatchback, 2DoorCoupe, TractorTrailer) or any other value. I am going
to cover key choices a bit more in Chapter 7 when I discuss the process of implementing
the various uniqueness patterns, but suffice it to say that, for design and normalization
purposes, using surrogates doesn’t change anything except the amount of work it takes
to validate the model. Everywhere the VehicleTypeld of 1 is referenced, it is semantically
the same as using the natural key of VehicleType, DoorCount; and you must take this
into consideration. The benefits of surrogates are more for programming convenience
and performance, but they do not take onus away from you as a designer to expand them
for normalization purposes.

For an additional example involving surrogate keys, consider the case of an
employee database that records the driver’s license of the person. We normalize the
table and create a table for driver’s license, and we end up with the model snippet
in Figure 5-1. Now, as you are figuring out whether the Employee table is in proper
BCNE you check out the columns, and you come to DriversLicenseNumber and
DriverslLicenseStateCode. Does an employee have a DriversLicenseStateCode?

Not exactly, but a driver’s license does, and a person may have a driver’s license. When
columns are part of a foreign key, you must consider the entire foreign key. So can an
employee have a driver’s license? Absolutely. You must think of the foreign key values as
a single cluster of dependent values.
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DriverslLicense

DriverslicenseStateCode
DriverslLicenseNumber

ClassCode

Employee

, EmployeeNumber

DriverslLicenseStateCode NULL FK
DriversLicenseNumber NULL FK
Firstname

MiddleName

LastName

Figure 5-1. DriversLicense and Employee tables with natural keys

What about using surrogate keys? Well, this is where the practice comes with
additional cautions. In Figure 5-2, I have remodeled the table using surrogate keys for
each of the tables.

DriverslLicense

DriverslLicenseld

DriverslLicenseStateCode  AK1l
DriversLicenseNumber AK1
ClassCode

Employee

i Employeeld

"""""" ® EmployeeNumber AK1
Firstname

MiddleName

LastName

DriversLicenseId NULL FK

Figure 5-2. DriversLicense and Employee tables with surrogate keys

This design looks cleaner in some ways, and with the very well-named columns
from the natural key, it is a bit easier to see the relationships in these tables, and it is not
always possible to name the various parts of the natural key as clearly as I did. In fact, the
state code likely would have a domain of its own and might be named StateCode. The
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major con is that there is a hiding of implementation details that can lead to insidious

multi-table normalization issues. For example, take the addition to the model shown in

Figure 5-3.

DriverslLicense

DriverslLicenselId

DriversLicenseStateCode  AK1
DriversLicenseNumber AK1
ClassCode

Employee

Employeeld

"""""" ® EmployeeNumber